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Preface

Python is a very powerful and widespread language, with a fully-featured standard library. 

It's said to come with  batteries included, which means that most of what you will have to do will be available in the standard library. 

Such a big set of functions might make developers feel lost, and it's not always clear which of the available tools are the best for solving a specific task. For many of these tasks, external libraries will also be available that you can install to solve the same problem. 

So, you might not only find yourself wondering which class or function to use from all the features provided by the standard library, but you will also wonder when it's best to switch to an external library to achieve your goals. 

This book tries to provide a general overview of the tools available in the Python standard library to solve many common tasks and recipes to leverage those tools to achieve specific results. For cases where the solution based on the standard library might get too complex or limited, it will also try to suggest tools out of the standard library that can help you do the next step. 

Who this book is for

This book is well suited for developers who want to write expressive, highly responsive, manageable, scalable, and resilient code in Python. Prior programming knowledge of Python is expected. 

What this book covers

$IBQUFS,  Containers and Data Structures,  covers less obvious cases of data structures and containers provided by the standard library. While more basic containers such as MJTU and EJDU are taken for granted, the chapter will dive into less common containers and more advanced usages of the built-in containers. 

$IBQUFS,  Text Management,  covers text manipulation, string comparison, matching, and the most common needs when formatting output for text-based software. 

$IBQUFS,  Command Line, covers how to write terminal/shell based software, parsing arguments, writing interactive shells, and implement logging. 

$IBQUFS,  Filesystem and Directories, covers how to work with directories and files, traverse filesystems and work with multiple encoding types related to filesystems and filenames. 

$IBQUFS,  Date and Time, covers how to parse dates and times, format them, and apply math over dates to compute past and future dates. 

$IBQUFS,  Read/Write Data, covers how to read and write data in common file formats, such as CSV, XML, and ZIP, and how to properly manage encoding text files. 

$IBQUFS,  Algorithms, covers some of the most common algorithms for sorting, searching, and zipping, and common operations that you might have to apply on any kind of sets of data. 

$IBQUFS,  Cryptography, covers security-related functions that are provided by the standard library or that can be implemented with the hashing functions available in the standard library. 

$IBQUFS,  Concurrency, covers the various concurrency models provided by the standard library, such as threads, processes, and coroutines, with a specific focus on the orchestration of those executors. 

$IBQUFS,  Networking, covers features provided by the standard library to implement networking-based applications, how to read from some common protocols, such as FTP

and IMAP, and how to implement general-purpose TCP/IP applications. 

$IBQUFS,  Web Development, covers how to implement HTTP-based applications, simple HTTP servers, and fully-featured web applications. It will also cover how to interact with third-party software through HTTP. 

$IBQUFS,  Multimedia, covers basic operations on detecting file types, checking images, and generating sounds. 

$IBQUFS,  Graphical User Interfaces, covers the most common building blocks of UI-based applications that can be combined to create simple applications for desktop environments. 

$IBQUFS,  Development Tools, covers tools provided by the standard library to help developers in their everyday work, such as writing tests and debugging software. 
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To get the most out of this book Readers are expected to already have prior knowledge of Python and programming. 

Developers that come from other languages or that are intermediate with Python will get the most out of this book. 

This book takes for granted that readers have a working installation of Python 3.5+, and most of the recipes show examples for Unix-based systems (such as macOS or Linux) but are expected to work on Windows system too. Windows users can rely on the Windows subsystem for Linux to perfectly reproduce the examples. 

Download the example code files

You can download the example code files for this book from your account at XXXQBDLUQVCDPN. If you purchased this book elsewhere, you can visit XXXQBDLUQVCDPNTVQQPSU and register to have the files emailed directly to you. 

You can download the code files by following these steps: 1. Log in or register at XXXQBDLUQVCDPN. 

2. Select the SUPPORT tab. 

3. Click on Code Downloads & Errata. 

4. Enter the name of the book in the Search box and follow the onscreen instructions. 

Once the file is downloaded, please make sure that you unzip or extract the folder using the latest version of:

WinRAR/7-Zip for Windows

Zipeg/iZip/UnRarX for Mac

7-Zip/PeaZip for Linux

The code bundle for the book is also hosted on GitHub at IUUQTHJUIVCDPN

1BDLU1VCMJTIJOH.PEFSO1ZUIPO4UBOEBSE-JCSBSZ$PPLCPPL. We also have other code bundles from our rich catalog of books and videos available at IUUQTHJUIVCDPN

1BDLU1VCMJTIJOH. Check them out! 
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Conventions used

There are a number of text conventions used throughout this book. 

$PEF*O5FYU: Indicates code words in text, database table names, folder names, filenames, file extensions, pathnames, dummy URLs, user input, and Twitter handles. Here is an example: "We can also get rid of the last HFU call by combining $IBJO.BQ with EFGBVMUEJDU." 

A block of code is set as follows:

GPSXPSEJO IFMMPXPSMEUIJTJTBWFSZOJDFEBZ TQMJU

JGXPSEJODPVOUT

DPVOUT<XPSE> 

When we wish to draw your attention to a particular part of a code block, the relevant lines or items are set in bold:

DMBTT#VODIEJDU

EFG@@JOJU@@TFMGLXET

super().__init__LXET

TFMG@@EJDU@@TFMG

Any command-line input or output is written as follows:

>>> print(population['japan'])

127

Bold: Indicates a new term, an important word, or words that you see onscreen. For example, words in menus or dialog boxes appear in the text like this. Here is an example:

"If a continuous integration system is involved" 

Warnings or important notes appear like this. 

Tips and tricks appear like this. 
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Sections

In this book, you will find several headings that appear frequently ( Getting ready,  How to do it... ,  How it works... ,  There's more... , and  Seealso). 

To give clear instructions on how to complete a recipe, use these sections as follows: Getting ready

This section tells you what to expect in the recipe and describes how to set up any software or any preliminary settings required for the recipe. 

How to do it`

This section contains the steps required to follow the recipe. 

How it works`

This section usually consists of a detailed explanation of what happened in the previous section. 

There's morè

This section consists of additional information about the recipe in order to make you more knowledgeable about the recipe. 

See also

This section provides helpful links to other useful information for the recipe. 

[ 5 ]

Get in touch

Feedback from our readers is always welcome. 

General feedback: Email GFFECBDL!QBDLUQVCDPN and mention the book title in the subject of your message. If you have questions about any aspect of this book, please email us at RVFTUJPOT!QBDLUQVCDPN. 

Errata: Although we have taken every care to ensure the accuracy of our content, mistakes do happen. If you have found a mistake in this book, we would be grateful if you would report this to us. Please visit XXXQBDLUQVCDPNTVCNJUFSSBUB, selecting your book, clicking on the Errata Submission Form link, and entering the details. 
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1

Containers and Data Structures

In this chapter, we will cover the following recipes: Counting frequenciesbcount occurrences of any hashable value Dictionary with fallbackbhave a fallback value for any missing key Unpacking multiplebkeyword argumentsbhow to use  more than once Ordered dictionariesbmaintaining order of keys in a dictionary MultiDictbdictionary with multiple values per key

Prioritizing entriesbefficiently get the top of sorted entries Bunchbdictionaries that behave like objects

Enumerationsbhandle a known set of states

Introduction

Python has a very easy and flexible set of built-in containers. As a Python developer, there is little you can't achieve with a EJDU or a MJTU. The convenience of Python dictionaries and lists is such that developers often forget that those have limits. Like any data structure, they are optimized and designed for specific use cases and might be inefficient in some conditions, or even unable to handle them. 

Ever tried to put a key in a dictionary twice? Well you can't, because Python dictionaries are designed as hash tables with unique keys, but the  MultiDict recipe will show you how to do that. Ever tried to grab the lowest/highest values out of a list without traversing it whole? The list itself can't, but in the  Prioritized entries recipe, we will see how to achieve that. 

The limits of standard Python containers are well known to Python experts. For that reason, the standard library has grown over the years to overcome those limits, and frequently there are patterns so common that their name is widely recognized, even though they are not formally defined. 

 Containers and Data Structures Chapter 1

Counting frequencies

A very common need in many kinds of programs is to count the occurrences of a value or of an event, which means counting frequency. Be it the need to count words in text, count likes on a blog post, or track scores for players of a video game, in the end counting frequency means counting how many we have of a specific value. 

The most obvious solution for such a need would be to keep around counters for the things we need to count. If there are two, three, or four, maybe we can just track them in some dedicated variables, but if there are hundreds, it's certainly not feasible to keep around such a large amount of variables and we will quickly end up with a solution based on a container to collect all those counters. 

How to do it... 

Here are the steps for this recipe:

1. Suppose we want to track the frequency of words in text; the standard library comes to our rescue and provides us with a very good way to track counts and frequencies, which is through the dedicated DPMMFDUJPOT$PVOUFS object. 

2. The DPMMFDUJPOT$PVOUFS object not only keeps track of frequencies, but provides some dedicated methods to retrieve the most common entries, entries that appear at last once and quickly count any iterable. 

3. Any iterable you provide to the $PVOUFS is "counted" for its frequency of values:

>>> txt = "This is a vast world you can't traverse world in a day" 

>>> 

>>> from collections import Counter

>>> counts = Counter(txt.split())

4. The result would be exactly what we expect, a dictionary with the frequencies of the words in our phrase:

Counter({'a': 2, 'world': 2, "can't": 1, 'day': 1, 'traverse': 1, 

         'is': 1, 'vast': 1, 'in': 1, 'you': 1, 'This': 1}) 5. Then, we can easily query for the most frequent words:

>>> counts.most_common(2)

[('world', 2), ('a', 2)]
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6. Get the frequency of a specific word:

>>> counts['world']

2

Or, get back the total number of occurrences:

>>> sum(counts.values())

12

7. And we can even apply some set operations on counters, such as joining them, subtracting them, or checking for intersections:

>>> Counter(["hello", "world"]) + Counter(["hello", "you"]) Counter({'hello': 2, 'you': 1, 'world': 1})

>>> Counter(["hello", "world"]) & Counter(["hello", "you"]) Counter({'hello': 1})

How it works... 

Our counting code relies on the fact that $PVOUFS is just a special kind of dictionary, and that dictionaries can be built by providing an iterable. Each entry in the iterable will be added to the dictionary. 

In the case of a counter, adding an element means incrementing its count; for every "word" 

in our list, we add that word multiple times (one every time it appears in the list), so its value in the $PVOUFS continues to get incremented every time the word is encountered. 

There's more... 

Relying on $PVOUFS is actually not the only way to track frequencies; we already know that $PVOUFS is a special kind of dictionary, so reproducing the $PVOUFS behavior should be quite straightforward. 

Probably every one of us came up with a dictionary in this form: DPVOUTEJDUIFMMPXPSMEOJDFEBZ

[ 9 ]
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Whenever we face a new occurrence of IFMMP, XPSME, OJDF, or EBZ, we increment the associated value in the dictionary and call it a day: GPSXPSEJO IFMMPXPSMEUIJTJTBWFSZOJDFEBZ TQMJU

JGXPSEJODPVOUT

DPVOUT<XPSE> 

By relying on EJDUHFU, we can also easily adapt it to count any word, not just those we could foresee:

GPSXPSEJO IFMMPXPSMEUIJTJTBWFSZOJDFEBZ TQMJU

DPVOUT<XPSE>DPVOUTHFUXPSE

But the standard library actually provides a very flexible tool that we can use to improve this code even further, DPMMFDUJPOTEFGBVMUEJDU. 

EFGBVMUEJDU is a plain dictionary that won't throw ,FZ&SSPS for any missing value, but will call a function we can provide to generate the missing value. 

So, something such as EFGBVMUEJDUJOU will create a dictionary that provides  for any key that it doesn't have, which is very convenient for our counting purpose: GSPNDPMMFDUJPOTJNQPSUEFGBVMUEJDU

DPVOUTEFGBVMUEJDUJOU

GPSXPSEJO IFMMPXPSMEUIJTJTBWFSZOJDFEBZ TQMJU

DPVOUT<XPSE> 

The result will be exactly what we expect:

defaultdict(<class 'int'>, {'day': 1, 'is': 1, 'a': 1, 'very': 1, 'world': 1, 'this': 1, 'nice': 1, 'hello': 1})

As for each word, the first time we face it, we will call JOU to get the starting value and then add  to it. As JOU gives  when called without any argument, that achieves what we want. 

While this roughly solves our problem, it's far from being a complete solution for countingbwe track frequencies, but on everything else, we are on our own. What if we want to know the most frequent entry in our bag of words? 

The convenience of $PVOUFS is based on the set of additional features specialized for counting that it provides; it's not just a dictionary with a default numeric value, it's a class specialized in keeping track of frequencies and providing convenient ways to access them. 
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Dictionary with fallback

When working with configuration values, it's common to look them up in multiple placesbmaybe we load them from a configuration filebbut we can override them with an environment variable or a command-line option, and in case the option is not provided, we can have a default value. 

This can easily lead to long chains of JG statements like these: WBMVFDPNNBOE@MJOF@PQUJPOTHFU PQUOBNF 

JGWBMVFJT/POF

WBMVFPTFOWJSPOHFU PQUOBNF 

JGWBMVFJT/POF

WBMVFDPOGJH@GJMF@PQUJPOTHFU PQUOBNF 

JGWBMVFJT/POF

WBMVF EFGBVMUWBMVF 

This is annoying, and while for a single value it might be just annoying, it will tend to grow into a huge, confusing list of conditions as more options get added. 

Command-line options are a very frequent use case, but the problem is related to chained scopes resolution. Variables in Python are resolved by looking at MPDBMT; if they are not found, the interpreter looks at HMPCBMT, and if they are not yet found, it looks for builtins. 

How to do it... 

For this step, you need to go through the following steps: 1. The alternative for chaining default values of EJDUHFU, instead of using multiple JG instances, probably wouldn't improve much the code and if we want to add one additional scope, we would have to add it in every single place where we are looking up the values. 

2. DPMMFDUJPOT$IBJO.BQ is a very convenient solution to this problem; we can provide a list of mapping containers and it will look for a key through them all. 
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3. Our previous example involving multiple different JG instances can be converted to something like this:

JNQPSUPT

GSPNDPMMFDUJPOTJNQPSU$IBJO.BQ

PQUJPOT$IBJO.BQDPNNBOE@MJOF@PQUJPOTPTFOWJSPO

DPOGJH@GJMF@PQUJPOT

WBMVFPQUJPOTHFU PQUOBNF  EFGBVMUWBMVF 

4. We can also get rid of the last HFU call by combining $IBJO.BQ with EFGBVMUEJDU. In this case, we can use EFGBVMUEJDU to provide a default value for every key:

JNQPSUPT

GSPNDPMMFDUJPOTJNQPSU$IBJO.BQEFGBVMUEJDU

PQUJPOT$IBJO.BQDPNNBOE@MJOF@PQUJPOTPTFOWJSPO

DPOGJH@GJMF@PQUJPOT

EFGBVMUEJDUMBNCEB EFGBVMUWBMVF 

WBMVFPQUJPOT< PQUOBNF > 

WBMVFPQUJPOT< PUIFSPQUJPO > 

5. Print WBMVF and WBMVF will result in the following: optvalue

default-value

PQUOBNF will be retrieved from the DPNNBOE@MJOF@PQUJPOT containing it, while PUIFSPQUJPO will end up being resolved by EFGBVMUEJDU. 

How it works... 

The $IBJO.BQ class receives multiple dictionaries as arguments; whenever a key is requested to $IBJO.BQ, it's actually going through the provided dictionaries one by one to check whether the key is available in any of them. Once the key is found, it is returned, as if it was a key owned by $IBJO.BQ itself. 

The default value for options that are not provided is implemented by having EFGBVMUEJDU as the last dictionary provided to $IBJO.BQ. Whenever a key is not found in any of the previous dictionaries, it gets looked up in EFGBVMUEJDU, which uses the provided factory function to return a default value for all keys. 
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There's more... 

Another great feature of $IBJO.BQ is that it allows updating too, but instead of updating the dictionary where it found the key, it always updates the first dictionary. The result is the same, as on next lookup of that key, we would have the first dictionary override any other value for that key (as it's the first place where the key is checked). The advantage is that if we provide an empty dictionary as the first mapping provided to $IBJO.BQ, we can change those values without touching the original container:

>>> population=dict(italy=60, japan=127, uk=65)

>>> changes = dict()

>>> editablepop = ChainMap(changes, population)

>>> print(editablepop['japan'])

127

>>> editablepop['japan'] += 1

>>> print(editablepop['japan'])

128

But even though we changed the population of Japan to 128 million, the original population didn't change:

>>> print(population['japan'])

127

And we can even use DIBOHFT to find out which values were changed and which values were not:

>>> print(changes.keys())

dict_keys(['japan'])

>>> print(population.keys() - changes.keys())

{'italy', 'uk'}

It's important to know, by the way, that if the object contained in the dictionary is mutable and we directly mutate it, there is little $IBJO.BQ can do to avoid mutating the original object. So if, instead of numbers, we store lists in the dictionaries, we will be mutating the original dictionary whenever we append values to the dictionary:

>>> citizens = dict(torino=['Alessandro'], amsterdam=['Bert'], raleigh=['Joseph'])

>>> changes = dict()

>>> editablecits = ChainMap(changes, citizens)

>>> editablecits['torino'].append('Simone')

>>> print(editablecits['torino']) ['Alessandro', 'Simone']

>>> print(changes)

{}
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>>> print(citizens)

{'amsterdam': ['Bert'], 

 'torino': ['Alessandro', 'Simone'], 

 'raleigh': ['Joseph']}

Unpacking multiple keyword arguments

Frequently, you ended up in a situation where you had to provide arguments to a function from a dictionary. If you've ever faced that need, you probably also ended up in a case where you had to take the arguments from multiple dictionaries. 

Generally, Python functions accept arguments from a dictionary through unpacking (the syntax), but so far, it hasn't been possible to use unpacking twice in the same call, nor was there an easy way to merge two dictionaries. 

How to do it... 

The steps for this recipe are:

1. Given a function, G, we want to pass the arguments from two dictionaries, E and E as follows:

>>> def f(a, b, c, d):

...     print (a, b, c, d)

... 

>>> d1 = dict(a=5, b=6)

>>> d2 = dict(b=7, c=8, d=9)

2. DPMMFDUJPOT$IBJO.BQ can help us achieve what we want; it can cope with duplicated entries and works with any Python version:

>>> f(**ChainMap(d1, d2))

5 6 8 9

3. In Python 3.5 and newer versions, you can also create a new dictionary by combining multiple dictionaries through the literal syntax, and then pass the resulting dictionary as the argument of the function:

>>> f(**{**d1, **d2})

5 7 8 9
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4. In this case, the duplicated entries are accepted too, but are handled in reverse order of priority to $IBJO.BQ (so right to left). Notice how C has a value of , instead of the  it had with $IBJO.BQ, due to the reversed order of priorities. 

This syntax might be harder to read due to the amount of unpacking operators involved, and with $IBJO.BQ it is probably more explicit what's happening for a reader. 

How it works... 

As we already know from the previous recipe, $IBJO.BQ looks up keys in all the provided dictionaries, so it's like the sum of all the dictionaries. The unpacking operator () works by inviting all keys to the container and then providing an argument for each key. 

As $IBJO.BQ has keys resulting from the sum of all the provided dictionaries keys, it will provide the keys contained in all the dictionaries to the unpacking operator, thus allowing us to provide keyword arguments from multiple dictionaries. 

There's more... 

Since Python 3.5 through PEP 448, it's now possible to unpack multiple mappings to provide keyword arguments:

>>> def f(a, b, c, d):

...     print (a, b, c, d)

... 

>>> d1 = dict(a=5, b=6)

>>> d2 = dict(c=7, d=8)

>>> f(**d1, **d2)

5 6 7 8

This solution is very convenient, but has two limits: It's only available in Python 3.5+

It chokes on duplicated arguments

If you don't know where the mappings/dictionaries you are unpacking come from, it's easy to end up with the issue of duplicated arguments:

>>> d1 = dict(a=5, b=6)

>>> d2 = dict(b=7, c=8, d=9)

>>> f(**d1, **d2)

Traceback (most recent call last):
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File "<stdin>", line 1, in <module> TypeError: f() got multiple values for keyword argument 'b' 

In the previous example, the C key is declared in both E and E, and that causes the function to complain that it received duplicate arguments. 

Ordered dictionaries

One of the most surprising aspects of Python dictionaries for new users is that their order is unpredictable and can change from environment to environment. So, the order of keys you expected on your system might be totally different on your friend's computer. 

This frequently causes unexpected failures during tests; if a continuous integration system is involved, the ordering of dictionary keys on the system running the tests can be different from the ordering on your system, which might lead to random failures. 

Suppose you have a snippet of code that generates an HTML tag with some attributes:

>>> attrs = dict(style="background-color:red", id="header")

>>> '<span {}>'.format(' '.join('%s="%s"' % a for a in attrs.items()))

'<span id="header" style="background-color:red">' 

It might surprise you that on some systems you end up with this: TQBOJEIFBEFSTUZMFCBDLHSPVOEDPMPSSFE  

While on others, the result might be this:

TQBOTUZMFCBDLHSPVOEDPMPSSFEJEIFBEFS  

So, if you expect to be able to compare the resulting string to check whether your function did the right thing when generating this tag, you might be disappointed. 

How to do it... 

Keys ordering is a very convenient feature and in some cases, it's actually necessary, so the Python standard library comes to help and provides the DPMMFDUJPOT0SEFSFE%JDU

container. 
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In the case of DPMMFDUJPOT0SEFSFE%JDU, the keys are always in the order they were inserted in:

>>> attrs = OrderedDict([('id', 'header'), ('style', 'background-color:red')])

>>> '<span {}>'.format(' '.join('%s="%s"' % a for a in attrs.items()))

'<span id="header" style="background-color:red">' 

How it works... 

0SEFSFE%JDU stores both a mapping of the keys to their values and a list of keys that is used to preserve the order of them. 

So whenever your look for a key, the lookup goes through the mapping, but whenever you want to list the keys or iterate over the container, you go through the list of keys to ensure they are processed in the order they were inserted in. 

The main problem when using 0SEFSFE%JDU is that Python on versions before 3.6 didn't guarantee any specific order of keyword arguments:

>>> attrs = OrderedDict(id="header", style="background-color:red") This would have again introduced a totally random order of keys even though 0SEFSFE%JDU was used. Not because 0SEFSFE%JDU didn't preserve the order of those keys, but because it would have received them in a random order. 

Thanks to PEP 468, the order of arguments is now guaranteed in Python 3.6 and newer versions (the order of dictionaries is still not, remember; so far it's just by chance that they are ordered). So if you are using Python 3.6 or newer, our previous example would work as expected, but if you are on older versions of Python, you would end up with a random order. 

Thankfully, this is an issue that is easily solved. Like standard dictionaries, 0SEFSFE%JDU

supports any iterable as the source of its content. As long as the iterable provides a key and a value, it can be used to build 0SEFSFE%JDU. 

So by providing the keys and values in a tuple, we can provide them at construction time and preserve the order in any Python version:

>>> OrderedDict((('id', 'header'), ('style', 'background-color:red'))) OrderedDict([('id', 'header'), ('style', 'background-color:red')])
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There's more... 

Python 3.6 introduced a guarantee of preserving the order of dictionary keys as a side effect of some changes to dictionaries, but it was considered an internal implementation detail and not a language guarantee. Since Python 3.7, it became an official feature of the language so it's actually safe to rely on dictionary ordering if you are using Python 3.6 or newer. 

MultiDict

If you have ever need to provide a reverse mapping, you have probably discovered that Python lacks a way to store more than a value for each key in a dictionary. This is a very common need, and most languages provide some form of multimap container. 

Python tends to prefer having a single way of doing things, and as storing multiple values for the key means just storing a list of values for a key, it doesn't provide a specialized container. 

The issue with storing a list of values is that to be able to append to values to our dictionary, the list must already exist. 

How to do it... 

Proceed with the following steps for this recipe:

1. As we already know, EFGBVMUEJDU will create a default value by calling the provided callable for every missing key. We can provide the MJTU constructor as a callable:

>>> from collections import defaultdict

>>> rd = defaultdict(list)

2. So, we insert keys into our multimap by using SE<L>BQQFOEW instead of the usual SE<L>W:

>>> for name, num in [('ichi', 1), ('one', 1), ('uno', 1), ('un', 1)]:

...   rd[num].append(name)

... 

>>> rd

defaultdict(<class 'list'>, {1: ['ichi', 'one', 'uno', 'un']})
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How it works... 

.VMUJ%JDU works by storing a list for each key. Whenever a key is accessed, the list containing all the values for that key is retrieved. 

In the case of missing keys, an empty list will be provided so that values can be added for that key. 

This works because every time EFGBVMUEJDU faces a missing key, it will insert it with a value generated by calling MJTU. And calling MJTU will actually provide an empty list. So, doing SE<W> will always provide a list, empty or not, depending on whether W was an already existing key or not. Once we have our list, adding a new value is just a matter of appending it. 

There's more... 

Dictionaries in Python are associative containers where keys are unique. A key can appear a single time and has exactly one value. 

If we want to support multiple values per key, we can actually solve the need by saving MJTU as the value of our key. This list can then contain all the values we want to keep around for that key:

>>> rd = {1: ['one', 'uno', 'un', 'ichi'], 

...       2: ['two', 'due', 'deux', 'ni'], 

...       3: ['three', 'tre', 'trois', 'san']}

>>> rd[2]

['two', 'due', 'deux', 'ni']

If we want to add a new translation to  (Spanish, for example), we would just have to append the entry:

>>> rd[2].append('dos')

>>> rd[2]

['two', 'due', 'deux', 'ni', 'dos']

The problem arises when we want to introduce a new key:

>>> rd[4].append('four')

Traceback (most recent call last):

    File "<stdin>", line 1, in <module> KeyError: 4
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For key , no list exists, so there is nowhere we can append it. So, our snippet to automatically reverse the mapping can't be easily adapted to handle multiple values, as it would fail with key errors the first time it tries to insert a value:

>>> rd = {}

>>> for k,v in d.items():

...     rd[v].append(k)

Traceback (most recent call last):

    File "<stdin>", line 2, in <module> KeyError: 1

Checking for every single entry, whether it's already in the dictionary or not, and acting accordingly is not very convenient. While we can rely on the TFUEFGBVMU method of dictionaries to hide that check, we can get a far more elegant solution by using DPMMFDUJPOTEFGBVMUEJDU. 

Prioritizing entries

Picking the first/top entry of a set of values is a pretty frequent need; this usually means defining one value that has priority over the other and involves sorting. 

But sorting can be expensive and re-sorting every time you add an entry to your values is certainly not a very convenient way to pick the first entry out of a set of values with some kind of priority. 

How to do it... 

Heaps are a perfect match for everything that has priorities, such as a priority queue: JNQPSUUJNF

JNQPSUIFBQR

DMBTT1SJPSJUZ2VFVF

EFG@@JOJU@@TFMG

TFMG@R<> 

EFGBEETFMGWBMVFQSJPSJUZ

IFBQRIFBQQVTITFMG@RQSJPSJUZUJNFUJNFWBMVF

EFGQPQTFMG

SFUVSOIFBQRIFBQQPQTFMG@R<> 
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Then, our 1SJPSJUZ2VFVF can be used to retrieve entries given a priority:

>>> def f1(): print('hello')

>>> def f2(): print('world')

>>> 

>>> pq = PriorityQueue()

>>> pq.add(f2, priority=1)

>>> pq.add(f1, priority=0)

>>> pq.pop()()

hello

>>> pq.pop()()

world

How it works... 

1SJPSJUZ2VFVF works by storing everything in an heap. Heaps are particularly efficient at retrieving the top/first element of a sorted set without having to actually sort the whole set. 

Our priority queue stores all the values in a three-element tuple: QSJPSJUZ, UJNFUJNF, and WBMVF. 

The first entry of our tuple is QSJPSJUZ (lower is better). In the example, we recorded G

with a better priority than G, which ensures than when we use IFBQIFBQQPQ to fetch tasks to process, we get G and then G, so that we end up with the IFMMPXPSME message and not XPSMEIFMMP. 

The second entry, UJNFTUBNQ, is used to ensure that tasks that have the same priority are processed in their insertion order. The oldest task will be served first as it will have the smallest timestamp. 

Then, we have the value itself, which is the function we want call for our task. 

There's more... 

A very common approach to sorting is to keep a list of entries in a tuple, where the first element is LFZ for which we are sorting and the second element is the value itself. 

For a scoreboard, we can keep each player's name and how many points they got: TDPSFT< "MFTTBOESP 

$ISJT 

.BSL > 
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Storing those values in tuples works because comparing two tuples is performed by comparing each element of the first tuple with the element in the same index position in the other tuple:

>>> (10, 'B') > (10, 'A')

True

>>> (11, 'A') > (10, 'B')

True

It's very easy to understand what's going on if you think about strings.  ##   ##  is the same as  #  #   #  " ; in the end, a string is just a list of characters. 

We can use this property to sort our TDPSFT and retrieve the winner of a competition:

>>> scores = sorted(scores)

>>> scores[-1]

(192, 'Mark')

The major problem with this approach is that every time we add an entry to our list, we have to sort it again, or our scoreboard would became meaningless:

>>> scores.append((137, 'Rick'))

>>> scores[-1]

(137, 'Rick')

>>> scores = sorted(scores)

>>> scores[-1]

(192, 'Mark')

This is very inconvenient because it's easy to miss re-sorting somewhere if we have multiple places appending to the list, and sorting the whole list every time can be expensive. 

The Python standard library offers a data structure that is a perfect match when we're interested in finding out the winner of a competition. 

In the IFBQR module, we have a fully working implementation of a heap data structure, a particular kind of tree where each parent is smaller than its children. This provides us with a tree that has a very interesting property: the root element is always the smallest one. 

And being implemented on top of a list, it means that M<> is always the smallest element in a IFBQ:

>>> import heapq

>>> l = []

>>> heapq.heappush(l, (192, 'Mark'))

>>> heapq.heappush(l, (123, 'Alessandro'))
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>>> heapq.heappush(l, (137, 'Rick'))

>>> heapq.heappush(l, (143, 'Chris'))

>>> l[0]

(123, 'Alessandro')

You might have noticed, by the way, that the heap finds the loser of our tournament, not the winner, and we were interested in finding the best player, with the highest value. 

This is a minor problem we can easily solve by storing all scores as negative numbers. If we store each score as , the head of the heap will always be the winner:

>>> l = []

>>> heapq.heappush(l, (-143, 'Chris'))

>>> heapq.heappush(l, (-137, 'Rick'))

>>> heapq.heappush(l, (-123, 'Alessandro'))

>>> heapq.heappush(l, (-192, 'Mark'))

>>> l[0]

(-192, 'Mark')

Bunch

Python is very good at shapeshifting objects. Each instance can have its own attributes and it's absolutely legal to add/remove the attributes of an object at runtime. 

Once in a while, our code needs to deal with data of unknown shapes. For example, in the case of a user-submitted data, we might not know which fields the user is providing; maybe some of our users have a first name, some have a surname, and some have one or more middle name fields. 

If we are not processing this data ourselves, but are just providing it to some other function, we really don't care about the shape of the data; as long as our objects have those attributes, we are fine. 

A very common case is when working with protocols, if you are an HTTP server, you might want to provide to the application running behind you a SFRVFTU object. This object has a few known attributes, such as IPTU and QBUI, and it might have some optional attributes, such as a RVFSZ string or a DPOUFOU type. But, it can also have any attribute the client provided, as HTTP is pretty flexible regarding headers, and our clients could have provided an YUPUBMMZDVTUPNIFBEFS that we might have to expose to our code. 

When representing this kind of data, Python developers often tend to look at dictionaries. 

In the end, Python objects themselves are built on top of dictionaries and they fit the need to map arbitrary values to names. 
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So, we will probably end up with something like the following:

>>> request = dict(host='www.example.org', path='/index.html') A side effect of this approach is pretty clear once we have to pass this object around, especially to third-party code. Functions usually work with objects, and while they don't require a specific kind of object as duck-typing is the standard in Python, they will expect certain attributes to be there. 

Another very common example is when writing tests, Python being a duck-typed language, it's absolutely reasonable to want to provide a fake object instead of providing a real instance of the object, especially when we need to simulate the values of some properties (as declared with !QSPQFSUZ), so we don't want or can't afford to create real instances of the object. 

In such cases, using a dictionary is not viable as it will only provide access to its values through the SFRVFTU< QBUI > syntax and not through SFRVFTUQBUI, as probably expected by the functions we are providing our object to. 

Also, the more we end up accessing this value, the more it's clear that the syntax using dot notation conveys the feeling of an entity that collaborates to the intent of the code, while a dictionary conveys the feeling of plain data. 

As soon as we remember that Python objects can change shape at any time, we might be tempted to try creating an object instead of a dictionary. Unfortunately, we won't be able to provide the attributes at initialization time:

>>> request = object(host='www.example.org', path='/index.html') Traceback (most recent call last):

    File "<stdin>", line 1, in <module> TypeError: object() takes no parameters

Things don't improve much if we try to assign those attributes after the object is built:

>>> request = object()

>>> request.host = 'www.example.org' 

Traceback (most recent call last):

    File "<stdin>", line 1, in <module> AttributeError: 'object' object has no attribute 'host' 
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How to do it... 

With a little effort, we can create a class that leverages dictionaries to contain any attribute we want and allow access both as a dictionary and through properties:

>>> class Bunch(dict):

...    def __getattribute__(self, key):

...        try:

...            return self[key]

...        except KeyError:

...            raise AttributeError(key)

... 

...    def __setattr__(self, key, value):

...        self[key] = value

... 

>>> b = Bunch(a=5)

>>> b.a

5

>>> b['a']

5

How it works... 

The #VODI class inherits EJDU, mostly as a way to provide a context where values can be stored, then most of the work is done by @@HFUBUUSJCVUF@@ and @@TFUBUUS@@. So, for any attribute that is retrieved or set on the object, they will just retrieve or set a key in TFMG

(remember we inherited from EJDU, so TFMG is in fact a dictionary). 

This allows the #VODI class to store and retrieve any value as an attribute of the object. The convenient feature is that it can behave both as an object and as a EJDU in most contexts. 

For example, it is possible to find out all the values that it contains, like any other dictionary:

>>> b.items()

dict_items([('a', 5)])

It is also able to access those as attributes:

>>> b.c = 7

>>> b.c

7

>>> b.items()

dict_items([('a', 5), ('c', 7)])
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There's more... 

Our CVODI implementation is not yet complete, as it will fail any test for class name (it's always named #VODI) and any test for inheritance, thus failing at faking other objects. 

The first step is to make #VODI able to shapeshift not only its properties, but also its name. 

This can be achieved by creating a new class dynamically every time we create #VODI. The class will inherit from #VODI and will do nothing apart from providing a new name:

>>> class BunchBase(dict):

...    def __getattribute__(self, key):

...        try:

...            return self[key]

...        except KeyError:

...            raise AttributeError(key)

... 

...    def __setattr__(self, key, value):

...        self[key] = value

... 

>>> def Bunch(_classname="Bunch", **attrs):

...     return type(_classname, (BunchBase, ), {})(**attrs)

>>> 

The #VODI function moved from being the class itself to being a factory that will create objects that all act as #VODI, but can have different classes. Each #VODI will be a subclass of

#VODI#BTF, where the @DMBTTOBNF name can be provided when #VODI is created:

>>> b = Bunch("Request", path="/index.html", host="www.example.org")

>>> print(b)

{'path': '/index.html', 'host': 'www.example.org'}

>>> print(b.path)

/index.html

>>> print(b.host)

www.example.org

This will allow us to create as many kinds of #VODI objects as we want, and each will have its own custom type:

>>> print(b.__class__)

<class '__main__.Request'> 

The next step is to make our #VODI actually look like any other type that it has to impersonate. That is needed for the case where we want to use #VODI in place of another object. As #VODI can have any kind of attribute, it can take the place of any kind of object, but to be able to, it has to pass type checks for custom types. 
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We need to go back to our #VODI factory and make the #VODI objects not only have a custom class name, but also appear to be inherited from a custom parent. 

To better understand what's going on, we will declare an example 1FSTPO type; this type will be the one our #VODI objects will try to fake: DMBTT1FSTPOPCKFDU

EFG@@JOJU@@OBNFTVSOBNF

TFMGOBNFOBNF

TFMGTVSOBNFTVSOBNF

!QSPQFSUZ

EFGGVMMOBNFTFMG

SFUVSO \^\^ GPSNBUTFMGOBNFTFMGTVSOBNF

Specifically, we are going to print )FMMP:PVS/BNF through a custom QSJOU function that only works for 1FSTPO:

EFGIFMMPQ

JGOPUJTJOTUBODFQ1FSTPO

SBJTF7BMVF&SSPS4PSSZDBOPOMZHSFFUQFPQMF

QSJOU)FMMP\^GPSNBUQGVMMOBNF

We want to change our #VODI factory to accept the class and create a new type out of it: EFG#VODI@DMBTTOBNF#VODI@QBSFOU/POFBUUST

QBSFOUT@QBSFOUJGQBSFOUFMTFUVQMF

SFUVSOUZQF@DMBTTOBNF#VODI#BTFQBSFOUT\^BUUST

Now, our #VODI objects will appear as instances of a class named what we wanted, and will always appear as a subclass of @QBSFOU:

>>> p = Bunch("Person", Person, fullname='Alessandro Molina')

>>> hello(p)

Hello Alessandro Molina

#VODI can be a very convenient pattern; in both its complete and simplified versions, it is widely used in many frameworks with various implementations that all achieve pretty much the same result. 

The showcased implementation is interesting because it gives us a clear idea of what's going on. There are ways to implement #VODI that are very smart, but might make it hard to guess what's going on and customize it. 
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Another possible way to implement the #VODI pattern is by patching the @@EJDU@@ class, which contains all the attributes of the class:

DMBTT#VODIEJDU

EFG@@JOJU@@TFMGLXET

TVQFS@@JOJU@@LXET

TFMG@@EJDU@@TFMG

In this form, whenever #VODI is created, it will populate its values as a EJDU (by calling TVQFS@@JOJU@@, which is the EJDU initialization) and then, once all the attributes provided are stored in EJDU, it swaps the @@EJDU@@ object, which is the dictionary that contains all object attributes, with TFMG. This makes the EJDU that was just populated with all the values also the EJDU that contains all the attributes of the object. 

Our previous implementation worked by replacing the way we looked for attributes, while this implementation replaces the place where we look for attributes. 

Enumerations

Enumeration is a common way to store values that can only represent a few states. Each symbolic name is bound to a specific value, usually numeric, that represents the states the enumeration can have. 

Enumerations are very common in other programming languages, but until recently, Python didn't have any explicit support for enumerations. 

How to do it... 

Typically, enumerations are implemented by mapping symbolic names to numeric values; this is allowed in Python through FOVN*OU&OVN:

>>> from enum import IntEnum

>>> 

>>> class RequestType(IntEnum):

...     POST = 1

...     GET = 2

>>> 

>>> request_type = RequestType.POST

>>> print(request_type)

RequestType.POST
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How it works... 

*OU&OVN is an integer, apart from the fact that all possible values are created when the class is defined. *OU&OVN inherits from JOU, so its values are real integers. 

During the 3FRVFTU5ZQF definition, all the possible values for FOVN are declared within the class body and the values are verified against duplicates by the metaclass. 

Also, FOVN provides support for a special value, BVUP, which means  just put in a value, I don't care. As you usually only care whether it's 1045 or (&5, you usually don't care whether 1045 is  or . 

Last but not least, enumerations cannot be subclassed if they define at least one possible value. 

There's more... 

*OU&OVN values behave like JOU in most cases, which is usually convenient, but they can cause problems if the developer doesn't pay attention to the type. 

For example, a function might unexpectedly perform the wrong thing if another enumeration or an integer value is provided, instead of the proper enumeration value:

>>> def do_request(kind):

...    if kind == RequestType.POST:

...        print('POST')

...    else:

...        print('OTHER')

As an example, invoking EP@SFRVFTU with 3FRVFTU5ZQF1045 or  will do exactly the same thing:

>>> do_request(RequestType.POST)

POST

>>> do_request(1)

POST
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When we want to avoid treating our enumerations as numbers, we can use FOVN&OVN, which provides enumerated values that are not considered plain numbers:

>>> from enum import Enum

>>> 

>>> class RequestType(Enum):

...     POST = 1

...     GET = 2

>>> 

>>> do_request(RequestType.POST)

POST

>>> do_request(1)

OTHER

So generally, if you need a simple set of enumerated values or possible states that rely on FOVN, &OVN is safer, but if you need a set of numeric values that rely on FOVN, *OU&OVN will ensure that they behave like numbers. 

[ 30 ]

2

Text Management

In this chapter, we will cover the following recipes: Pattern matchingbregular expressions are not the only way to parse patterns; Python provides easier and just as powerful tools to parse patterns Text similaritybdetecting how two similar strings in a performing way can be hard but Python has some easy-to-use built-in tools Text suggestionbPython looks for the most similar one to suggest to the user the right spelling

Templatingbwhen generating text, templating is the easiest way to define the rules

Splitting strings preserving spacesbsplitting on empty spaces can be easy, but gets harder when you want to preserve some spaces

Cleanup textbremoves any punctuation or odd character from text Normalizing textbwhen working with international text, it's often convenient to avoid having to cope with special characters and misspelling of words Aligning textbwhen outputting text, properly aligning it greatly increases readability

Introduction

Python was born for system engineering and a very frequent need when working with shell scripts and shell-based software is to create and parse text. That's why Python has very powerful tools to handle text. 

 Text Management

 Chapter 2

Pattern matching

When looking for patterns in text, regular expressions are frequently the most common way to attach those kind of problems. They are very flexible and powerful, and even though they cannot express all kinds of grammar they frequently can handle most common cases. 

The power of regular expressions comes out of the wide set of symbols and expressions they can generate. The problem is that for developers that are not used to regular expressions, they can look just like plain noise, and even people who have experience with them will frequently have to think a bit before understanding an expression like the following one:

?E\^]E\^]E\^

This expression actually tries to detect phone numbers. 

For most common cases, developers need to look for very simple patterns: for example, file extensions (does it end with UYU?), separated text, and so on. 

How to do it... 

The GONBUDI module provides a simplified pattern-matching language with a very quick and easy-to-understand syntax for most developers. 

Very few characters have a special meaning:

means any text

means any character

<> means the contained characters within square brackets

<> means everything apart from the characters contained within the square brackets

You will probably recognize this syntax from your system shell, so it's easy to see how UYU means  every name that has a .txt extension:

>>> fnmatch.fnmatch('hello.txt', '*.txt') True

>>> fnmatch.fnmatch('hello.zip', '*.txt') False
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There's more... 

Practically, GONBUDI can be used to recognize pieces of text separated by some kind of constant value. 

For example, if I have a pattern that defines the UZQF, OBNF, and WBMVF of a variable separated by , we can recognize it through GONBUDI and then declare the described variable:

>>> def declare(decl):

...   if not fnmatch.fnmatch(decl, '*:*:*'):

...     return False

...   t, n, v = decl.split(':', 2)

...   globals()[n] = getattr(__builtins__, t)(v)

...   return True

... 

>>> declare('int:somenum:3')

True

>>> somenum

3

>>> declare('bool:somebool:True')

True

>>> somebool

True

>>> declare('int:a')

False

Where GONBUDI obviously shines is with filenames. If you have a list of files, it's easy to extract only those that match a specific pattern:

>>> os.listdir()

['.git', '.gitignore', '.vscode', 'algorithms.rst', 'concurrency.rst', 

 'conf.py', 'crypto.rst', 'datastructures.rst', 'datetimes.rst', 

 'devtools.rst', 'filesdirs.rst', 'gui.rst', 'index.rst', 'io.rst', 

 'make.bat', 'Makefile', 'multimedia.rst', 'networking.rst', 

 'requirements.txt', 'terminal.rst', 'text.rst', 'venv', 'web.rst']

>>> fnmatch.filter(os.listdir(), '*.git*')

['.git', '.gitignore']

While very convenient, GONBUDI is surely limited, but one of the best things a tool can do when it reaches its limits is to provide compatibility with an alternative tool that can overcome them. 

For example, if I wanted to find all files that contained the word HJU or WT, I couldn't do that in a single GONBUDI pattern. I have to declare two different patterns and then join the results. But, if I could use a regular expression, that is absolutely possible. 
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GONBUDIUSBOTMBUF bridges between GONBUDI patterns and regular expressions, providing the regular expression that describes an GONBUDI pattern, so that it can be extended how you wish. 

For example, we could create a regular expression that matches both patterns:

>>> reg = '({})|({})'.format(fnmatch.translate('*.git*'),                              fnmatch.translate('*vs*'))

>>> reg

'(.*\.git.*\Z(?ms))|(.*vs.*\Z(?ms))' 

>>> import re

>>> [s for s in os.listdir() if re.match(reg, s)]

['.git', '.gitignore', '.vscode']

The real advantage of GONBUDI is that it is an easy and safe enough language that you can expose to your users. Suppose you are writing an email client and you want to provide a search feature, how could you let your users search for Smith as a name or surname if you have emails from Jane Smith and Smith Lincoln? 

Well with GONBUDI that's easy because you can just expose it to your users and let them write 4NJUI or 4NJUI, depending on whether they are looking for someone named Smith or with Smith as a surname:

>>> senders = ['Jane Smith', 'Smith Lincoln']

>>> fnmatch.filter(senders, 'Smith*')

['Smith Lincoln']

>>> fnmatch.filter(senders, '*Smith')

['Jane Smith']

Text similarity

In many cases, when working with text, we might have to recognize text that is similar to other text, even when the two are not equal. This is a very common case in record linkage, finding duplicate entries, or for typing errors correction. 

Finding similarity across text is not a straightforward task. If you try to go your own way, you will quickly realize that it gets complex and slow pretty soon. 

The Python library provides tools to detect differences between two sequences in the EJGGMJC module. Since text itself is a sequence (a sequence of characters), we can apply the provided functions to detect similarities in strings. 
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How to do it... 

Perform the following steps for this recipe:

1. Given a string, we want to compare:

>>> s = 'Today the weather is nice' 

2. Furthermore, we want to compare a set of strings to the first string:

>>> s2 = 'Today the weater is nice' 

>>> s3 = 'Yesterday the weather was nice' 

>>> s4 = 'Today my dog ate steak' 

3. We can use EJGGMJC4FRVFODF.BUDIFS to compute the similitude (from 0 to 1) between the strings:

>>> import difflib

>>> difflib.SequenceMatcher(None, s, s2, False).ratio() 0.9795918367346939

>>> difflib.SequenceMatcher(None, s, s3, False).ratio() 0.8

>>> difflib.SequenceMatcher(None, s, s4, False).ratio() 0.46808510638297873

So 4FRVFODF.BUDIFS was able to detect that T and T are very similar (98%), and apart from a typo in XFBUIFS ,  they are in fact the same exact phrase. Then it stated that 5PEBZUIFXFBUIFSJTOJDF is 80% similar to :FTUFSEBZUIF

XFBUIFSXBTOJDF and finally that 5PEBZUIFXFBUIFSJTOJDF and 5PEBZ

NZEPHBUFTUFBL have very little in common. 

There's more... 

The 4FRVFODF.BUDIFS provides support for marking some values as  junk.  You might expect this to mean that those values are ignored, but in fact that's not what happens. 

Computing ratios with and without junk will return the same value in most cases:

>>> a = 'aaaaaaaaaaaaaXaaaaaaaaaa' 

>>> b = 'X' 

>>> difflib.SequenceMatcher(lambda c: c=='a', a, b, False).ratio() 0.08

>>> difflib.SequenceMatcher(None, a, b, False).ratio() 0.08
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The B results were not ignored even though we provided an JTKVOL function that reports all B results as junk (the first argument to 4FRVFODF.BUDIFS). 

You can see by using HFU@NBUDIJOH@CMPDLT that in both cases the only parts of the string that match are the 9 in position  and  for B and C:

>>> difflib.SequenceMatcher(None, a, b, False).get_matching_blocks()

[Match(a=13, b=0, size=1), Match(a=24, b=1, size=0)]

>>> difflib.SequenceMatcher(lambda c: c=='a', a, b, False).get_matching_blocks()

[Match(a=13, b=0, size=1), Match(a=24, b=1, size=0)]

If you want to ignore some characters when computing the difference, you will have to strip them before running the 4FRVFODF.BUDIFS, maybe using a translation map that discards them all:

>>> discardmap = str.maketrans({"a": None})

>>> difflib.SequenceMatcher(None, a.translate(discardmap), b.translate(discardmap), False).ratio()

1.0

Text suggestion

In our previous recipe, we saw how EJGGMJC can compute the similitude between two strings. This means that we can compute the similitude between two words and suggest corrections to our users. 

If the set of  correct words is known (which usually is for any language), we can first check if the word is in this set and, if not, we can look for the most similar one to suggest to the user the right spelling. 

How to do it... 

The steps to follow this recipe are:

1. First of all we need the set of valid words. To avoid bringing in the whole English dictionary, we will just sample some words:

EJDUJPOBSZ\ BCJMJUZ  BCMF  BCPVU  BCPWF  BDDFQU 

BDDPSEJOH 

BDDPVOU  BDSPTT  BDU  BDUJPO  BDUJWJUZ 

BDUVBMMZ 

BEE  BEESFTT  BENJOJTUSBUJPO  BENJU  BEVMU 
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BGGFDU 

BGUFS  BHBJO  BHBJOTU  BHF  BHFODZ 

BHFOU  BHP 

BHSFF  BHSFFNFOU  BIFBE  BJS  BMM  BMMPX 

BMNPTU 

BMPOF  BMPOH  BMSFBEZ  BMTP  BMUIPVHI 

BMXBZT 

"NFSJDBO  BNPOH  BNPVOU  BOBMZTJT  BOE 

BOJNBM 

BOPUIFS  BOTXFS  BOZ  BOZPOF  BOZUIJOH 

BQQFBS 

BQQMZ  BQQSPBDI  BSFB  BSHVF 

BSN  BSPVOE  BSSJWF 

BSU  BSUJDMF  BSUJTU  BT  BTL  BTTVNF 

BU  BUUBDL 

BUUFOUJPO  BUUPSOFZ  BVEJFODF  BVUIPS 

BVUIPSJUZ 

BWBJMBCMF  BWPJE  BXBZ  CBCZ  CBDL  CBE 

CBH 

CBMM  CBOL  CBS  CBTF  CF  CFBU 

CFBVUJGVM 

CFDBVTF  CFDPNF ^

2. Then we can make a function that for any provided phrase looks for the words in our dictionary and, if they are not there, provides the most similar candidate through EJGGMJC:

JNQPSUEJGGMJC

EFGTVHHFTUQISBTF

DIBOHFT

XPSETQISBTFTQMJU

GPSJEYXJOFOVNFSBUFXPSET

JGXOPUJOEJDUJPOBSZ

DIBOHFT

NBUDIFTEJGGMJCHFU@DMPTF@NBUDIFTXEJDUJPOBSZ

JGNBUDIFT

XPSET<JEY>NBUDIFT<> 

SFUVSODIBOHFT  KPJOXPSET
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3. Our TVHHFTU function will be able to detect misspellings and suggest a corrected phrase:

>>> suggest('assume ani answer')

(1, 'assume any answer')

>>> suggest('anoter agrement ahead')

(2, 'another agreement ahead')

The first returned argument is the number of wrong words detected and the second is the string with the most reasonable corrections. 

4. If our phrase has no errors, we will just get back  with the original phrase:

>>> suggest('beautiful art')

(0, 'beautiful art')

Templating

A very frequent need when showing text to users is to generate it dynamically depending on the state of the software. 

Typically, this leads to code like this:

OBNF "MFTTBOESP 

NFTTBHFT< .FTTBHF  .FTTBHF > 

UYU )FMMPT:PVIBWFTNFTTBHF OBNFMFONFTTBHFT

JGMFONFTTBHFT 

UYU T 

UYU O 

GPSNTHJONFTTBHFT

UYUNTH O 

QSJOUUYU

This makes it very hard to foresee the upcoming structure of the message and it's also very hard to maintain in the long term. To generate text, it's usually more convenient to reverse the approach and instead of putting text in code, we shall put code in text. That's exactly what template engines do and, while the standard library has very complete solutions for formatting, it lacks a template engine out of the box, but it can easily be extended to make one. 
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How to do it... 

The steps for this recipe are:

1. The TUSJOH'PSNBUUFS object allows you to extend its syntax, so we can specialize it to support injecting code into the expressions that it's going to accept:

JNQPSUTUSJOH

DMBTT5FNQMBUF'PSNBUUFSTUSJOH'PSNBUUFS

EFGHFU@GJFMETFMGGJFME@OBNFBSHTLXBSHT

JGGJFME@OBNFTUBSUTXJUI

DPEFGJFME@OBNF<> 

WBMFWBMDPEF\^EJDULXBSHT

SFUVSOWBMGJFME@OBNF

FMTF

SFUVSOTVQFS5FNQMBUF'PSNBUUFS

TFMGHFU@GJFMEGJFME@OBNFBSHTLXBSHT

2. Our 5FNQMBUF'PSNBUUFS can then be used to generate text similar to our example in a much cleaner way:

NFTTBHFT< .FTTBHF  .FTTBHF > 

UNQM5FNQMBUF'PSNBUUFS

UYUUNQMGPSNBU)FMMP\OBNF^

:PVIBWF\MFONFTTBHFT^NFTTBHF\MFONFTTBHFT

BOE T ^O\ =O KPJONFTTBHFT^

OBNF "MFTTBOESP NFTTBHFTNFTTBHFT

QSJOUUYU

The result should be:

Hello Alessandro, You have 2 messages:

Message 1

Message 2
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How it works... 

The TUSJOH'PSNBUUFS supports the same language that the TUSGPSNBU method supports. Practically, it parses expressions contained with \^ according to what Python calls  format string syntax. Everything outside of \^ is preserved as is, while anything within

\^ is parsed for the GJFME@OBNFDPOWFSTJPOGPSNBU@TQFD specification. So, as our GJFME@OBNF doesn't contain  or , it can be anything else. 

The GJFME@OBNF extracted is then provided to 'PSNBUUFSHFU@GJFME to look up the value of that field in the provided arguments of the GPSNBU method. 

So, for example, take an expression like:

TUSJOH'PSNBUUFSGPSNBU)FMMP\OBNF^OBNF "MFTTBOESP 

This leads to:

Hello Alessandro

Because the \OBNF^ is identified as a block to parse, the name is looked up in GPSNBU

arguments and the rest is preserved as is. 

This is very convenient and can solve most string formatting needs, but it lacks the power of a real template engine like loops and conditionals. 

What we did is extended 'PSNBUUFS not only to resolve variables specified in GJFME@OBNF, but also to evaluate Python expressions. 

As we know that all GJFME@OBNF resolutions go through 'PSNBUUFSHFU@GJFME, overriding that method in our own custom class would allow us to change what happens whenever a GJFME@OBNF like \OBNF^ is evaluated:

DMBTT5FNQMBUF'PSNBUUFSTUSJOH'PSNBUUFS

EFGHFU@GJFMETFMGGJFME@OBNFBSHTLXBSHT

To distinguish plain variables from expressions, we used the  symbol. As a Python variable could never start with , there was no risk that we would collide with an argument provided to format (as TUSGPSNBUTPNFUIJOH is actually a syntax error in Python). 

So, a GJFME@OBNF like \TPNFUIJOH^ would not mean looking up the value of TPNFUIJOH, but to evaluate the TPNFUIJOH expression: JGGJFME@OBNFTUBSUTXJUI

DPEFGJFME@OBNF<> 

WBMFWBMDPEF\^EJDULXBSHT
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The FWBM function runs any code written in a string and restricts execution to an expression (expressions in Python always lead to a value, differently from statements which don't), so we also had syntax checking that would prevent template users from writing JG

TPNFUIJOHY IJ , which wouldn't provide any value to display in the text resulting from rendering the template. 

Then, as we want users to be able to look up any variable that was referenced by the expressions they provided (like \MFONFTTBHFT^), we provide LXBSHT as the MPDBMT

variables to FWBM, so that any expression referring to a variable would properly resolve. We also provide an empty global context \^, so that we don't inadvertently touch any global variable of our software. 

The final part left is just returning the result of the expression execution provided by FWBM

as the result of the GJFME@OBNF resolution:

SFUVSOWBMGJFME@OBNF

The really interesting part is that as all the processing happens in the HFU@GJFME phase. 

Conversion and format specification are still supported as they are applied over the value returned by HFU@GJFME. 

This allows us to write something like:

\G^

We get back  as the output instead of . This is because we evaluate  as first thing in our specialized 5FNQMBUF'PSNBUUFSHFU@GJFME method and then the parser goes on applying the formatter specification (G) to the resulting value. 

There's more... 

Our simple template engine is convenient, but limited to cases where we can express the code generating our text as a set of expressions and static text. 

The problem is that more advanced templates are not always possible to represent. We are restricted to plain expressions, so practically anything that cannot be represented in a MBNCEB cannot be executed by our template engine. 

While some would argue that very complex software can be written by combining multiple MBNCEB, most people would recognize that statements lead to far more readable code. 
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For that reason, if you need to process very complex text, you should go to a full-featured template engine and look for something such as Jinja, Kajiki, or Mako as a solution to your problem. Especially for generating HTML, solutions such as Kajiki, which is also able to validate your HTML, are very convenient and can go much further than our 5FNQMBUF'PSNBUUFS. 

Splitting strings and preserving spaces

Usually when splitting strings on spaces, developers will tend to rely on TUSTQMJU, which is able to serve that purpose pretty well. But when the need to  split some spaces and preserve others arises, things quickly become harder and implementing a custom solution can require investing time in proper escaping. 

How to do it... 

Just rely on TIMFYTQMJU instead of TUSTQMJU:

>>> import shlex

>>> 

>>> text = 'I was sleeping at the "Windsdale Hotel"' 

>>> print(shlex.split(text))

['I', 'was', 'sleeping', 'at', 'the', 'Windsdale Hotel']

How it works... 

TIMFY is a module originally created to parse Unix shell code. For that reason, it supports preserving phrases through quotes. Typically, in Unix command lines, words separated by spaces are provided as arguments to the called command, but if you want to provide multiple words as a single argument, you can use quotes to group them. 

That's exactly what TIMFY reproduces, providing us with a reliable way to drive the splitting. We just need to wrap everything we want to preserve in double or single quotes. 
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Cleanup text

When analyzing user-provided text, we are frequently interested only in meaningful words; punctuation, spaces, and conjunctions might easily get in our way. Suppose you want to count word frequencies in a book, you don't want to end up with "world" and

"world" being counted as two different words. 

How to do it... 

You have to perform the following steps:

1. Supply the text you want to clean up:

UYU"OEIFMPPLFEPWFSBUUIFBMBSNDMPDL

UJDLJOHPOUIFDIFTUPGESBXFST(PEJO)FBWFOIFUIPVHIU

*UXBTIBMGQBTUTJYBOEUIFIBOETXFSFRVJFUMZNPWJOHGPSXBSET

JUXBTFWFOMBUFSUIBOIBMGQBTUNPSFMJLFRVBSUFSUPTFWFO

)BEUIFBMBSNDMPDLOPUSVOH)FDPVMETFFGSPNUIFCFEUIBUJU

IBECFFOTFUGPSGPVSP DMPDLBTJUTIPVMEIBWFCFFOJUDFSUBJOMZ

NVTUIBWFSVOH

:FTCVUXBTJUQPTTJCMFUPRVJFUMZTMFFQUISPVHIUIBUGVSOJUVSF

SBUUMJOHOPJTF

5SVFIFIBEOPUTMFQUQFBDFGVMMZCVUQSPCBCMZBMMUIFNPSFEFFQMZ

CFDBVTFPGUIBU

2. We can rely on TUSJOHQVODUVBUJPO to know which characters we want to discard and make a translation table to discard them all:

>>> import string

>>> trans = str.maketrans('', '', string.punctuation)

>>> txt = txt.lower().translate(trans)
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The result will be a cleaned-up version of our text:

"""and he looked over at the alarm clock ticking on the chest of drawers god in heaven he thought it was half past six and the hands were quietly moving forwards it was even later than half past more like quarter to seven had the alarm clock not rung he could see from the bed that it had been set for four oclock as it should have been it certainly must have rung

yes but was it possible to quietly sleep through that furniturerattling noise

true he had not slept peacefully but probably all the more deeply because of that""" 

How it works... 

The core of this recipe is the usage of translation tables. Translation tables are mappings that link a character to its replacement. A translation table like \ D  " ^ means that any D  must be replaced with an  " . 

TUSNBLFUSBOT is the function used to build translation tables. Each character in the first argument will be mapped to the character in the same position in the second argument. 

Then all characters in the last argument will be mapped to /POF:

>>> str.maketrans('a', 'b', 'c')

{97: 98, 99: None}

The , , and  are the Unicode values for  B ,  C , and  D :

>>> print(ord('a'), ord('b'), ord('c')) 97 98 99

Then our mapping can be passed to TUSUSBOTMBUF to apply it on the target string. The interesting part is that any character that is mapped to /POF will be just removed:

>>> 'ciao'.translate(str.maketrans('a', 'b', 'c'))

'ibo' 

In our previous example, we provided as TUSNBLFUSBOT the third argument TUSJOHQVODUVBUJPO. 

TUSJOHQVODUVBUJPO is a string that contains the most common punctuation characters:

>>> string.punctuation

'!"#$%&\'()*+,-./:;<=>?@[\\]^_`{|}~' 
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By doing so, we built a transaction map that mapped each punctuation character to /POF and didn't specify any other mapping:

>>> str.maketrans('', '', string.punctuation)

{64: None, 124: None, 125: None, 91: None, 92: None, 93: None,  94: None, 95: None, 96: None, 33: None, 34: None, 35: None,  36: None, 37: None, 38: None, 39: None, 40: None, 41: None,  42: None, 43: None, 44: None, 45: None, 46: None, 47: None,  123: None, 126: None, 58: None, 59: None, 60: None, 61: None,  62: None, 63: None}

This, once applied with TUSUSBOTMBUF, made it so that punctuation characters were all discarded, preserving all the other characters as they were:

>>> 'This, is. A test!'.translate(str.maketrans('', '', string.punctuation))

'This is A test' 

Normalizing text

In many cases, a single word can be written in multiple ways. For example, users who wrote "cber" and "Uber" probably meant the same word. If you were implementing a feature like tagging for a blog, you certainly don't want to end up with two different tags for the two words. 

So, before saving your tags, you might want to normalize them to plain ASCII characters so that they end up all being considered as the same tag. 

How to do it... 

What we need is a translation map that converts all accented characters to their plain representation:

JNQPSUVOJDPEFEBUBTZT

DMBTTVOBDDFOUFE@NBQEJDU

EFG@@NJTTJOH@@TFMGLFZ

DITFMGHFULFZ

JGDIJTOPU/POF

SFUVSODI

EFVOJDPEFEBUBEFDPNQPTJUJPODISLFZ

JGEF

USZ
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DIJOUEFTQMJU/POF<> 

FYDFQU*OEFY&SSPS7BMVF&SSPS

DILFZ

FMTF

DILFZ

TFMG<LFZ>DI

SFUVSODI

VOBDDFOUFE@NBQVOBDDFOUFE@NBQ

Then we can apply it to any word to normalize it:

>>> 'aber'.translate(unaccented_map) Uber >>> 

'garbon'.translate(unaccented_map) garcon

How it works... 

We already know as explained in the  Cleanup text recipe how TUSUSBOTMBUF works: each character is looked up in a translation table and itds substituted with the replacement specified in the table. 

So, what we need is a translation table that maps c to 6 and e to D, and so on. 

But how can we know all these mappings? One interesting property of these characters is that they can be considered plain characters with an added symbol. Much like f can be considered an B with an accent. 

Unicode equivalence knows this and provides multiple ways to write what's considered the same character. What we are really interested in is decomposed form, which means to write a character as multiple separated symbols that define it. For example, g would be decomposed to  and , which are the code points for F and the accent. 

Python provides a way to know the decomposed version of a character through the VOJDPEFEBUBEFDPNQPTUJPO function:

>>> import unicodedata

>>> unicodedata.decomposition('c')

'0065 0301' 

The first code point is the one of the base character, while the second is the added symbol. 

So to normalize our h, we would pick the first code point  and throw away the symbol:

>>> unicodedata.decomposition('c').split()[0]

'0065' 
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Now we can't use the code point by itself, but we want the character it represents. Luckily, the DIS function provides a way to get a character from the integer representation of its code point. 

The VOJDPEFEBUBEFDPNQPTJUJPO function provided the code points as strings representing hexadecimal numbers, so first we need to convert them to integers:

>>> int('0065', 16)

101

Then we can apply DIS to know the actual character:

>>> chr(101)

'e' 

Now we know how to decompose these characters and get the base characters to which we want to normalize them all, but how can we build a translation map for all of them? 

The answer is we don't. Building the translation map beforehand for all characters wouldn't be very convenient, so we can use a feature provided by dictionaries to build the translation for a character dynamically when it's needed. 

Translation maps are dictionaries and whenever a dictionary needs to look up a key that it doesn't know, it can rely on the @@NJTTJOH@@ method to generate a value for that key. So our @@NJTTJOH@@ method has to do what we just did and use VOJDPEFEBUBEFDPNQPTJUJPO to grab the normalized version of a character whenever TUSUSBOTMBUF tries to look it up in our translation map. 

Once we have computed the translation for the requested character, we just store it in the dictionary itself, so the next time it will be asked for, we won't have to compute it again. 

So, the VOBDDFOUFE@NBQ of our recipe is just a dictionary providing a @@NJTTJOH@@

method that relies on VOJDPEFEBUBEFDPNQPTUJPO to retrieve the normalized version of each provided character. 

If it is unable to find a denormalized version of the character, it will just return the original version once so that the string doesn't get corrupted. 
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Aligning text

When printing tabular data, it's usually very important to ensure that the text is properly aligned to a fixed length, no longer and no shorter than the space we reserved for our table cell. 

If the text is too short, the next column might start too early; if it's too long, it might start too late. This leads to results like this:

col1 | col2-1

col1-2 | col2-2

Or this:

col1-000001 | col2-1

col1-2 | col2-2

Both of these are really hard to read and are far from showing a proper table. 

Given a fixed column width (20 characters), we want our text to always be of that exact length so that it won't result in a misaligned table. 

How to do it... 

Here are the steps for this recipe:

1. The UFYUXSBQ module once combined with the features of the TUS object can help us achieve the expected result. First we need the content of the columns we want to print:

DPMT< IFMMPXPSME 

UIJTJTBMPOHUFYUNBZCFMPOHFSUIBOFYQFDUFETVSFMZ

MPOHFOPVHI 

POFNPSFDPMVNO > 

2. Then we need to fix the size of a column:

$0-4*;& 
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3. Once those are ready, we can actually implement our indentation function: JNQPSUUFYUXSBQJUFSUPPMT

EFGNBLFUBCMFDPMT

SFUVSO O KPJONBQ ] KPJOJUFSUPPMT[JQ@MPOHFTU< 

<TMKVTU$0-4*;&GPSTJOUFYUXSBQXSBQDPM$0-4*;&>GPS

DPMJODPMT

>GJMMWBMVF  $0-4*;& 

4. Then we can properly print any table:

>>> print(maketable(cols))

hello world          | this is a long text, | one more column

                     | maybe longer than    |

                     | expected, surely     |

                     | long enough          |

How it works... 

There are three problems we have to solve to implement our NBLFUBCMF function: Lengthen text shorter than 20 characters

Split text longer than 20 characters on multiple lines Fill missing lines in columns with fewer lines

If we decompose our NBLFUBCMF function, the first thing it does is to split text longer than 20 characters into multiple lines:

<UFYUXSBQXSBQDPM$0-4*;&GPSDPMJODPMT> 

That applied to each column leads us to having a list of columns, each containing a list of rows:

<< IFMMPXPSME > 

< UIJTJTBMPOHUFYU  NBZCFMPOHFSUIBO  FYQFDUFETVSFMZ  MPOH

FOPVHI > 

< POFNPSFDPMVNO >> 

Then we need to ensure that each row shorter than 20 characters is extended to be exactly 20 characters, so that our table retains shape, and that's achieved by applying the MKVTU

method to each row:

<<TMKVTU$0-4*;&GPSTJOUFYUXSBQXSBQDPM$0-4*;&>GPSDPMJODPMT> 
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Combining MKVTU with UFYUXSBQ leads to the result we were looking for: a list of columns containing rows of 20 characters each:

<< IFMMPXPSME > 

< UIJTJTBMPOHUFYU  NBZCFMPOHFSUIBO  FYQFDUFETVSFMZ 

MPOHFOPVHI > 

< POFNPSFDPMVNO >> 

Now we need to find a way to flip rows and columns, as when printing we need to print by row due to the QSJOU function printing one row at a time. Also, we need to ensure that each column has the same amount of rows, as we need to print all the rows when printing by row. 

Both these needs can be solved by the JUFSUPPMT[JQ@MPOHFTU function, which will generate a new list by interleaving the values contained in each one of the provided lists until the longest list is exhausted. As [JQ@MPOHFTU goes on until the longest iterable is exhausted, it supports a GJMMWBMVF argument that can be used to specify a value used to fill values for shorter lists:

MJTUJUFSUPPMT[JQ@MPOHFTU< 

<TMKVTU$0-4*;&GPSTJOUFYUXSBQXSBQDPM$0-4*;&>GPSDPMJODPMT

>GJMMWBMVF  $0-4*;& 

The result will be a list of rows, each containing a column, with empty columns for rows that didn't have a value for them:

[('hello world         ', 'this is a long text,', 'one more column     '),  ('                    ', 'maybe longer than   ', '                    '),  ('                    ', 'expected, surely    ', '                    '),  ('                    ', 'long enough         ', '                    ')]

The tabular form of the text is now clearly visible. The last two steps in our function involve adding a ] separator between the columns and merging the columns in a single string through  ] KPJO:

NBQ ] KPJOJUFSUPPMT[JQ@MPOHFTU< 

<TMKVTU$0-4*;&GPSTJOUFYUXSBQXSBQDPM$0-4*;&>GPSDPMJODPMT

>GJMMWBMVF  $0-4*;& 

This will result in a list of strings containing the text of all three columns:

['hello world          | this is a long text, | one more column     ', 

 '                     | maybe longer than    |                     ', 

 '                     | expected, surely     |                     ', 

 '                     | long enough          |                     ']
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Finally, the rows can be printed. For the purpose of returning a single string, our function applies one last step and joins all the lines in a single string separated by newline characters by applying a final  O KPJO, which leads to returning a single string containing the whole text ready for printing:

'''hello world          | this is a long text, | one more column

                        | maybe longer than    |

                        | expected, surely     |

                        | long enough          |                     ''' 
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Command Line

In this chapter, we will cover following recipes:

Basic loggingblogging allows you to keep track of what the software is doing, and it's usually unrelated to its output

Logging to filebwhen logging is frequent, it is necessary to store the logs on a disk

Logging to Syslogbif your system has a Syslog daemon, you might want to log in to Syslog instead of using a standalone file

Parsing argumentsbwhen writing with command-line tools, you need parsing options for practically any tool

Interactive shellsbsometimes options are not enough and you need a form of Read-Eval-Print Loop to drive your tool

Sizing terminal textbto align the displayed output properly, we need to know the terminal window size

Running system commandsbhow to integrate other third-party commands in your software

Progress barbhow to show a progress bar in your text tool Message boxesbhow to display an OK/cancel message box in a text tool Input boxbhow to ask for input in a text tool

Introduction

When writing a new tool, one of the first needs that arises is making it able to interact with the surrounding environmentbto display results, track errors, and receive inputs. 

Users are accustomed to certain standard ways a command-line tool interacts with them and with the system, and following this standard might be time-consuming and hard if done from scratch. 
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That's why the standard library in Python provides tools to achieve the most common needs in implementing software that is able to interact through a shell and through text. 

In this chapter, we will see how to implement some forms of logging, so that our program can keep a log file; we will see how to implement both options-based and interactive software, and then we will see how to implement more advanced graphical output based on text. 

Basic logging

One of the first requirements of a console software is for it to log what it does, that is, what's happened, and any warnings or errors. Especially when we are talking about long-term software or daemons running in the background. 

Sadly, if you've ever tried to use the Python MPHHJOH module, you've probably noticed that you can't get any output apart from errors. 

That's because the default enabled level is 8"3/*/(, so that only warnings and worse are tracked. Little tweaks are needed to make logging generally available. 

How to do it... 

For this recipe, the steps are as follows:

1. The MPHHJOH module allows us to easily set up the logging configuration through the CBTJD$POGJH method:

>>> import logging, sys

>>> 

>>> logging.basicConfig(level=logging.INFO, stream=sys.stderr, 

...                     format='%(asctime)s %(name)s %(levelname)s:

%(message)s')

>>> log = logging.getLogger(__name__)

2. Now that our MPHHFS is properly configured, we can try using it:

>>> def dosum(a, b, count=1):

...     log.info('Starting sum')

...     if a == b == 0:

...         log.warning('Will be just 0 for any count')

...     res = (a + b) * count

...     log.info('(%s + %s) * %s = %s' % (a, b, count, res))

[ 53 ]

 Command Line

 Chapter 3

...     print(res)

... 

>>> dosum(5, 3)

2018-02-11 22:07:59,870 __main__ INFO: Starting sum 2018-02-11 22:07:59,870 __main__ INFO: (5 + 3) * 1 = 8

8

>>> dosum(5, 3, count=2)

2018-02-11 22:07:59,870 __main__ INFO: Starting sum 2018-02-11 22:07:59,870 __main__ INFO: (5 + 3) * 2 = 16

16

>>> dosum(0, 1, count=5)

2018-02-11 22:07:59,870 __main__ INFO: Starting sum 2018-02-11 22:07:59,870 __main__ INFO: (0 + 1) * 5 = 5

5

>>> dosum(0, 0)

2018-02-11 22:08:00,621 __main__ INFO: Starting sum 2018-02-11 22:08:00,621 __main__ WARNING: Will be just 0 for any count

2018-02-11 22:08:00,621 __main__ INFO: (0 + 0) * 1 = 0

0

How it works... 

MPHHJOHCBTJD$POGJH configures the SPPU logger (the main logger, Python will use if no specific configuration for the used logger is found) to write anything at the */'0 level or greater. This will allow us to show everything apart from the debugging messages. The GPSNBU argument specifies how our logging messages should be formatted; in this case, we added the date and time, the name of the logger, the level at which we are logging, and the message itself. Finally, the TUSFBN argument tells the logger to write its output to the standard error. 

Once we have the SPPU logger configured, any logging we pick that doesn't have a specific configuration will just end up using the SPPU logger one. 

So the next line, MPHHJOHHFU-PHHFS@@OBNF@@, gets a logger named similar to the Python module that it's executing. If you saved your code to a file, the logger will be named something such as EPTVN (given your file is named EPTVNQZ); if you didn't, then the logger will be named @@NBJO@@, as in the previous example. 
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Python loggers are created the first time they are retrieved with MPHHJOHHFU-PHHFS, and any subsequent call to HFU-PHHFS will just return the already existing one. While, for a very simple program, the name won't matter much, in bigger software, it's usually a good idea to grab more than one logger, so that you can distinguish from which subsystem of your software the messages are coming. 

There's more... 

You might be wondering why we configured MPHHJOH to send its output to TUEFSS, instead of the standard output. This allows us to separate the output of our software (which is written to TUEPVU through the print statements) from the logging information. This is usually a good practice because the user of your tool might need to call the output of your tool without all the noise generated by logging messages, and doing so allows us to call our script with something such as the following:

$ python dosum.py 2>/dev/null

8

16

5

0

We'll only get back the results, without all the noise, because we redirected TUEFSS to EFWOVMM, which on Unix systems leads to throwing away all that was written to TUEFSS. 

Logging to file

For long-running programs, logging to the screen is not a very viable option. After running the code for hours, the oldest logged messages will be lost, and even if they were still available, it wouldn't be very easy to read all the logs or search through them. 

Saving logs to a file allows for unlimited length (as far as our disk allows it) and enables the usage of tools, such as HSFQ, to search through them. 

By default, Python logging is configured to write to screen, but it's easy to provide a way to write to any file when logging is configured. 
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How to do it... 

To test MPHHJOH to a file, we are going to create a short tool that computes up to the  nth Fibonacci number based on the current time. If it's 3:01 P.M., we want to compute only 1

number, while if it's 3:59 P.M., we want to compute 59 numbers. 

The software will provide the computed numbers as the output, but we also want to log up to which number it computed and when it was run:

JNQPSUMPHHJOHTZT

JG@@OBNF@@ @@NBJO@@ 

JGMFOTZTBSHW

QSJOU 1MFBTFQSPWJEFMPHHJOHGJMFOBNFBTBSHVNFOU 

TZTFYJU

MPHHJOH@GJMFTZTBSHW<> 

MPHHJOHCBTJD$POGJHMFWFMMPHHJOH*/'0GJMFOBNFMPHHJOH@GJMF

GPSNBU BTDUJNFTOBNFTMFWFMOBNFT

NFTTBHFT 

MPHMPHHJOHHFU-PHHFS@@OBNF@@

EFGGJCPOVN

MPHJOGP $PNQVUJOHVQUPTUIGJCPOBDDJOVNCFS OVN

BC

GPSOJOSBOHFOVN

BCCBC

QSJOUC  FOE  

QSJOUC

JG@@OBNF@@ @@NBJO@@ 

JNQPSUEBUFUJNF

GJCPEBUFUJNFEBUFUJNFOPXTFDPOE

How it works... 

The code is split into three sections: initializing logging, the GJCP function, and the NBJO

function of our tool. We explicitly divided code this way because the GJCP function might be used in other modules, and in such a case, we don't want MPHHJOH to be reconfigured; we just want to use the logging configuration that the program will provide. For that reason, the MPHHJOHCBTJD$POGJH call is wrapped in @@OBNF@@ @@NBJO@@  so that MPHHJOH is only configured when the module is called directly as a tool and not when it's imported by other modules. 
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When multiple MPHHJOHCBTJD$POGJH instances are called, only the first one will be considered. If we didn't wrap our logging configuration in JG when imported by other modules, it might end up driving the whole software logging configuration, depending on the order the modules were imported in, which is something we clearly don't want. 

Differently from our previous recipe, CBTJD$POGJH is configured with the GJMFOBNF

argument instead of the TUSFBN argument. This means MPHHJOH'JMF)BOEMFS will be created to handle the logging messages and the messages will be appended to that file. 

The central part of the code is the GJCP function itself, and the last part is a check to see whether the code was called as a Python script or imported as a module. When imported as a module, we just want to provide the GJCP function and avoid running it, but when executed as a script, we want to compute the Fibonacci numbers. 

You might be wondering why I used two JG@@OBNF@@ @@NBJO@@  sections; if you merge the two into one, the script will continue to work. But it's usually a good idea to ensure that MPHHJOH is configured before trying to use it, or the result will be that we will end up using the MPHHJOHMBTU3FTPSU handler, which will just write to TUEFSS until the logging is configured. 

Logging to Syslog

Unix-like systems usually provide a way to gather logging messages through the TZTMPH

protocol, which allows us to separate the system storing the logs from the one generating them. 

Especially in the context of applications distributed across multiple servers, this is very convenient; you certainly don't want to log into 20 different servers to gather all the logs of your Python application because it was running on multiple nodes. Especially for web applications, this is very common nowadays with cloud providers, so it's very convenient to be able to gather all the Python logs in a single place. 

That's exactly what using TZTMPH allows us to do; we will see how to send the log messages to the daemon running on our system, but it's possible to send them to any system. 
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Getting ready

While this recipe doesn't need a TZTMPH daemon to work, you will need one to check that it's properly working or the messages won't be readable. In the case of Linux or macOS

systems, this is usually configured out of the box, but in the case of a Windows system, you will need to install a Syslog server or use a cloud solution. Many exist and a quick search on Google should provide you with some cheap or even free alternatives. 

How to do it... 

When using a heavily customized solution for logging, it's not possible to rely on MPHHJOHCBTJD$POGJH anymore, so we will have to manually set up the logging environment:

JNQPSUMPHHJOH

JNQPSUMPHHJOHDPOGJH

049MPHTUISPVHIWBSSVOTZTMPHUIJTTIPVMECFEFWMPH

PO-JOVYTZTUFNPSBUVQMF "%%3&44 1035UPMPHUPBSFNPUFTFSWFS

4:4-0(@"%%3&44 WBSSVOTZTMPH 

MPHHJOHDPOGJHEJDU$POGJH\

WFSTJPO 

GPSNBUUFST \

EFGBVMU \

GPSNBU  BTDUJNFTOBNFTMFWFMOBNFTNFTTBHFT 

^

^

IBOEMFST \

TZTMPH \

DMBTT  MPHHJOHIBOEMFST4ZT-PH)BOEMFS 

GPSNBUUFS  EFGBVMU 

BEESFTT 4:4-0(@"%%3&44

^

^

SPPU \

IBOEMFST < TZTMPH > 

MFWFM  */'0 

^

^

MPHMPHHJOHHFU-PHHFS

MPHJOGP )FMMP4ZTMPH 
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If this worked properly, your message should be recorded by Syslog and visible when running the TZTMPH command on macOS or with UBJM as WBSMPHTZTMPH on Linux: $ syslog | tail -n 2

Feb 18 17:52:43 Pulsar Google Chrome[294] <Error>: ... SOME CHROME ERROR

MESSAGE ... 

Feb 18 17:53:48 Pulsar 2018-02-18 17[4294967295] <Info>: 53:48,610 INFO

root Hello Syslog! 

The TZTMPH file path might change from distribution to distribution; if WBSMPHTZTMPH doesn't work, try WBSMPHNFTTBHFT or refer to your distribution documentation. 

There's more... 

As we relied on EJDU$POGJH, you noticed that our configuration is a bit more complex than in previous recipes. This is because we configured the bits that are part of the logging infrastructure ourselves. 

Whenever you configure logging, you write your messages with a logger. By default, the system only has one logger: the SPPU logger (the one you get if you call MPHHJOHHFU-PHHFS without providing any specific name). 

The logger doesn't handle messages itself, as writing or printing log messages is something handlers are in charge of. Consequently, if you want to read the log messages you send, you need to configure a handler. In our case, we use 4ZT-PH)BOEMFS, which writes to Syslog. 

Handler is then in charge of writing a message, but doesn't really get involved in how that message should be built/formatted. You noticed that apart your own message, when you log something, you also get the log level, logger name, timestamp, and a few details that are added by the logging system for you. Adding those details to the message is usually the formatter's work. The formatter takes all the information made available by the logger and packs them in a message that should be written by the handler. 

Last but not least, your logging configuration can be very complex. You can set up some messages to go to a local file and some messages to go to Syslog and more that should be printed on screen. This would involve multiple handlers, which should know which messages they should threat and which they should ignore. Allowing this knowledge is the job of filters. Once you attach a filter to a handler, it's possible to control which messages should be saved by that handler and which should be ignored. 
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The Python logging system might now look very intuitive, and that's because it's a very powerful solution that can be configured in many ways, but once you understand the building blocks that are available, it's possible to combine them in very flexible ways. 

Parsing arguments

When writing command-line tools, it's usually common to have it change behavior based on options provided to the executable. These options are usually available in TZTBSHW

together with the executable name, but parsing them is not as easy as it might seem, especially when multiple arguments must be supported. Also, when an option is malformed, it's usually a good idea to provide a usage message to inform the user about the right way to use the tool. 

How to do it... 

Perform the following steps for this recipe:

1. The BSHQBSTF"SHVNFOU1BSTFS object is the primary object in charge of parsing command-line options:

JNQPSUBSHQBSTF

JNQPSUPQFSBUPS

JNQPSUMPHHJOH

JNQPSUGVODUPPMT

QBSTFSBSHQBSTF"SHVNFOU1BSTFS

EFTDSJQUJPO "QQMJFTBOPQFSBUJPOUPPOFPSNPSFOVNCFST 



QBSTFSBEE@BSHVNFOUOVNCFS

IFMQ0OFPSNPSFOVNCFSTUPQFSGPSNBO

PQFSBUJPOPO

OBSHT  UZQFJOU

QBSTFSBEE@BSHVNFOU P  PQFSBUJPO 

IFMQ5IFPQFSBUJPOUPQFSGPSNPOOVNCFST

DIPJDFT< BEE  TVC  NVM  EJW > 

EFGBVMU BEE 

QBSTFSBEE@BSHVNFOUWWFSCPTFBDUJPOTUPSF@USVF

IFMQJODSFBTFPVUQVUWFSCPTJUZ

PQUTQBSTFSQBSTF@BSHT

MPHHJOHCBTJD$POGJHMFWFMMPHHJOH*/'0JGPQUTWFSCPTFFMTF

MPHHJOH8"3/*/(
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MPHMPHHJOHHFU-PHHFS

PQFSBUJPOHFUBUUSPQFSBUPSPQUTPQFSBUJPO

MPHJOGP "QQMZJOHTUPT PQUTPQFSBUJPOPQUTOVNCFS

QSJOUGVODUPPMTSFEVDFPQFSBUJPOPQUTOVNCFS

2. Once our command is called without any arguments, it will provide a short usage text:

$ python /tmp/doop.py

usage: doop.py [-h] [-o {add,sub,mul,div}] [-v] number [number ...]

doop.py: error: the following arguments are required: number 3. If we provide the I option, BSHQBSTF will generate a complete usage guide for us:

$ python /tmp/doop.py -h

usage: doop.py [-h] [-o {add,sub,mul,div}] [-v] number [number ...]

Applies an operation to one or more numbers

positional arguments:

number                One or more numbers to perform an operation on. 

optional arguments:

-h, --help            show this help message and exit

-o {add,sub,mul,div}, --operation {add,sub,mul,div}

                        The operation to perform on numbers. 

-v, --verbose         increase output verbosity 4. Using the command will lead to the expected result: $ python /tmp/dosum.py 1 2 3 4 -o mul

24

How it works... 

We used the "SHVNFOU1BSTFSBEE@BSHVNFOU method to populate the list of available options. For every argument, it's possible to also provide a IFMQ option, which will declare the IFMQ string for that argument. 
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Positional arguments are provided with just the name of the argument: QBSTFSBEE@BSHVNFOUOVNCFS

IFMQ0OFPSNPSFOVNCFSTUPQFSGPSNBOPQFSBUJPOPO

OBSHT  UZQFJOU

The OBSHT option tells "SHVNFOU1BSTFS how many times we expect that argument to be specified, the  value means at least once or more than once. Then UZQFJOU tells us that the arguments should be converted to integers. 

Once we have the numbers to which we want to apply the operation, we need to know the operation itself:

QBSTFSBEE@BSHVNFOU P  PQFSBUJPO 

IFMQ5IFPQFSBUJPOUPQFSGPSNPOOVNCFST

DIPJDFT< BEE  TVC  NVM  EJW >EFGBVMU BEE 

In this case, we specified an option (starts with a dash, ), which can be provided both as P

or PQFSBUJPO. We stated that the only possible values are  BEE ,  TVC ,  NVM , or  EJW  (providing a different value will result in BSHQBSTF complaining), and that the default value, if the user didn't specify one, is BEE. 

As a best practice, our command prints only the result; it was convenient to be able to ask some logging about what it was going to do. For this reason, we provided the WFSCPTF

option, which drives the logging level we enabled for our command: QBSTFSBEE@BSHVNFOUWWFSCPTFBDUJPOTUPSF@USVF

IFMQJODSFBTFPVUQVUWFSCPTJUZ

If that option is provided, we will just store that WFSCPTF mode is enabled (BDUJPOTUPSF@USVF makes it so that 5SVF is stored in PQUTWFSCPTF) and we will configure the MPHHJOH module accordingly, such that our MPHJOGP is only visible when WFSCPTF is enabled. 

Finally, we can actually parse the command-line options and get the result back into the PQUT object:

PQUTQBSTFSQBSTF@BSHT

Once we have the options available, we configure logging so that we can read the WFSCPTF

option and configure it accordingly:

MPHHJOHCBTJD$POGJHMFWFMMPHHJOH*/'0JGPQUTWFSCPTFFMTF

MPHHJOH8"3/*/(
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Once options are parsed and MPHHJOH is configured, the rest is just actually performing the expected operation on the set of provided numbers and printing the result: PQFSBUJPOHFUBUUSPQFSBUPSPQUTPQFSBUJPO

MPHJOGP "QQMZJOHTUPT PQUTPQFSBUJPOPQUTOVNCFS

QSJOUGVODUPPMTSFEVDFPQFSBUJPOPQUTOVNCFS

There's more... 

If you mix command-line options with the  Dictionary with fallback recipe in $IBQUFS

,  Containers and Data Structures, you can extend the behavior of your tools to not only read options from the command line, but also from environment variables, which is usually very convenient when you don't have complete control over how the command is called but you can set environment variables. 

Interactive shells

Sometimes, writing a command-line tool is not enough, and you need to be able to provide some sort of interactivity. Suppose you want to write a mail client. In this case, it's not very convenient to have to call NZNBJMMJTU to see your mail, or NZNBJMSFBE to read a specific mail from your shell, and so on. Furthermore, if you want to implement stateful behaviorsbsuch as a NZNBJMSFQMZ instance that should reply to the current mail you are viewingbthis might not even be possible. 

Interactive programs are better in these cases, and the Python standard library provides all the tools we need to write one through the DNE module. 

We can try to write an interactive shell for our NZNBJM program; it won't read real email, but we will fake the behavior enough to showcase a fully featured shell. 

How to do it... 

The steps for this recipe are as follows:

1. The DNE$NE class allows us to start interactive shells and implement commands based on them:

&."*-4< 

\ TFOEFS  BVUIPS!EPNBJODPN  TVCKFDU  'JSTUFNBJM 

CPEZ  5IJTJTNZGJSTUFNBJM ^

[ 63 ]

 Command Line

 Chapter 3

\ TFOEFS  BVUIPS!EPNBJODPN  TVCKFDU  4FDPOEFNBJM 

CPEZ  5IJTJTNZTFDPOEFNBJM ^

> 

JNQPSUDNE

JNQPSUTIMFY

DMBTT.Z.BJMDNE$NE

JOUSP 4JNQMFJOUFSBDUJWFFNBJMDMJFOU 

QSPNQU NZNBJM  

EFG@@JOJU@@TFMGBSHTLXBSHT

TVQFS.Z.BJMTFMG@@JOJU@@BSHTLXBSHT

TFMGTFMFDUFE@FNBJM/POF

EFGEP@MJTUTFMGMJOF

MJTU

-JTUFNBJMTDVSSFOUMZJOUIF*OCPY

GPSJEYFNBJMJOFOVNFSBUF&."*-4

QSJOU <\JEY^>'SPN\F<TFOEFS> 

\F<TVCKFDU>^ GPSNBU

JEYJEYFFNBJM



EFGEP@SFBETFMGFNBJMOVN

SFBE<FNBJMOVN> 

3FBETFNBJMOVNOUIFNBJMGSPNUIPTFMJTUFEJOUIF*OCPY

USZ

JEYJOUFNBJMOVNTUSJQ

FYDFQU

QSJOU *OWBMJEFNBJMJOEFY\^ GPSNBUFNBJMOVN

SFUVSO

USZ

FNBJM&."*-4<JEY> 

FYDFQU*OEFY&SSPS

QSJOU &NBJM\^OPUGPVOE GPSNBUJEY

SFUVSO

QSJOU 'SPN\F<TFOEFS>^=O 

4VCKFDU\F<TVCKFDU>^=O 

=O\F<CPEZ>^ GPSNBUFFNBJM

5SBDLUIFMBTUSFBEFNBJMBTUIFTFMFDUFEPOFGPSSFQMZ

TFMGTFMFDUFE@FNBJMJEY

EFGEP@SFQMZTFMGNFTTBHF
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SFQMZ<NFTTBHF> 

4FOETCBDLBOFNBJMUPUIFBVUIPSPGUIFSFDFJWFEFNBJM

JGTFMGTFMFDUFE@FNBJMJT/POF

QSJOU /PFNBJMTFMFDUFEGPSSFQMZ 

SFUVSO

FNBJM&."*-4<TFMGTFMFDUFE@FNBJM> 

QSJOU 3FQMJFEUP\F<TFOEFS>^XJUI\NFTTBHF^ GPSNBU

FFNBJMNFTTBHFNFTTBHF



EFGEP@TFOETFMGBSHVNFOUT

TFOE<SFDJQJFOU><TVCKFDU><NFTTBHF> 4FOEBOFXFNBJMXJUI<TVCKFDU>UP<SFDJQJFOU> 4QMJUUIFBSHVNFOUTXJUITIMFY

TPUIBUXFBMMPXTVCKFDUPSNFTTBHFXJUITQBDFT

BSHTTIMFYTQMJUBSHVNFOUT

JGMFOBSHT

QSJOU "SFDJQJFOUBTVCKFDUBOEBNFTTBHFBSF

SFRVJSFE 

SFUVSO

SFDJQJFOUTVCKFDUNFTTBHFBSHT<> 

JGMFOBSHT 

NFTTBHF  KPJOBSHT<> 

QSJOU 4FOEJOHFNBJM\^UP\^\^ GPSNBU

TVCKFDUSFDJQJFOUNFTTBHF



EFGDPNQMFUF@TFOETFMGUFYUMJOFCFHJEYFOEJEY

1SPWJEFBVUPDPNQMFUJPOPGSFDJQJFOUTGPSTFOEDPNNBOE

SFUVSO<F< TFOEFS >GPSFJO&."*-4JG

F< TFOEFS >TUBSUTXJUIUFYU> 

EFGEP@&0'TFMGMJOF

SFUVSO5SVF

JG@@OBNF@@ @@NBJO@@ 

.Z.BJMDNEMPPQ

2. Starting our script should provide a nice interactive prompt: $ python /tmp/mymail.py

Simple interactive email client. 

mymail> help

[ 65 ]

 Command Line

 Chapter 3

Documented commands (type help <topic>):

========================================

help  list  read  reply  send


Undocumented commands:

======================

EOF

3. As stated with documents, we should be able to read the list of emails, read a specific email, and reply to the currently open one: mymail> list

[0] From: author1@domain.com - First email

[1] From: author2@domain.com - Second email

mymail> read 0

From: author1@domain.com

Subject: First email

This is my first email

mymail> reply Thanks for your message! 

Replied to author1@domain.com with: Thanks for your message! 

4. Then, we can rely on the more advanced send commands, which also provide autocompletion of recipients for our new emails:

mymail> help send

send [recipient] [subject] [message]

Send a new email with [subject] to [recipient]

mymail> send author

author1@domain.com  author2@domain.com

mymail> send author2@domain.com "Saw your email" "I saw your message, thanks for sending it!" 

Sending email Saw your email to author2@domain.com: "I saw your message, thanks for sending it!" 

mymail> 

How it works... 

The DNE$NE loop prints the QSPNQU we provided through the QSPNQU class property and awaits a command. Anything we write after QSPNQU is split and the first part is looked up against the list of methods provided by our own subclass. 

Whenever a command is provided, DNE$NEDNEMPPQ calls the associated method and then starts again. 
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Any method starting with EP@ is a command, and the part after EP@ is the command name. Any docstring of the method implementing the command is then reported in our tool's documentation if the IFMQ command is used within the interactive prompt. 

The $NE class provides no facility to parse arguments for a command, so if your command has more than a single argument, your have to split them yourself. In our case, we relied on TIMFY so that the user has control over how the arguments should be split. This allowed us to parse subjects and messages while providing a way to include spaces in them. 

Otherwise, we would have no way to know where the subject ends and the message starts. 

The TFOE command also supports autocompleting recipients, through the DPNQMFUF@TFOE

method. If a DPNQMFUF@ method is provided, it is called by $NE when  Tab is pressed to autocomplete command arguments. The method receives the text that needs to be completed and some details about the whole line of text and the current position of the cursor. As nothing is done to parse the arguments, the position of the cursors and the whole line of text can help in providing different autocomplete behaviors for each argument. In our case, we could only autocomplete the recipient, so there was no need to distinguish between the various arguments. 

Last but not least, the EP@&0' command allows a way to exit the command line when  Ctrl +

 D is pressed. Otherwise, we would have to way to quit the interactive shell. That's a convention provided by $NE, and if the EP@&0' command returns 5SVF, it means that the shell can quit. 

Sizing terminal text

We saw the  Aligning text recipe in $IBQUFS,  Text Management, which showcased a possible solution to align text within a fixed space. The amount of space available was defined in a $0-4*;& constant that was chosen to fit most terminals with three columns (most terminals fit 80 columns). 

But what happened if the user had a terminal window smaller than 60 columns? Our alignment would have been broken badly. Also, on very big windows, while the text wouldn't be broken, it would have looked too small compared to the window. 

For this reason, it's usually better to also take into consideration the size of the user terminal window whenever displaying text that should retain proper alignment properties. 
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How to do it... 

The steps are as follows:

1. The TIVUJMHFU@UFSNJOBM@TJ[F function can give guidance on the terminal window size and provide a fallback for cases where it's not available. We will adapt the NBLFUBCMF function from the  Aligning text recipe of $IBQUFS,  Text Management to account for terminal size:

JNQPSUTIVUJM

JNQPSUUFYUXSBQJUFSUPPMT

EFGNBLFUBCMFDPMT

UFSN@TJ[FTIVUJMHFU@UFSNJOBM@TJ[FGBMMCBDL

DPMTJ[FUFSN@TJ[FDPMVNOTMFODPMT

JGDPMTJ[F

SBJTF7BMVF&SSPS $PMVNOUPPTNBMM 

SFUVSO =O KPJONBQ ] KPJOJUFSUPPMT[JQ@MPOHFTU< 

<TMKVTUDPMTJ[FGPSTJOUFYUXSBQXSBQDPMDPMTJ[F>GPS

DPMJODPMT

>GJMMWBMVF  DPMTJ[F

2. Now it is possible to print any text in multiple columns and see it adapt to the size of your terminal window:

$0-6./4

5&95< -PSFNJQTVNEPMPSTJUBNFUDPOTFDUFUVFSBEJQJTDJOHFMJU



"FOFBODPNNPEPMJHVMBFHFUEPMPS"FOFBONBTTB 

$VNTPDJJTOBUPRVFQFOBUJCVTFUNBHOJTEJTQBSUVSJFOU

NPOUFT 

OBTDFUVSSJEJDVMVTNVT >$0-6./4

QSJOUNBLFUBCMF5&95

If you try to resize you terminal window and rerun the script, you will notice that the text is now always aligned differently to ensure it fits the space available. 
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How it works... 

Instead of relying on a constant for the size of a column, our NBLFUBCMF function now computes it by taking the terminal width (UFSN@TJ[FDPMVNOT) and dividing it by the number of columns to show. 

Three characters are always subtracted, because we want to account for the space consumed by the ] separator. 

The size of the terminal (UFSN@TJ[F) is fetched through TIVUJMHFU@UFSNJOBM@TJ[F, which will look at TUEPVU to check the size of the connected terminal. 

If it fails to retrieve the size or something that is not a terminal is connected as the output, then a fallback value is used. You can check the fallback value is working as expected simply by redirecting the output of your script to a file: $ python myscript.py > output.txt

If you open PVUQVUUYU, you should see that the fallback of 80 characters was used as a file doesn't have any specified width. 

Running system commands

In some cases, especially when writing system tools, there might be work that you need to offload to another command. For example, if you have to decompress a file, in many cases, it might make sense to offload the work to HVO[JQ/[JQ commands instead or trying to reproduce the same behavior in Python. 

While there are many ways in Python to handle this work, they all have subtle differences that might make the life of any developer hard, so it's good to have a generally working solution that tackles the most common issues. 

How to do it... 

Perform the following steps:

1. Combining the TVCQSPDFTT and TIMFY modules allows us to build a solution that is reliable in most cases:

JNQPSUTIMFY

JNQPSUTVCQSPDFTT
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EFGSVODPNNBOE

USZ

SFTVMUTVCQSPDFTTDIFDL@PVUQVUTIMFYTQMJUDPNNBOE

TUEFSSTVCQSPDFTT45%065

SFUVSOSFTVMU

FYDFQUTVCQSPDFTT$BMMFE1SPDFTT&SSPSBTF

SFUVSOFSFUVSODPEFFPVUQVU

2. It's easy to check that it works as expected both for successful and failing commands:

GPSQBUIJO   TIPVME@OPU@FYJTU 

TUBUVTPVUSVO MT\^ GPSNBUQBUI

JGTUBUVT

QSJOU 4VDDFTT  

FMTF

QSJOU &SSPS\^  GPSNBUTUBUVT

QSJOUPVU

3. On my system, this properly lists the root of the filesystem and complains for a non-existing path:

<Success> 

Applications

Developer

Library

LibraryPreferences

Network

... 

<Error: 2> 

ls: cannot access /should_not_exist: No such file or directory How it works... 

Calling the command itself is performed by the TVCQSPDFTTDIFDL@PVUQVU function, but before we can call it, we need to properly split the command in a list containing the command itself and its arguments. Relying on TIMFY allows us to drive and distinguish how arguments should be split. To see its effect, you can try to compare SVO MTWBS 

with SVO MTWBS  on any Unix-like system. The first will print a lot of files, while the second will complain that the path doesn't exist. That's because, in the first case, we actually sent two different arguments to MT ( and WBS), while in the second case, we sent a single argument (WBS). If we didn't use TIMFY, there would have been no way to distinguish between the two cases. 
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Passing the TUEFSSTVCQSPDFTT45%065 option then takes care of cases where the command fails (which we can detect because the SVO function will return a status that is not zero), allowing us to receive the failure description. 

The heavy lifting of calling our command is then performed by TVCQSPDFTTDIFDL@PVUQVU, which, in fact, is a wrapper around TVCQSPDFTT1PQFO that will do two things:

1. Spawn the required command with TVCQSPDFTT1PQFO, configured to write the output into a pipe, so that the parent process (our own program) can read from that pipe and grab the output. 

2. Spawn threads to continuously consume from the content of the pipes opened to communicate with the child process. This ensures that they never fill up, as, if they did, the command we called would just block as it would be unable to write any more output. 

There's more... 

One important thing to note is that our SVO function will look for an executable that can satisfy the requested command, but won't run any shell expression. So, it's not possible to send shell scripts to it. If that's required, the TIFMM5SVF option can be passed to TVCQSPDFTTDIFDL@PVUQVU, but that's heavily discouraged because it allows the injection of shell code into our program. 

Suppose you want to write a command that prints the content of a directory that the user choose; a very simple solution might be the following: JNQPSUTZT

JGMFOTZTBSHW

QSJOU 1MFBTFQSPWJEFBEJSFDUPSZ 

TZTFYJU

@PVUSVO MT\^ GPSNBUTZTBSHW<> 

QSJOUPVU

Now, what would happen if we allowed TIFMM5SVF in SVO and the user provided a path such as WBSSNSG? The user might end up deleting the whole system disk, and while this is still limited by the fact that we are relying on TIMFY to split arguments, it's still not safe to go through a shell to just run a command. 
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Progress bar

When doing work that requires a lot of time (usually anything that requires I/O to slower endpoints, such as disk or network), it's a good idea to let your user know that you are moving forward and how much work is left to do. Progress bars, while not precise, are a very good way to give our users an overview of how much work we have done so far and how much we have left to do. 

How to do it... 

The recipe steps are as follows:

1. The progress bar itself will be displayed by a decorator, so that we can apply it to any function for which we want to report progress with minimum effort: JNQPSUTIVUJMTZT

EFGXJUIQSPHSFTTCBSGVOD

%FDPSBUFTAAGVODAAUPEJTQMBZBQSPHSFTTCBSXIJMFSVOOJOH

5IFEFDPSBUFEGVODUJPODBOZJFMEWBMVFTGSPNUPUP

EJTQMBZUIFQSPHSFTT



EFG@GVOD@XJUI@QSPHSFTTBSHTLXBSHT

NBY@XJEUI@TIVUJMHFU@UFSNJOBM@TJ[F

HFOGVODBSHTLXBSHT

XIJMF5SVF

USZ

QSPHSFTTOFYUHFO

FYDFQU4UPQ*UFSBUJPOBTFYD

TZTTUEPVUXSJUF =O 

SFUVSOFYDWBMVF

FMTF

#VJMEUIFEJTQMBZFENFTTBHFTPXFDBODPNQVUF

IPXNVDITQBDFJTMFGUGPSUIFQSPHSFTTCBS

JUTFMG

NFTTBHF <T>\^ GPSNBUQSPHSFTT

"EEDIBSBDUFSTUPDPQFGPSUIFTBOE

CBS@XJEUINBY@XJEUIMFONFTTBHF

GJMMFEJOUSPVOECBS@XJEUIQSPHSFTT

TQBDFMFGUCBS@XJEUIGJMMFE

CBS  GJMMFE  TQBDFMFGU

TZTTUEPVUXSJUFNFTTBHF =S CBS
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TZTTUEPVUGMVTI

SFUVSO@GVOD@XJUI@QSPHSFTT

2. Then we need a function that actually does something for which we might want to report progress. For the sake of this example, it will be just a simple function that waits a specified amount of time:

JNQPSUUJNF

!XJUIQSPHSFTTCBS

EFGXBJUTFDPOET

8BJUTAATFDPOETAATFDPOETBOESFUVSOTIPXMPOHJUXBJUFE

TUBSUUJNFUJNF

TUFQTFDPOET

GPSJJOSBOHF

UJNFTMFFQTUFQ

ZJFMEJ4FOEPGQSPHSFTTUPXJUIQSPHSFTTCBS

3FUVSOIPXNVDIUJNFQBTTFETJODFXFTUBSUFE

XIJDIJTJOGBDUIPXMPOHXFXBJUFEGPSSFBM

SFUVSOUJNFUJNFTUBSU

3. Now calling the decorated function should tell us how long it has waited and display a progress bar while waiting:

QSJOU 8"*5&% XBJU

4. While the script is running, you should see your progress bar and the final result, looking something like this:

$ python /tmp/progress.py

[=====================================] 100%

WAITED 5.308781862258911

How it works... 

All the work is done by the XJUIQSPHSFTTCBS function. It acts as a decorator, so we can apply it to any function with the !XJUIQSPHSFTTCBS syntax. 
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That is very convenient because the code that reports progress is isolated from the code actually doing the work, which allows us to reuse it in many different cases. 

To make a decorator that interacts with the decorated function while the function itself is running, we relied on Python generators:

HFOGVODBSHTLXBSHT

XIJMF5SVF

USZ

QSPHSFTTOFYUHFO

FYDFQU4UPQ*UFSBUJPOBTFYD

TZTTUEPVUXSJUF =O 

SFUVSOFYDWBMVF

FMTF

EJTQMBZUIFQSPHSFTTCBS

When we call the decorated function (in our example, the XBJU function), we will be in fact calling @GVOD@XJUI@QSPHSFTT from our decorator. The first thing that function will do is call the decorated function:

HFOGVODBSHTLXBSHT

As the decorated function contains a ZJFMEQSPHSFTT statement, any time it wants to display some progress (ZJFMEJ from within the GPS loop in XBJU), the function will return HFOFSBUPS. 

Any time the generator faces a ZJFMEQSPHSFTT statement, we will receive it back as the return value of the next function applied to the generator: QSPHSFTTOFYUHFO

We can then display our progress and call OFYUHFO again so that the decorated function can move forward and return a new progress (the decorated function is currently paused at ZJFME and won't process until we call OFYU on itbthat's why our whole code is wrapped in XIJMF5SVF, to let the function continue forever, until it finishes what it has to do). 

Once the decorated function finished all the work it had to do, it will raise a 4UPQ*UFSBUJPO exception, which will contain the value returned by the decorated function in the WBMVF attribute. 
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As we want to propagate any returned value to the caller, we just return that value ourselves. This is especially important if the function that was decorated is supposed to return some result of the work it did, such as a EPXOMPBEVSM function that is supposed to return a reference to the downloaded file. 

Before returning, we print a new line:

TZTTUEPVUXSJUF =O 

This ensures that anything that follows the progress bar won't overlap with the progress bar itself, but will be printed on a new line. 

Then we are left with just displaying the progress bar itself. The core of the progress bar part of the recipe is based on just two lines of code: TZTTUEPVUXSJUFNFTTBHF =S CBS

TZTTUEPVUGMVTI

These two lines will ensure that our message is printed on the screen without moving to a new line like QSJOU normally does. Instead, this will move back to the beginning of the same line. Try replacing that  =S  with  =O  and you'll immediately see the difference. 

With  =S , you see a single progress bar moving from 0-100%, while with  =O , you will see many progress bars being printed. 

The call to TZTTUEPVUGMVTI is then required to ensure that the progress bar is actually displayed, as usually output is only flushed on a new line, and as we are just printing the same line over and over, it wouldn't get flushed unless we did it explicitly. 

Now that we know how to draw a progress bar and update it, the rest of the function is involved in computing the progress bar to display: NFTTBHF <T>\^ GPSNBUQSPHSFTT

CBS@XJEUINBY@XJEUIMFONFTTBHF"EEDIBSBDUFSTUPDPQFGPS

UIFTBOE

GJMMFEJOUSPVOECBS@XJEUIQSPHSFTT

TQBDFMFGUCBS@XJEUIGJMMFE

CBS  GJMMFE  TQBDFMFGU

First, we compute NFTTBHF, which is what we want to show on screen. The message is computed without the progress bar itself, for the progress bar, we are leaving a T

placeholder so that we can fill it later on. 
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We do this so that we know how much space is left for the bar itself after we displayed the surrounding brackets and the percentage. That value is CBS@XJEUI, which is computed by subtracting from the maximum screen width (retrieved with TIVUJMHFU@UFSNJOBM@TJ[F at the beginning of our function) from the size of our message. The three extra characters we have to add will address the space that was consumed by T and  in our message, which won't actually be there once the message is displayed to screen, as the T will be replaced by the bar itself and the  will resolve to a single . 

Once we know how much space is available for the bar itself, we compute how much of that space should be filled with    (the already completed part of the work) and how much should be filled with empty space,    (the part of the work that is yet to come). This is achieved by computing the size of the screen to fill and match the percentage of our progress:

GJMMFEJOUSPVOECBS@XJEUIQSPHSFTT

Once we know how much to fill with   , the rest is just empty spaces: TQBDFMFGUCBS@XJEUIGJMMFE

So, we can build our bar with filled equal signs and TQBDFMFGU empty spaces: CBS  GJMMFE  TQBDFMFGU

Once the bar is ready, it will be injected into the message that is displayed onscreen through the usage of the  string formatting operator: TZTTUEPVUXSJUFNFTTBHF =S CBS

If you noticed, I mixed two types of string formatting (TUSGPSNBU and ). I did so because I think it makes what's going on with the formatting clearer, instead of having to properly account for escaping on each formatting step. 

Message boxes

While less common nowadays, there is still a lot of value in being able to create interactive character-based user interfaces, especially when just a simple message dialog with an OK

button or an OK/cancel dialog is needed; you can achieve a better result by directing the user's attention to them through a nice-looking text dialog. 
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Getting ready

The DVSTFT library is only included, in Python for Unix systems, so Windows users might need a solution, such as CygWin or the Linux Subsystem for Windows, to be able to have a Python setup that includes DVSTFT support. 

How to do it... 

For this recipe, perform the following steps:

1. We will make a .FTTBHF#PYTIPX method which we can use to show a message box whenever we need it. The .FTTBHF#PY class will be able to show message boxes with just OK or OK/cancel buttons:

JNQPSUDVSTFT

JNQPSUUFYUXSBQ

JNQPSUJUFSUPPMT

DMBTT.FTTBHF#PYPCKFDU

!DMBTTNFUIPE

EFGTIPXDMTNFTTBHFDBODFM'BMTFXJEUI

4IPXBNFTTBHFXJUIBO0L$BODFMEJBMPH

1SPWJEFAADBODFM5SVFAABSHVNFOUUPTIPXBDBODFMCVUUPO

UPP

3FUVSOTUIFVTFSTFMFDUFEDIPJDF

0L

$BODFM



EJBMPH.FTTBHF#PYNFTTBHFXJEUIDBODFM

SFUVSODVSTFTXSBQQFSEJBMPH@TIPX

EFG@@JOJU@@TFMGNFTTBHFXJEUIDBODFM

TFMG@NFTTBHFTFMG@CVJME@NFTTBHFXJEUINFTTBHF

TFMG@XJEUIXJEUI

TFMG@IFJHIUNBYTFMG@NFTTBHFDPVOU =O 

TFMG@TFMFDUFE

TFMG@CVUUPOT< 0L > 

JGDBODFM

TFMG@CVUUPOTBQQFOE $BODFM 

EFG@CVJME@NFTTBHFTFMGXJEUINFTTBHF

MJOFT<> 
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GPSMJOFJONFTTBHFTQMJU =O 

JGMJOFTUSJQ

MJOFTFYUFOEUFYUXSBQXSBQMJOFXJEUI

SFQMBDF@XIJUFTQBDF'BMTF

FMTF

MJOFTBQQFOE  

SFUVSO =O KPJOMJOFT

EFG@TIPXTFMGTUETDS

XJODVSTFTOFXXJOTFMG@IFJHIUTFMG@XJEUI

DVSTFT-*/&4TFMG@IFJHIU

DVSTFT$0-4TFMG@XJEUI

XJOLFZQBE

XJOCPSEFS

UFYUCPYXJOEFSXJOTFMG@IFJHIUTFMG@XJEUI



UFYUCPYBEETUSTFMG@NFTTBHF

SFUVSOTFMG@MPPQXJO

EFG@MPPQTFMGXJO

XIJMF5SVF

GPSJEYCUOUFYUJOFOVNFSBUFTFMG@CVUUPOT

BMMPXFETQBDFTFMG@XJEUIMFOTFMG@CVUUPOT

CUOXJOEFSXJO



TFMG@IFJHIU

BMMPXFETQBDFJEYBMMPXFETQBDFJEY





CUOCPSEFS

GMBH

JGJEYTFMG@TFMFDUFE

GMBHDVSTFT"@#0-%

CUOBEETUSMFOCUOUFYUCUOUFYUGMBH

XJOSFGSFTI

LFZXJOHFUDI

JGLFZDVSTFT,&:@3*()5

TFMG@TFMFDUFE

FMJGLFZDVSTFT,&:@-&'5

TFMG@TFMFDUFE

FMJGLFZPSE =O 

SFUVSOTFMG@TFMFDUFE

2. Then we can use it through the .FTTBHF#PYTIPX method:

.FTTBHF#PYTIPX )FMMP8PSME=O=OQSFTTFOUFSUPDPOUJOVF 
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3. We can even use it to check for user choices:

JG.FTTBHF#PYTIPX "SFZPVTVSF=O=OQSFTTFOUFSUPDPOGJSN 

DBODFM5SVF

QSJOU:FBI-FU TDPOUJOVF

FMTF

QSJOU5IBU TTBEIPQFUPTFFZPVTPPO

How it works... 

The message box is based on the DVSTFT library, which allows us to draw text-based graphics on the screen. When we use the dialog box, we will enter a full-screen text graphic mode, and as soon as we exit it, we will recover our previous terminal state. 

That allows us to interleave the .FTTBHF#PY class in more complex programs without having to write the whole program with DVSTFT. This is allowed by the DVSTFTXSBQQFS

function that is used in the .FTTBHF#PYTIPX class method to wrap the

.FTTBHF#PY@TIPX method that actually shows the box. 

The message to show is prepared in the .FTTBHF#PY initializer, through the

.FTTBHF#PY@CVJME@NFTTBHF method, to ensure that it wraps when it's too long and that multiple lines of text are properly handled. The height of the message box depends on the length of the message and the resulting number of lines, plus six lines that we always include to add borders (which consume two lines) and the buttons (which consume four lines). 

The .FTTBHF#PY@TIPX method then creates the actual box window, adds a border to it, and displays the message within it. Once the message is displayed, we enter .FTTBHF#PY@MPPQ, which will wait for the user choice between OK and cancel. 

The .FTTBHF#PY@MPPQ method draws all the required buttons with their own borders through the XJOEFSXJO function. Each button is 10-characters wide and 3-characters tall, and will display itself depending on the value of BMMPXFETQBDF which reserves an equal portion of the box space to each button. Then, once the button box is drawn, it will check whether the currently displayed button is the selected one; if it is, then the label of the button is displayed with bold text. This allows the user to know the currently selected choice. 
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Once both buttons are drawn, we call XJOSFGSFTI to actually display on screen what we've just drawn. 

Then we wait for the user to press any key to update the screen accordingly; the left/right arrow keys will switch between the OK/cancel choices, and  Enter will confirm the current choice. 

If the the user changes the selected button (by pressing the left or right keys), we loop again and redraw the buttons. We only need to redraw the buttons because the rest of the screen has not changed; the window border and the message are still the same, so there is no need to draw over them. The content of the screen is always preserved unless a XJOFSBTF

method is called, so we never need to redraw parts of the screen we don't need to update. 

By being smart about this, we could also avoid redrawing the buttons themselves. This is because only the cancel/OK text needs to be redrawn when it changes from bold to normal and vice versa. 

Once the user presses the  Enter key, we quit the loop and return the currently selected choice between OK and cancel. That allows the caller to act according to the user choice. 

Input box

When writing console-based software, it is sometimes necessary to ask users to provide long text inputs that can't easily be provided through command options. 

There are few examples of this in the Unix world, such as editing DSPOUBC or tweaking multiple configuration options at once. Most of them rely on starting a fully-fledged third-party editor, such as nano or vim, but it's possible to easily roll a solution that in many cases will suffice with just the Python standard library, such that our tools can ask long or complex user input. 

Getting ready

The DVSTFT library is only included in Python for Unix systems, so Windows users might need a solution, such as CygWin or the Linux Subsystem for Windows, to be able to have a Python setup that includes DVSTFT support. 
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How to do it... 

For this recipe, perform the following steps:

1. The Python standard library provides a DVSTFTUFYUQBE module that has the foundation of a multiline text editor with FNBDT, such as key bindings. We just need to extend it a little to add some required behaviors and fixes: JNQPSUDVSTFT

GSPNDVSTFTUFYUQBEJNQPSU5FYUCPYSFDUBOHMF

DMBTT5FYU*OQVUPCKFDU

!DMBTTNFUIPE

EFGTIPXDMTNFTTBHFDPOUFOU/POF

SFUVSODVSTFTXSBQQFSDMTNFTTBHFDPOUFOU@TIPX

EFG@@JOJU@@TFMGNFTTBHFDPOUFOU

TFMG@NFTTBHFNFTTBHF

TFMG@DPOUFOUDPOUFOU

EFG@TIPXTFMGTUETDS

4FUBSFBTPOBCMFTJ[FGPSPVSJOQVUCPY

MJOFTDPMTDVSTFT-*/&4DVSTFT$0-4

Z@CFHJOY@CFHJODVSTFT-*/&4MJOFT

DVSTFT$0-4DPMT

FEJUXJODVSTFTOFXXJOMJOFTDPMTZ@CFHJOY@CFHJO

FEJUXJOBEETUS\^IJU$USM(UPTVCNJU

GPSNBUTFMG@NFTTBHF

SFDUBOHMFFEJUXJOMJOFTDPMT

FEJUXJOSFGSFTI

JOQVUXJODVSTFTOFXXJOMJOFTDPMTZ@CFHJO

Y@CFHJO

CPY5FYUCPYJOQVUXJO

TFMG@MPBECPYTFMG@DPOUFOU

SFUVSOTFMG@FEJUCPY

EFG@MPBETFMGCPYUFYU

JGOPUUFYU

SFUVSO

GPSDJOUFYU

CPY@JOTFSU@QSJOUBCMF@DIBSD

EFG@FEJUTFMGCPY

XIJMF5SVF
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DICPYXJOHFUDI

JGOPUDI

DPOUJOVF

JGDI

DIDVSTFT,&:@#"$,41"$& 

JGOPUCPYEP@DPNNBOEDI

CSFBL

CPYXJOSFGSFTI

SFUVSOCPYHBUIFS

2. Then we can read input from the user:

SFTVMU5FYU*OQVUTIPX *OTFSUZPVSOBNF 

QSJOU :PVSOBNF SFTVMU

3. We can even ask it to edit an existing text:

SFTVMU5FYU*OQVUTIPX *OTFSUZPVSOBNF 

DPOUFOU 4PNF5FYU=O5PCFFEJUFE 

QSJOU :PVSOBNF SFTVMU

How it works... 

Everything starts with the 5FYU*OQVU@TIPX method, which prepares two windows; the first draws the help text ( *OTFSUZPVSOBNF  in our example) and a border box for the text area. 

Once those are drawn, it creates a new window dedicated to 5FYUCPY as the textbox will be freely inserting, removing, and editing the content of that window. 

If we have existing content (DPOUFOUBSHVNFOU), the 5FYU*OQVU@MPBE function takes care of inserting it into the textbox before moving forward with editing. Each character in the provided content is injected into the textbox window through the 5FYUCPY@JOTFSU@QSJOUBCMF@DIBS function. 

Then we can finally enter the edit loop (the 5FYU*OQVU@FEJU method), where we listen for key presses and react accordingly. Actually, most of the work is already done for us by 5FYUCPYEP@DPNNBOE, so we just need to forward the pressed key to it to insert the characters into our text or react to a special command. The only special part of this method is that we check for character 127, which is  Backspace, and replace it with DVSTFT,&:@#"$,41"$&, as not all terminals send the same codes when the  Backspace key is pressed. Once the character is handled by EP@DPNNBOE, we can refresh the window so that any new text appears and we loop again. 
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When the user presses  Ctrl +  G, the editor will consider the text complete and will quit the edit loop. Before doing so, we call 5FYUCPYHBUIFS to fetch the entire contents of the text editor and send it back to the caller. 

One thing to note is that the content is actually fetched from the content of the DVSTFT

window. So, it actually includes all the empty space you can see on your screen. For this reason, the 5FYUCPYHBUIFS method will strip empty space to avoid sending you back a response that is mostly empty space surrounding your text. This is quite clear if you try to write something that includes multiple empty lines; they will all be stripped together with the rest of the empty space. 
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Filesystem and Directories

In this chapter, we will cover following recipes:

Traversing foldersbrecursively traversing a path in the filesystem and inspecting its contents

Working with pathsbbuilding paths in a system-independent way Expanding filenamesbfinding all files that match a specific pattern Getting file informationbdetecting the properties of a file or directory Named temporary filesbworking with temporary files that you need to access from other processes too

Memory and disk bufferbspooling a temporary buffer to disk if it's bigger than a threshold

Managing filename encodingbworking with the encoding of filenames Copying a directorybcopying the content of a whole directory Safely replacing a file's contentbhow to replace the content of a file safely in case of failures

Introduction

Working with files and directories is natural with most software and something we, as users, do every day, but as a developer, you will quickly find that it can be more complex than expected, especially when multiple platforms have to be supported or encodings are involved. 

The Python standard library has many powerful tools to work with files and directories. At first, it might be hard to spot those across the PT, TIVUJM, TUBU, and HMPC functions, but once you are aware of all the pieces, it's clear that the standard library provides a great set of tools to work with files and directories. 
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Traversing folders

When working with a path in the filesystem, it's common the need to find all files contained directly or in subfolders. Think about copying a directory or computing its size; in both cases, you will need to fetch the complete list of files included in the directory you want to copy, or for which you want to compute the size. 

How to do it... 

The steps for this recipe are as follows:

1. The PTXBML function in the PT module is meant to traverse a directory recursively, its usage is not immediate, but with little effort, we can wrap it into a convenient generator of all the contained files:

JNQPSUPT

EFGUSBWFSTFQBUI

GPSCBTFQBUIEJSFDUPSJFTGJMFTJOPTXBMLQBUI

GPSGJOGJMFT

ZJFMEPTQBUIKPJOCBTFQBUIG

2. Then, we can just iterate over USBWFSTF and apply whatever operation we need on top of it:

GPSGJOUSBWFSTF  

QSJOUG

How it works... 

The PTXBML function navigates the directory and all its subfolders. For each directory that it finds, it returns three values: the directory itself, the subdirectories it contains, and the files it contains. Then, it will move into the subdirectories of the directory it just provided and return the same three values for the subdirectory. 

This means that in our recipe, CBTFQBUI is always the current directory that is being inspected, EJSFDUPSJFT are its subdirectories, and GJMFT are the files that it contains. 

By iterating over the list of files contained within the current directory and joining their names with the directory path itself, we can get the path of all files contained in the directory. As PTXBML will then move into all the subdirectories, we will be able to return all the files that are directly or indirectly within the required path. 
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Working with paths

Python was originally created as a system management language. It was originally meant to write scripts for the Unix system, so navigating the disk has always been one of the core parts of the language, but in the most recent versions of Python, this was extended further with the QBUIMJC module, which makes it very convenient and easy to build paths that refer to files or directories, without having to care about the system we are running on. 

Since writing multiplatform software can be bothersome, it's very important to have intermediate layers that abstract the conventions of the underlying system and allow us to write code that will work everywhere. 

Especially when working with paths, the differences between how Unix and Windows systems treating paths can be problematic. The fact that one system uses  and the other =

to separate the parts of the path is bothersome by itself, but Windows also has the concept of drivers while Unix systems don't, so we need something that allows us to abstract these differences and manage paths easily. 

How to do it... 

Perform the following steps for this recipe:

1. The QBUIMJC library allows us to build paths from the parts that constitute it, by properly doing the right thing based on the system you are on:

>>> import pathlib

>>> 

>>> path = pathlib.Path('somefile.txt')

>>> path.write_text('Hello World')  # Write some text into file. 

11

>>> print(path.resolve())  # Print absolute path

/Users/amol/wrk/pythonstlcookbook/somefile.txt

>>> path.read_text()  # Check the file content

'Hello World' 

>>> path.unlink()  # Destroy the file

2. The interesting part is that the same actions would lead to the same exact result on Windows, even though QBUISFTPMWF would have printed a slightly different result:

>>> print(path.resolve())  # Print absolute path C:\\wrk\\pythonstlcookbook\\somefile.txt
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3. Once we have a QBUIMJC1BUI instance, we can even move around the filesystem by using the  operator:

>>> path = pathlib.Path('.')

>>> path = path.resolve()

>>> path

PosixPath('/Users/amol/wrk/pythonstlcookbook')

>>> path = path / '..' 

>>> path.resolve()

PosixPath('/Users/amol/wrk')

The previous code works on both Windows and Linux/macOS and leads to the expected result, even though I wrote it on a Unix-like system. 

There's more... 

QBUIMJC1BUI actually builds a different object depending on the system we are in. On POSIX systems, it will result in a QBUIMJC1PTJY1BUI object, while on Windows systems, it will lead to a QBUIMJC8JOEPXT1BUI object. 

It is not possible to build QBUIMJC8JOEPXT1BUI on a POSIX system, because it's implemented on top of Windows system calls, which are not available on Unix systems. In case you need to work with Windows paths on a POSIX system (or with POSIX paths on a Windows system), you can rely on QBUIMJC1VSF8JOEPXT1BUI and QBUIMJC1VSF1PTJY1BUI. 

Those two objects won't implement features to actually access the files (read, write, link, resolve absolute paths, and so on), but they will allow you to perform simple operations that are only related to manipulating the path itself. 

Expanding filenames

In the everyday use of our system, we are used to providing paths, such as QZ, to identify all the Python files, so it's not a surprise that our users expect to be able to do the same when they provide one or more files to our software. 

Usually, wildcards are expanded by the shell itself, but suppose you are reading them from a configuration file or you want to write a tool that clears the QZD files (a cache of compiled Python bytecode) in your current project, then the Python standard library has what you need. 
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How to do it... 

The steps for this recipe are:

1. QBUIMJC is able to perform many operations on the path you provided. One of them is resolving wildcards:

>>> list(pathlib.Path('.').glob('*.py'))

[PosixPath('conf.py')]

2. It also supports resolving wildcards recursively:

>>> list(pathlib.Path('.').glob('**/*.py'))

[PosixPath('conf.py'), PosixPath('venv/bin/cmark.py'),  PosixPath('venv/bin/rst2html.py'), ...]

Getting file information

When users provide a path you really don't know what the path refers to. Is it a file? Is it a directory? Does it even exist? 

Retrieving file information allows us to fetch details about the provided path, such as whether it points to a file and how big that file is. 

How to do it... 

Perform the following steps for this recipe:

1. Using TUBU on any QBUIMJC1BUI will provide most details about a path:

>>> pathlib.Path('conf.py').stat()

os.stat_result(st_mode=33188, 

               st_ino=116956459, 

               st_dev=16777220, 

               st_nlink=1, 

               st_uid=501, 

               st_gid=20, 

               st_size=9306, 

               st_atime=1519162544, 

               st_mtime=1510786258, 

               st_ctime=1510786258)
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The returned details refer to:

TU@NPEF: File type, flags, and permissions

TU@JOP: Filesystem node storing the file

TU@EFW: Device where the file is stored

TU@OMJOL: Number of references (hyperlinks) to this file TU@VJE: User owning the file

TU@HJE: Group owning the file

TU@TJ[F: Size of the file in bytes

TU@BUJNF: Last time the file was accessed

TU@NUJNF: Last time the file was modified

TU@DUJNF: Time the file was created on Windows, time the metadata was modified on Unix

2. If we want to see other details, such as whether the path exists or whether it's a directory, we can rely on these specific methods:

>>> pathlib.Path('conf.py').exists()

True

>>> pathlib.Path('conf.py').is_dir()

False

>>> pathlib.Path('_build').is_dir()

True

Named temporary files

Usually when working with temporary files, we don't care where they are stored. We need to create them, store some content there, and get rid of them when we are done. Most of the time, we use temporary files when we want to store something that is too big to fit in memory, but sometimes you need to be able to provide a file to another tool or software, and a temporary file is a great way to avoid the need to know where to store such a file. 

In that situation, we need to know the path that leads to the temporary file so that we can provide it to the other tool. 

That's where UFNQGJMF/BNFE5FNQPSBSZ'JMF can help. Like all other UFNQGJMF forms of temporary files, it will be created for us and will be deleted automatically as soon as we are done working with it, but different from the other types of temporary files, it will have a known path that we can provide to other programs who will be able to read and write from that file. 

[ 89 ]

 Filesystem and Directories

 Chapter 4

How to do it... 

UFNQGJMF/BNFE5FNQPSBSZ'JMF will create the temporary file:

>>> from tempfile import NamedTemporaryFile

>>> 

>>> with tempfile.NamedTemporaryFile() as f:

...   print(f.name)

... 

/var/folders/js/ykgc_8hj10n1fmh3pzdkw2w40000gn/T/tmponbsaf34

The fact that the OBNF attribute leads to the full file path on disk allows us to provide it to other external programs:

>>> with tempfile.NamedTemporaryFile() as f:

...   os.system('echo "Hello World" > %s' % f.name)

...   f.seek(0)

...   print(f.read())

... 

0

0

b'Hello World\n' 

Memory and disk buffer

Sometimes, we need to keep certain data in a buffer, such as a file we downloaded from the internet or some data we are generating on the fly. 

As the size of such data is not always predictable, is usually not a good idea to keep it all in memory. 

If you are downloading a big 32 GB file from the internet that you need to process (such as decompress or parse), it will probably exhaust all your memory if you try to store it into a string before processing it. 

That's why it's usually a good idea to rely on UFNQGJMF4QPPMFE5FNQPSBSZ'JMF, which will keep the content in memory until it reaches its maximum size and will then move it to a temporary file if it's bigger than the maximum allowed size. 

That way, we can have the benefit of keeping an in-memory buffer of our data, without the risk of exhausting all the memory, because as soon as the content is too big, it will be moved to disk. 
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How to do it... 

Like the other UFNQGJMF object, creating 4QPPMFE5FNQPSBSZ'JMF is enough to make the temporary file available. The only additional part is to provide the maximum allowed size, NBY@TJ[F, after which the content will be moved to disk:

>>> with tempfile.SpooledTemporaryFile(max_size=30) as temp:

...     for i in range(3):

...         temp.write(b'Line of text\n')

... 

...     temp.seek(0)

...     print(temp.read())

... 

b'Line of text\nLine of text\nLine of text\n' 

How it works... 

UFNQGJMF4QPPMFE5FNQPSBSZ'JMF has an JOUFSOBM@GJMF property that keeps the real data stored in a #ZUFT*0 store until it can fit in memory, and then moves it to a real file once it gets bigger than NBY@TJ[F. 

You can easily see this behavior by printing the value of @GJMF while you are writing data:

>>> with tempfile.SpooledTemporaryFile(max_size=30) as temp:

...     for i in range(3):

...         temp.write(b'Line of text\n')

...         print(temp._file)

... 

<_io.BytesIO object at 0x10d539ca8> 

<_io.BytesIO object at 0x10d539ca8> 

<_io.BufferedRandom name=4> 

Managing filename encoding

Working with filesystems in a reliable way is not as easy as it might seem. Our system must have a specific encoding to represent text and usually that means that everything we create is handled in that encoding, including filenames. 

The problem is that there is no strong guarantee on the encoding of filenames. Suppose you attach an external hard drive, what's the encoding of filenames on that drive? Well, it will depend on the encoding the system had at the time the files were created. 
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Usually, to cope with this problem, software tries the system encoding and if it fails, it prints some placeholders (have you ever seen a filename full of  just because your system couldn't understand the name of the file?), which usually allows us to see that there is a file, and in many cases even open it, even though we might not know how it's actually named. 

To make everything more complex, there is a big difference between Windows and Unix systems regarding how they treat filenames. On Unix systems, paths are fundamentally just bytes; you don't really care about their encoding as you just read and write a bunch of bytes. While on Windows, filenames are actually text. 

In Python, filenames are usually stored as TUS. They are text that needs to be encoded/decoded somehow. 

How to do it... 

Whenever we process a filename, we should decode it according to the expected filesystem encoding. If we fail (because it's not stored in the expected encoding), we must still be able to put it into TUS without corrupting it, so that we can open that file even though we can't read its name:

EFGEFDPEF@GJMFOBNFGOBNF

GTFTZTHFUGJMFTZTUFNFODPEJOH

SFUVSOGOBNFEFDPEFGTFTVSSPHBUFFTDBQF

How it works... 

EFDPEF@GJMFOBNF tries to do two things: first of all, it asks Python what the expected filesystem encoding according to the OS is. Once that's known, it tries to decode the provided filename using that encoding. If it fails, it decodes it using TVSSPHBUFFTDBQF. 

What this actually means is  if you fail to decode it, decode it into fake characters that we are going to use just to be able to represent it as text. 

This is really convenient because that way we are able to manage the filename as text even thought we don't know its encoding, and when it is encoded back to bytes with TVSSPHBUFFTDBQF, it will lead back to its original sequence of bytes. 
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When the filename is encoded in the same encoding as our system, it's easy to see how we are able to decode it to TUS and also print it to read its content:

>>> utf8_filename_bytes = 'dtf8.txt'.encode('utf8')

>>> utf8_filename = decode_filename(utf8_filename_bytes)

>>> type(utf8_filename)

<class 'str'> 

>>> print(utf8_filename)

dtf8.txt

If the encoding is instead one that is not our system encoding (that is, the file came from a very old external drive), we can't really read what's written inside, but we are still able to decode it to strings, so that we can keep it in a variable and provide it to any function that might need to work with that file:

>>> latin1_filename_bytes = 'letfn1.txt'.encode('latin1')

>>> latin1_filename = decode_filename(latin1_filename_bytes)

>>> type(latin1_filename)

<class 'str'> 

>>> latin1_filename

'l\udce0t\udcecn1.txt' 

TVSSPHBUFFTDBQF means being able to tell Python  I don't care whether the data is garbage, just pass the unknown bytes along as they are. 

Copying a directory

Making copies of a directory's contents is something we can do easily, but what if I told you that a tool such as DQ (the command to copy files on GNU systems) is around 1,200 lines of code? 

Obviously, the DQ implementation is not Python-based, it has evolved over decades, and it takes care of far more than you probably need, but still rolling your own code to copy a directory recursively takes far more than you would expect. 

Luckily for us, the Python standard library provides utilities to perform the most common operations out of the box and this is one of them. 
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How to do it... 

The steps for this recipe are as follows:

1. The DPQZEJS function can rely on TIVUJMDPQZUSFF to do most of the work: JNQPSUTIVUJM

EFGDPQZEJSTPVSDFEFTUJHOPSF/POF

$PQZTPVSDFUPEFTUBOEJHOPSFBOZGJMFNBUDIJOHJHOPSF

QBUUFSO

TIVUJMDPQZUSFFTPVSDFEFTUJHOPSF@EBOHMJOH@TZNMJOLT5SVF

JHOPSFTIVUJMJHOPSF@QBUUFSOTJHOPSFJG

JHOPSFFMTF/POF

2. Then, we can easily use it to copy the contents of any directory and even limit it to only the relevant parts. We are going to copy a directory that contains three files, out of which we really only want to copy the QEG file:

>>> import glob

>>> print(glob.glob('_build/pdf/*'))

['_build/pdf/PySTLCookbook.pdf', '_build/pdf/PySTLCookbook.rtc', 

'_build/pdf/PySTLCookbook.stylelog']

3. Our destination doesn't currently exist, so it contains nothing:

>>> print(glob.glob('/tmp/buildcopy/*'))

[]

4. Once we do DPQZEJS, it will be created and contains what we expect:

>>> copydir('_build/pdf', '/tmp/buildcopy', ignore=('*.rtc', 

'*.stylelog'))

5. Now, the target directory exists and contains the content we expect:

>>> print(glob.glob('/tmp/buildcopy/*'))

['/tmp/buildcopy/PySTLCookbook.pdf']

How it works... 

TIVUJMDPQZUSFF will retrieve the content of the provided directory through PTMJTUEJS. For every entry returned by MJTUEJS, it will check whether it's a file or a directory. 
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If it's a file, it will copy it through the TIVUJMDPQZ function (it's actually possible to replace the used function by providing a DPQZ@GVODUJPO argument), if it's a directory, DPQZUSFF itself is called recursively. 

The JHOPSF argument is then used to build a function that, once called, will return all the files that need to be ignored given a provided pattern:

>>> f = shutil.ignore_patterns('*.rtc', '*.stylelog')

>>> f('_build', ['_build/pdf/PySTLCookbook.pdf', 

                 '_build/pdf/PySTLCookbook.rtc', 

                 '_build/pdf/PySTLCookbook.stylelog'])

{'_build/pdf/PySTLCookbook.stylelog', '_build/pdf/PySTLCookbook.rtc'}

So, TIVUJMDPQZUSFF will copy all the files apart from JHOPSF@QBUUFSOT, which will make it skip. 

The last JHOPSF@EBOHMJOH@TZNMJOLT5SVF argument ensures that in the case of broken TZNMJOLT, we just skip the file instead of crashing. 

Safely replacing file's content

Replacing the content of a file is a very slow operation. Compared to replacing the content of a variable, it's usually a few times slower; when we write something to disk, it takes time before it's actually flushed and time before the content is actually written to disk. It's not an atomic operation, so if our software faces any issues while saving a file, there is a good chance that the file might end up being half-written and our users don't have a way to recover the consistent state of their data. 

There is a pattern commonly used to solve this kind of issue, which is based on the fact that writing a file is a slow, expensive, error-prone operation, but renaming a file is an atomic, fast, and cheap operation. 

How to do it... 

You need to perform the following recipes:

1. Much like PQFO can be used as a context manager, we can easily roll out a TBGF@PQFO function that allows us to open a file for writing in a safe way: JNQPSUUFNQGJMFPT

DMBTTTBGF@PQFO
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EFG@@JOJU@@TFMGQBUINPEF XC 

TFMG@UBSHFUQBUI

TFMG@NPEFNPEF

EFG@@FOUFS@@TFMG

TFMG@GJMFUFNQGJMF/BNFE5FNQPSBSZ'JMFTFMG@NPEF

EFMFUF'BMTF

SFUVSOTFMG@GJMF

EFG@@FYJU@@TFMGFYD@UZQFFYD@WBMVFUSBDFCBDL

TFMG@GJMFDMPTF

JGFYD@UZQFJT/POF

PTSFOBNFTFMG@GJMFOBNFTFMG@UBSHFU

FMTF

PTVOMJOLTFMG@GJMFOBNF

2. Using TBGF@PQFO as a context manager allows us to write to the file pretty much like we would normally:

XJUITBGF@PQFO UNQNZGJMF BTG

GXSJUFC )FMMP8PSME 

3. And the content will be properly saved once we quit the context:

>>> print(open('/tmp/myfile').read())

Hello World

4. The major difference is that in case of a crash in our software or a system failure while we are writing, we won't end up with a half-written file, but we will preserve any previous state of the file. In this example, we crash midway through trying to write 3FQMBDFUIFIFMMPXPSMEFYQFDUUPXSJUFTPNFNPSF: XJUIPQFO UNQNZGJMF  XC BTG

GXSJUFC 3FQMBDFUIFIFMMPXPSME 

SBJTF&YDFQUJPO CVUDSBTINFBOXIJMF 

GXSJUFC FYQFDUUPXSJUFTPNFNPSF 

5. With a normal PQFO, the result would be just 3FQMBDFUIFIFMMPXPSME:

>>> print(open('/tmp/myfile').read())

Replace the hello world, 
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6. While using TBGF@PQFO, the file will only contain the new data if the whole write process succeeded:

XJUITBGF@PQFO UNQNZGJMF BTG

GXSJUFC 3FQMBDFUIFIFMMPXPSME 

SBJTF&YDFQUJPO CVUDSBTINFBOXIJMF 

GXSJUFC FYQFDUUPXSJUFTPNFNPSF 

7. In all other cases, the file will still retain its previous state:

>>> print(open('/tmp/myfile').read())

Hello World

How it works... 

TBGF@PQFO relies on UFNQGJMF to create a new file where the write operations actually happen. Any time we write to G in our context, we are actually writing to the temporary file. 

Then, only when the context exists (FYD@UZQF is none in TBGF@PQFO@@FYJU@@), we actually swap the old file with the new one we just wrote, using PTSFOBNF. 

If everything works as expected, we should have the new file with all its content updated. 

If any of the steps fails, we just write some or no data to a temporary file and get rid of it through PTVOMJOL. 

Our previous file, in this case, was never touched and thus still retains its previous state. 
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Date and Time

In this chapter, we will cover the following recipes: Time-zone-aware datetimebretrieving a reliable value for the current datetime Parsing datesbhow to parse dates according to the ISO 8601 format Saving datesbhow to store datetimes

From timestamp to datetimebconverting to and from timestamps Displaying dates in a user formatbformatting dates according to our user language

Going to tomorrowbhow to compute a datetime that refers to tomorrow Going to next monthbhow to compute a datetime that refers to next month Weekdaysbhow to build a date that refers to the  nth Monday/Friday of the month

Workdaysbhow to get workdays in a time range

Combining dates and timesbmaking a datetime out of a date and time Introduction

Dates are a part of our lives and we are used to handling times and dates as a basic process. 

Even a small kid knows what time it is or what  tomorrow means. But, try to talk to someone on the other side of the world and suddenly the concepts of  tomorrow,  midnight, and so on start to become very complex. 

When you say tomorrow, are you talking about your tomorrow or mine? If you schedule a process that should run at midnight, which midnight is it? 

To make everything harder, we have leap seconds, odd time zones, daylight savings, and so on. When you try to approach dates in software, especially in software as a service that might be used by people around the world, suddenly it becomes clear that dates are a complex affair. 
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This chapter includes some recipes that, while being short, can save you headaches and bugs when working with user-provided dates. 

Time-zone-aware datetime

Python datetimes are usually  naive, which means they don't know which time zone they refer to. This can be a major problem because, given a datetime, it's impossible to know when it actually refers to. 

The most common error in working with dates in Python is trying to get the current datetime through EBUFUJNFEBUFUJNFOPX, as all EBUFUJNF methods work with naive dates, it's impossible to know which time that value represents. 

How to do it... 

Perform the following steps for this recipe:

1. The only reliable way to retrieve the current datetime is by using EBUFUJNFEBUFUJNFVUDOPX. Independently of where the user is and how the system is configured, it will always return the UTC time. So we need to make it time-zone-aware to be able to decline it to any time zone in the world: JNQPSUEBUFUJNF

EFGOPX

SFUVSO

EBUFUJNFEBUFUJNFVUDOPXSFQMBDFU[JOGPEBUFUJNFUJNF[POFVUD

2. Once we have a time-zone-aware current time, it is possible to convert it to any other time zone, so that we can display to our users the value in their own time zone:

EFGBTUJNF[POFEPGGTFU

SFUVSO

EBTUJNF[POFEBUFUJNFUJNF[POFEBUFUJNFUJNFEFMUBIPVSTPGGTFU

3. Now, given I'm currently in the UTC+01:00 time zone, I can grab the current time-zone-aware time for UTC and then display it in my own time zone:

>>> d = now()

>>> print(d)

2018-03-19 21:35:43.251685+00:00
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>>> d = astimezone(d, 1)

>>> print(d)

2018-03-19 22:35:43.251685+01:00

How it works... 

All Python datetimes, by default, come without any time zone specified, but by setting U[JOGP, we can make them aware of the time zone they refer to. 

If we just grab our current time (EBUFUJNFEBUFUJNFOPX), there is no easy way for us to know from within our software which time zone we are grabbing the time from. The only time zone we can always rely on is UTC, for that reason. Whenever retrieving the current time, it's best always to rely on EBUFUJNFEBUFUJNFVUDOPX. 

Once we have a date for UTC, as we know it's actually for the UTC time zone, we can easily attach the EBUFUJNFUJNF[POFVUD time zone (the only one that Python provides out of the box) and make it time-zone-aware. 

The OPX function does that: it grabs the datetime and makes it time-zone-aware. 

As our datetime is now time-zone-aware, from that moment on, we can rely on the EBUFUJNFEBUFUJNFBTUJNF[POF method to convert to any time zone we want. So, if we know that our user is on UTC+01:00, we can display the datetime with the user's local value instead of showing a UTC value. 

That's exactly what the BTUJNF[POF function does. Once a datetime and an offset from UTC are provided, it returns a date that refers to a local time zone based on that offset. 

There's more... 

You might have noticed that while this solution works, it lacks more advanced features. For example, I'm currently on UTC+01:00, but according to my country's Daylight Savings policy, I might be on UTC+02:00. Also, we only support offsets based on an integer hour, and while that's the most common case, there are time zones, such as India's or Iran's, that have a half-hour offset. 

While we can extend our support for time zones to include these oddities, for more advanced cases you should probably rely on the QZU[ package, which ships time zones for the full IANA time zone database. 
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Parsing dates

When receiving a datetime from another software or from a user, it will probably be in a string format. Formats such as JSON don't even define how a date should be represented, but it's usually a best practice to provide those in the ISO 8601 format. 

The ISO 8601 format is usually defined as <::::><..><%%>5<II><NN><TT><5;>, for example 5 would refer to March 19 at 10 P.M. on the UTC+01:00 time zone. 

ISO 8601 conveys all the information you need to represent a date and time, so it's a good way to marshal a datetime and send it across a network. 

Sadly, it has many oddities (for example, the  time zone can also be written as ;, or you can omit the  between hours, minutes, and seconds), so parsing it might sometimes cause trouble. 

How to do it... 

Here are the steps to follow:

1. Due to all the variants ISO 8601 allows, there is no easy way to throw it to EBUFUJNFEBUFUJNFTUSQUJNF and get back a datetime for all case; we must coalesce all possible formats to a single one and then parse that one: JNQPSUEBUFUJNF

EFGQBSTF@JTPTUSEBUF

EBUFUJNFTUSEBUFTQMJU 5 

JG  JOUJNF

UJNFU[UJNFTQMJU  

U[  U[

FMJG  JOUJNF

UJNFU[UJNFTQMJU  

U[  U[

FMJG ; JOUJNF

UJNFUJNF<> 

U[  

EBUFEBUFSFQMBDF    

UJNFUJNFSFQMBDF    

U[U[SFQMBDF    

SFUVSOEBUFUJNFEBUFUJNFTUSQUJNF \^5\^\^ GPSNBUEBUFUJNF

U[

:NE5).4[
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2. The previous implementation of QBSTF@JTP copes with most possible ISO

8601 representations:

>>> parse_iso8601('2018-03-19T22:00Z') datetime.datetime(2018, 3, 19, 22, 0, tzinfo=datetime.timezone.utc)

>>> parse_iso8601('2018-03-19T2200Z')

datetime.datetime(2018, 3, 19, 22, 0, tzinfo=datetime.timezone.utc)

>>> parse_iso8601('2018-03-19T22:00:03Z') datetime.datetime(2018, 3, 19, 22, 0, 3, 

tzinfo=datetime.timezone.utc)

>>> parse_iso8601('20180319T22:00:03Z') datetime.datetime(2018, 3, 19, 22, 0, 3, 

tzinfo=datetime.timezone.utc)

>>> parse_iso8601('20180319T22:00:03+05:00') datetime.datetime(2018, 3, 19, 22, 0, 3, 

tzinfo=datetime.timezone(datetime.timedelta(0, 18000)))

>>> parse_iso8601('20180319T22:00:03+0500') datetime.datetime(2018, 3, 19, 22, 0, 3, 

tzinfo=datetime.timezone(datetime.timedelta(0, 18000))) How it works... 

The basic idea of QBSTF@JTP is that whatever dialect of ISO 8601 is received before parsing it, we will transform it into the form of <::::><..><%%>5<II><NN><TT><5;>. 

The hardest part is detecting the time zone, as that can be separated by , , or can even be

;. Once the time zone is extracted, we can just get rid of all examples of  in the date and all instances of  in times. 

Note that before extracting the time zone we separated the time from the date, as both the date and the time zone might contain the  character, and we don't want our parser to get confused. 

There's more... 

Parsing dates can become very complex. While our QBSTF@JTP will work when interacting with most systems that serve a date in string format (such as JSON), you will quickly face cases where it falls short due to all the ways a datetime can be expressed. 
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For example, we might receive back a value such as XFFLTBHP or +VMZ145. 

Trying to parse all these cases is not very convenient and can get complicated pretty quickly. In case you have to handle these special cases, you should probably rely on an external package such as EBUFQBSTFS, EBUFVUJM, or NPNFOU. 

Saving dates

Sooner or later, we all have to save a date somewhere, sending it to a database or saving it into a file. Maybe we will be converting it into JSON to send it to another software. 

Many database systems do not track time zones. Some of them have a configuration option that states what time zone they should work with, but in most cases, the date you provide will be saved as is. 

This leads to unexpected bugs or behaviors in many cases. Suppose you were a good boy scout and properly did all the work required to receive a datetime preserving its time zone. 

Now you have a datetime of 65$ and, once you store it in your database, 65$ will easily be lost, even if you store it in a file yourself, storing and restoring the time zone is usually a bothersome work. 

For this reason, you should always ensure you convert your datetimes to UTC before storing them somewhere, that will always guarantee that, independently from which time zone the datetime came from, it will always represent the right time when you load it back. 

How to do it... 

The steps for this recipe are as follows:

1. To save a datetime, we want a function that ensures that datetime always refers to UTC before actually storing it:

JNQPSUEBUFUJNF

EFGBTVUDE

SFUVSOEBTUJNF[POFEBUFUJNFUJNF[POFVUD

2. The BTVUD function can be used with any datetime to ensure it's moved to UTC

before actually storing it:

>>> now = datetime.datetime.now().replace(

...    tzinfo=datetime.timezone(datetime.timedelta(hours=1))

... )
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>>> now

datetime.datetime(2018, 3, 22, 0, 49, 45, 198483,                   tzinfo=datetime.timezone(datetime.timedelta(0, 3600)))

>>> asutc(now)

datetime.datetime(2018, 3, 21, 23, 49, 49, 742126, tzinfo=datetime.timezone.utc)

How it works... 

The functioning of this recipe is pretty straightforward, through the EBUFUJNFEBUFUJNFBTUJNF[POF method, the date is always converted to its UTC

representation. 

This ensures it will work for both where your storage keeps track of time zones (as the date will still be time-zone-aware, but the time zone will be UTC) and when your storage doesn't preserve time zones (as a UTC date without a time zone still represents the same UTC date as if the delta was zero). 

From timestamps to datetimes

Timestamps are the representation of a date in the number of seconds from a specific moment. Usually, as the value that a computer can represent is limited in size, that is normally taken from January 1st, 1970. 

If you ever received a value such as  as a datetime representation, you might be wondering how that can be converted into an actual datetime. 

How to do it... 

Most recent Python versions introduced a method to quickly convert datetimes back and forth from timestamps:

>>> import datetime

>>> ts = 1521588268

>>> d = datetime.datetime.utcfromtimestamp(ts)

>>> print(repr(d))

datetime.datetime(2018, 3, 20, 23, 24, 28)

>>> newts = d.timestamp()
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>>> print(newts)

1521584668.0

There's more... 

As pointed out in the recipe introduction, there is a limit to how big a number can be for a computer. For that reason, it's important to note that while EBUFUJNFEBUFUJNF can represent practically any date, a timestamp can't. 

For example, trying to represent a datetime from  will succeed but it will fail to convert it to a timestamp:

>>> datetime.datetime(1300, 1, 1)

datetime.datetime(1300, 1, 1, 0, 0)

>>> datetime.datetime(1300, 1, 1).timestamp() Traceback (most recent call last):

  File "<stdin>", line 1, in <module> OverflowError: timestamp out of range

A timestamp is only able to represent dates starting from January 1st, 1970. 

The same is true also in the reverse direction for faraway dates, while represents the timestamp for December 31, 9999, trying to create a datetime from a date later than that value will fail:

>>> datetime.datetime.utcfromtimestamp(253402214400) datetime.datetime(9999, 12, 31, 0, 0)

>>> datetime.datetime.utcfromtimestamp(253402214400+(3600*24)) Traceback (most recent call last):

  File "<stdin>", line 1, in <module> ValueError: year is out of range

A datetime is only able to represent dates from the year 1 to 9999. 

Displaying dates in user format

When displaying dates from software, it's easy to confuse users if they don't know the format you are going to rely on. 

We already know that time zones play an important role and that when displaying a time we always want to show it as time-zone-aware, but even dates can have their ambiguities. 

If you write 3/4/2018, will it be April 3rd or March 4th? 
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For this reason, you usually have two choices:

Go for the international format (2018-04-03)

Localize the date (April 3, 2018)

When possible, it's obviously better to be able to localize the date format, so that our users will see a value that they can easily recognize. 

How to do it... 

This recipe requires the following steps:

1. The MPDBMF module in the Python standard library provides a way to get formatting for the localization supported by your system. By using it, we can format dates in any way allowed by the target system: JNQPSUMPDBMF

JNQPSUDPOUFYUMJC

!DPOUFYUMJCDPOUFYUNBOBHFS

EFGTXJUDIMPDBMFOBNF

QSFWMPDBMFHFUMPDBMF

MPDBMFTFUMPDBMFMPDBMF-$@"--OBNF

ZJFME

MPDBMFTFUMPDBMFMPDBMF-$@"--QSFW

EFGGPSNBU@EBUFMPDE

XJUITXJUDIMPDBMFMPD

GNUMPDBMFOM@MBOHJOGPMPDBMF%@5@'.5

SFUVSOETUSGUJNFGNU

2. Calling GPSNBU@EBUF will properly give the output as a string representation of the date in the expected MPDBMF module:

>>> format_date('de_DE', datetime.datetime.utcnow())

'Mi 21 Mgr 00:08:59 2018' 

>>> format_date('en_GB', datetime.datetime.utcnow())

'Wed 21 Mar 00:09:11 2018' 
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How it works... 

The GPSNBU@EBUF function is divided into two major parts. 

The first is provided by the TXJUDIMPDBMF context manager, which is in charge of enabling the requested MPDBMF (locales are process-wide), giving back control to the wrapped block of code and then restoring the original MPDBMF. This way, we can use the requested MPDBMF

only within the context manager and not influence any other part of our software. 

The second is what happens within the context manager itself. Using MPDBMFOM@MBOHJOGP, the date-and-time format string (MPDBMF%@5@'.5) is requested to the currently enabled MPDBMF. That gives back a string that tells us how to format a datetime in the currently active MPDBMF. The returned string will be something like  BF

C9: . 

Then the date itself is formatted according to the retrieved format string through EBUFUJNFTUSGUJNF. 

Note that the returned string will usually contain the B and C formatters, which represent the  current weekday and  current month names. As the name of a weekday or month changes for each language, the Python interpreter will emit the name of the weekday or month in the currently enabled MPDBMF. 

So, we not only formatted the date the way the user expected, but the resulting output will also be in the user's language. 

There's more... 

While this solution seems very convenient, it's important to note that it relies on switching MPDBMF on the fly. 

Switching MPDBMF is a very expensive operation, so if you have a lot of values to format (such as a GPS loop or thousand of dates), it might be far too slow. 

Also switching MPDBMF is not thread-safe, so you won't be able to apply this recipe in multithreaded software, unless all the switching of MPDBMF happens before other threads are started. 
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If you want to handle localization in a robust and thread-safe way, you might want to check the babel package. Babel has support for the localization of dates and numbers, and it works in a way that doesn't require setting a global state, thus behaving properly even in threaded environments. 

Going to tomorrow

When you have a date, it's common to need to apply math to that date. For example maybe you want to move to tomorrow or to yesterday. 

Datetimes support math operations, such as adding or subtracting to them, but when time is involved, it's not easy to get the exact number of seconds you need to add or subtract to move to the next or previous day. 

For this reason, this recipe will show off an easy way to move to the next or previous day from any given date. 

How to do it... 

For this recipe, here are the steps:

1. The TIJGUEBUF function will allow us to move to a date by any number of days: JNQPSUEBUFUJNF

EFGTIJGUEBUFEEBZT

SFUVSO

ESFQMBDFIPVSNJOVUFTFDPOENJDSPTFDPOE

EBUFUJNFUJNFEFMUBEBZTEBZT



2. Using it is as simple as just providing the days you want to add or remove:

>>> now = datetime.datetime.utcnow()

>>> now

datetime.datetime(2018, 3, 21, 21, 55, 5, 699400) 3. We can use it to go to tomorrow:

>>> shiftdate(now, 1)

datetime.datetime(2018, 3, 22, 0, 0)
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4. Or to go to yesterday:

>>> shiftdate(now, -1)

datetime.datetime(2018, 3, 20, 0, 0)

5. Or even to go into the next month:

>>> shiftdate(now, 11)

datetime.datetime(2018, 4, 1, 0, 0)

How it works... 

Usually what we want when moving datetime is to go to the beginning of a day. Suppose you want to find all events that happen tomorrow out of a list of events, you really want to search for EBZ@BGUFS@UPNPSSPX FWFOU@UJNF UPNPSSPX as you want to find all events that happened from tomorrow at midnight up to the day after tomorrow at midnight. 

So, simply changing the day itself won't work, because our datetime also has a time associated with it. If we just add a day to the date, we will actually end up being somewhere in the range of hours that are included in tomorrow. 

That's the reason why the TIJGUEBUF function always replaces the time of the provided date with midnight. 

Once the date has been moved to midnight, we just add to it a UJNFEFMUB equal to the number of specified days. If this number is negative, we will just move back in time as %

%. 

Going to next month

Another frequent need when moving dates is to be able to move the date to the next or previous month. 

If you read the  Going to tomorrow recipe, you will see many similarities with this recipe even though there are some additional changes that are required when working with months that are not needed when working with days, as months have a variable duration. 
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How to do it... 

Perform the following steps for this recipe:

1. The TIJGUNPOUI function will allow us to move our date back and forth by any number of months:

JNQPSUEBUFUJNF

EFGTIJGUNPOUIENPOUIT

GPS@JOSBOHFBCTNPOUIT

JGNPOUIT 

EESFQMBDFEBZEBUFUJNFUJNFEFMUBEBZT

FMTF

EESFQMBDFEBZEBUFUJNFUJNFEFMUBEBZT

EESFQMBDFEBZIPVSNJOVUFTFDPOENJDSPTFDPOE

SFUVSOE

2. Using it is as simple as just providing the months you want to add or remove:

>>> now = datetime.datetime.utcnow()

>>> now

datetime.datetime(2018, 3, 21, 21, 55, 5, 699400) 3. We can use it to go to the next month:

>>> shiftmonth(now, 1)

datetime.datetime(2018, 4, 1, 0, 0)

4. Or back to the previous month:

>>> shiftmonth(now, -1)

datetime.datetime(2018, 2, 1, 0, 0)

5. Or even to move by any number of months:

>>> shiftmonth(now, 10)

datetime.datetime(2019, 1, 1, 0, 0)

How it works... 

If you tried to compare this recipe with the  Going to tomorrow one, you would notice that this one got far more complex even though its purpose is very similar. 
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Just as when moving across days we are interested in moving at a specific point in time during the day (usually the beginning), when moving months, we don't want to end up being in a random day and time in the new month. 

That explains the last part of our recipe, where for any datetime resulting from our math expression, we reset the time to midnight of the first day of the month: EESFQMBDFEBZIPVSNJOVUFTFDPOENJDSPTFDPOE

Like for the days recipe, this allows us to check for conditions, such as UXP@NPOUI@GSPN@OPX FWFOU@EBUF OFYU@NPOUI, as we will catch all events from midnight of the first day up to 23:59 of the last day. 

The part you might be wondering about is the GPS loop. 

Differently from when we have to move by days (which all have an equal duration of 24

hours), when moving by months, we need to account for the fact that each of them will have a different duration. 

This is why, when moving forward, we set the current date to be the 5th of the month and then we add 28 days. Adding 28 days by itself wouldn't suffice as it would only work for February, and if you are wondering, adding 31 days won't work either, because in the case of February, you would be moving by two months instead of just one. 

That is why we set the current date to be the 5th of the month because we want to pick a day from which we know for sure that adding 28 days to it will move us into the next month. 

So, for example, picking the 1st of the month would work, because March 1st + 28 days =

March 29th, so we would still be in March. While March 5th + 28 days = April 2nd, April 5th +

28 days = May 3rd, and Feb 5th + 28 days = March 5th. So for any given month, we are always moving into the the next one when adding 28 days to the 5th. 

The fact that we always move on to a different day won't really matter as that day will always be replaced with the 1st of the month. 

As there isn't any fixed amount of days we can move that ensure we always move exactly into the next month, we can't move just by adding EBZTNPOUIT, so we have to do this in a GPS loop and continuously move into the next month a NPOUIT number of times. 

When moving back, things get far easier. As all months begin with the first of the month, we can just move there and then subtract one day. We will always end up being on the last day of the previous month. 
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Weekdays

Building a date for the 20th of the month or for the 3rd week of the month is pretty straightforward, but what if you have to build the date for the 3rd Monday of the month? 

How to do it... 

Go through these steps:

1. To approach this problem, we are going to actually generate all the month days that match the requested weekday:

JNQPSUEBUFUJNF

EFGNPOUIXFFLEBZTNPOUIXFFLEBZ

OPXEBUFUJNFEBUFUJNFVUDOPX

EOPXSFQMBDFEBZNPOUINPOUIIPVSNJOVUFTFDPOE

NJDSPTFDPOE

EBZT<> 

XIJMFENPOUINPOUI

JGEJTPXFFLEBZXFFLEBZ

EBZTBQQFOEE

EEBUFUJNFUJNFEFMUBEBZT

SFUVSOEBZT

2. Then, once we have a list of those, grabbing the  nth day is just a matter of indexing the resulting list. For example, to grab the Mondays from March:

>>> monthweekdays(3, 1)

[datetime.datetime(2018, 3, 5, 0, 0), 

 datetime.datetime(2018, 3, 12, 0, 0), 

 datetime.datetime(2018, 3, 19, 0, 0), 

 datetime.datetime(2018, 3, 26, 0, 0)]

3. So grabbing the 3rd Monday of March would be:

>>> monthweekdays(3, 1)[2]

datetime.datetime(2018, 3, 19, 0, 0)
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How it works... 

At the beginning of the recipe, we create a date for the first day of the requested month. 

Then we just move forward one day at a time until the month finishes and we set aside all days that match the requested weekday. 

The weekdays go from one for Monday to seven for Sunday. 

Once we have all the Mondays, Fridays, or whatever days of the month, we can just index the resulting list to grab only the ones we are actually interested in. 

Workdays

In many management applications, you only have to consider workdays, and Saturdays and Sundays won't matter. You are not working during those days, so from a work point of view, they don't exist. 

So when computing days included in a given timespan for a project management or work-related application, you can ignore those days. 

How to do it... 

We want to grab the list of days between two dates as far as they are working days: EFGXPSLEBZTEFOEFYDMVEFE

EBZT<> 

XIJMFEEBUFFOEEBUF

JGEJTPXFFLEBZOPUJOFYDMVEFE

EBZTBQQFOEE

EEBUFUJNFUJNFEFMUBEBZT

SFUVSOEBZT

For example, if it's March 22nd, 2018, which is a Thursday, and I want to know the working days up to the next Monday (which is March 26th), I can easily ask for XPSLEBZT:

>>> workdays(datetime.datetime(2018, 3, 22), datetime.datetime(2018, 3, 26))

[datetime.datetime(2018, 3, 22, 0, 0), 

 datetime.datetime(2018, 3, 23, 0, 0)]

So we know that two days are left: Thursday itself and Friday. 
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In case you are in a part of the world where you work on Sunday and maybe don't on Fridays, the FYDMVEFE argument can be used to signal which days should be excluded from working days. 

How it works... 

The recipe is pretty straightforward, we just start from the provided date (E), add one day at a time and loop until we reach FOE. 

We consider the provided arguments to be datetimes, thus we loop comparing only the date, as we don't want to randomly include and exclude the last day depending on times provided in E and FOE. 

This allows EBUFUJNFEBUFUJNFVUDOPX to provide us with the first argument without having to care about when the function was called. Only the dates themselves will be compared, without their times. 

Combining dates and times

Sometimes you will have separated dates and times. This is particularly frequent when they are entered by a user. From an interaction point of view, it's usually easier to pick a date and then pick a time than to pick a date and a time together. Or you might be combining inputs from two different sources. 

In all those cases, you will end up with a date and a time that you want to combine in a single EBUFUJNFEBUFUJNF instance. 

How to do it... 

The Python standard library provides support for such operations out of the box, so having any two of those:

>>> t = datetime.time(13, 30)

>>> d = datetime.date(2018, 1, 11)

We can easily combine them into a single entity:

>>> datetime.datetime.combine(d, t)

datetime.datetime(2018, 1, 11, 13, 30)
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There's more... 

If your UJNF instance has a time zone (U[JOGP), combining the date with the time will also preserve it:

>>> t = datetime.time(13, 30, tzinfo=datetime.timezone.utc)

>>> datetime.datetime.combine(d, t)

datetime.datetime(2018, 1, 11, 13, 30, tzinfo=datetime.timezone.utc) If your time doesn't have a time zone, you can still specify one when combining the two values:

>>> t = datetime.time(13, 30)

>>> datetime.datetime.combine(d, t, tzinfo=datetime.timezone.utc) Providing a time zone when combining is only supported for Python 3.6+. If you are working with a previous Python version, you will have to set the time zone into the time value. 
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Read/Write Data

In this chapter, we will cover the following recipes: Reading and writing text databreading text encoded in any encoding from a file Reading lines of textbreading a text file divided line by line Reading and writing binary databreading binary-structured data from a file Zipping a directorybreading and writing a compressed ZIP archive Pickling and shelvingbhow to save Python objects on disk Reading configuration filesbhow to read configuration files in the JOJ format Writing XML/HTML contentbgenerating XML/HTML content Reading XML/HTML contentbparsing XML/HTML content from a file or string Reading and writing CSVbreading and writing CSV spreadsheet-like files Reading and writing to a relational databasebloading and saving data into a 42-JUF database

Introduction

The input for your software will come from various sources: command-line options, the standard input, the network, and, frequently, files. Reading from an input itself is rarely the problem when dealing with external sources of data; some input might require a bit more setup, some are more straightforward, but generally it's just a matter of opening it and then reading from it. 

The problem arises with what to do with the data that we read. There are thousands of formats out there, each with its own complexities, some are text-based and some are binaries. In this chapter, we will set recipes to deal with the most common formats that you will probably have to face during your life as a developer. 
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Reading and writing text data

When reading a text file, we already know we should open it in text mode, which is the default Python mode. In this mode, Python will try to decode the content of the file according to what MPDBMFHFUQSFGFSSFEFODPEJOH returns as being the preferred encoding for our system. 

Sadly, the fact that any type of encoding is the preferred encoding for our system has nothing to do with what encoding might have been used to save the contents of the file. As it might be a file that someone else wrote, or even if we write it ourselves, the editor might have saved it in any encoding. 

So the only solution is to specify the encoding that should be used to decode the file. 

How to do it... 

The PQFO function that Python provides accepts an FODPEJOH argument that can be used to properly encode/decode the contents of a file:

8SJUFBGJMFXJUIMBUJOFODPEJOH

XJUIPQFO UNQTPNFGJMFUYU NPEF X FODPEJOH MBUJO BTG

GXSJUF 5IJTJTTPNFMBUJOUFYUhHJfPSB 

3FBECBDLGJMFXJUIMBUJOFODPEJOH

XJUIPQFO UNQTPNFGJMFUYU FODPEJOH MBUJO BTG

UYUGSFBE

QSJOUUYU

How it works... 

Once the FODPEJOH option is passed to PQFO, the resulting object file will know that any string provided to GJMFXSJUF must be encoded to the specified encoding before storing the actual bytes into the file. This is also true for GJMFSFBE, which will fetch the bytes from the file and decode them with the specified encoding before returning them to you. 

This allows you to read/write content in files with any encoding independently from the one that your system declares as the favorite one. 
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There's more... 

If you're wondering how it might be possible to read a file for which the encoding is unknown, well, that's a far more complex problem. 

The fact is that unless the file provides some guidance in a header, or something equivalent, that can tell you the type of encoding on the content, there is no reliable way to know how a file might be encoded. 

You might try multiple different types of encoding and check which one is able to decode the content (doesn't throw 6OJDPEF%FDPEF&SSPS), but the fact that a set of bytes decodes to an encoding doesn't guarantee that it decodes to the right result. For example, the  i  character encoded to VUG decodes perfectly in MBUJO, but results in a totally different thing:

>>> 'f'.encode('utf-8').decode('latin-1')

'hi' 

If you really want to try guessing the type-encoding of the content, you might want to try a library, such as DIBSEFU, that is able to detect most common types of encoding. If the length of the data to decode is long and varied enough, it will frequently succeed in detecting the right encoding. 

Reading lines of text

When working with text files, the easiest way to process them is usually by line; each line of text is a separate entity and we can build them back by joining all lines by  =O  or  =S=O 

depending on the system, thus it would be very convenient to have all the lines of a text file available in a list. 

There is a very convenient way to grab lines out of a text file that Python makes instantly available. 

How to do it... 

As the GJMF object itself is an iterable, we can directly build a list out of it: XJUIPQFO WBSMPHJOTUBMMMPH BTG

MJOFTMJTUG
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How it works... 

PQFO acts as a context manager, returning the resulting object file. It's very convenient to rely on the context manager as, when we are done with our file, we need to close it and using PQFO as a context manager will actually do that for us as soon as we quit the body of XJUI. 

The interesting part is that GJMF is actually an iterable. When you iterate over a file, you get back the lines that are contained within it. So applying MJTU to it will build a list of all the lines and we can then navigate the resulting list as we wish. 

Reading and writing binary data

Reading text data is already pretty complex as it requires decoding the contents of a file, but reading binary data can be far more complex as it requires parsing the bytes and their contents to reconstruct the original data that was saved within the file. 

In some cases, you might even have to cope with byte-ordering because, when saving a number into a text file, the order the bytes will be written in really depends on the system that is writing that file. 

Suppose we want to read the beginning of the TCP header, the specific source and destination port, sequence number, and acknowledgment number, which is represented as follows:

0                   1                   2                   3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

|          Source Port          |       Destination Port        |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

|                        Sequence Number                        |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

|                    Acknowledgment Number                      |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

How to do it... 

The steps for this recipe are as follows:

1. Given a file that contains a dump of a TCP packet (on my computer, I saved it as UNQQBDLFUEVNQ), we can try to read it as binary data and parse its contents. 
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The Python TUSVDU module is the perfect tool for reading binary-structured data and we can use it to parse our TCP packet as we know the size of each piece:

>>> import struct

>>> with open('/tmp/packet.dump', 'rb') as f:

...     data = struct.unpack_from('>HHLL', f.read())

>>> data

(50291, 80, 2778997212, 644363807)

Being an HTTP connection, the result is what we would expect: 4PVSDF1PSU

%FTUJOBUJPO1PSU4FRVFODF/VNCFS, and

"DLOPXMFEHNFOU/VNCFS. 

2. The same can be done to write back the binary data by using TUSVDUQBDL:

>>> with open('/tmp/packet.dump', 'wb') as f:

...     data = struct.pack('>HHLL', 50291, 80, 2778997212, 644363807)

...     f.write(data)

>>> data

b'\xc4s\x00P\xa5\xa4!\xdc&h6\x1f' 

How it works... 

First of all, we opened the file in  binary mode (the SC argument). This tells Python to avoid trying to decode the contents of the file as if it was text; the content is returned as it is in a CZUFT object. 

Then the data we read with GSFBE is passed to TUSVDUVOQBDL@GSPN, which is able to decode binary data as a set of numbers, strings, and so on. In our case, we used   to specify that the data we are reading is in big-endian ordering (like all network-related data) and then ))-- to state that we want to read two unsigned 16-bit numbers and two unsigned 32-bit numbers (the ports and the sequence/acknowledgment numbers). 

As we used VOQBDL@GSPN, any other remaining data is just ignored after the four specified numbers are consumed. 

The same applies to writing binary data. We opened the file in binary mode, packaged the four numbers into a bytes object through TUSVDUQBDL, and wrote them to the file. 
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There's more... 

The TUSVDUQBDL and TUSVDUVOQBDL functions support many options and formatters to define what data should be written/read and how it should be written/read. 

The most common formatters for byte order are the following: Character Byte order



native



little-endian



big-endian

If none of those is specified, the data will be encoded in your system native byte order and will be aligned as it's naturally aligned in your system memory. It's strongly discouraged to save data this way as the only system guaranteed to be able to read it back is the one that saved it. 

For the data itself, each type of data is represented by a single character, and each character defines the kind of data (integer, float, string) and its size: Format

C type

Python type Size (bytes)

Y

pad byte

no value

D

DIBS

bytes of length 1 1

C

signed DIBS

integer

1

#

unsigned DIBS

integer

1



@#PPM

bool

1

I

TIPSU

integer

2

)

unsigned TIPSU

integer

2

J

JOU

integer

4

*

unsigned JOU

integer

4

M

MPOH

integer

4

-

unsigned MPOH

integer

4

R

MPOHMPOH

integer

8

2

unsigned MPOHMPOH integer

8

O

TTJ[F@U

integer

/

TJ[F@U

integer

F

half precision GMPBU

float

2

G

GMPBU

float

4
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Format

C type

Python type Size (bytes)

E

EPVCMF

float

8

T

DIBS<> 

bytes

Q

DIBS<> 

bytes

1

WPJE

integer

Zipping a directory

Archive files are a good way to distribute whole directories as if they were a single file and to reduce the size of the distributed files. 

Python has built-in support for creating ZIP archive files, which can be leveraged to compress a whole directory. 

How to do it... 

The steps for this recipes are as follows:

1. The [JQGJMF module allows us to create compressed ZIP archives made up of multiple files:

JNQPSU[JQGJMF

JNQPSUPT

EFG[JQEJSBSDIJWF@OBNFEJSFDUPSZ

XJUI[JQGJMF;JQ'JMF

BSDIJWF@OBNF X DPNQSFTTJPO[JQGJMF;*1@%&'-"5&%

BTBSDIJWF

GPSSPPUEJSTGJMFTJOPTXBMLEJSFDUPSZ

GPSGJMFOBNFJOGJMFT

BCTQBUIPTQBUIKPJOSPPUGJMFOBNF

SFMQBUIPTQBUISFMQBUIBCTQBUIEJSFDUPSZ

BSDIJWFXSJUFBCTQBUISFMQBUI

2. Using [JQEJS is as simple as providing a name for the [JQ file that should be created and a path for the directory that should be archived:

[JQEJS UNQUFTU[JQ  @CVJMEEPDUSFFT 
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3. In this case, I compressed the directory that contains the document trees for this book. Once the archive is ready, we can verify its content by opening it with

[JQGJMF again and listing the contained entries:

>>> with zipfile.ZipFile('/tmp/test.zip') as archive:

...     for n in archive.namelist():

...         print(n)

algorithms.doctree

concurrency.doctree

crypto.doctree

datastructures.doctree

datetimes.doctree

devtools.doctree

environment.pickle

filesdirs.doctree

gui.doctree

index.doctree

io.doctree

multimedia.doctree

How it works... 

[JQGJMF;JQ'JMF is first opened in write mode with the ;*1@%&'-"5&% compression (which means compress the data with the standard ZIP format) as a context. That allows us to perform changes to the archive and then flush them and close the archive automatically as soon as we exit the body of the context manager. 

Within the context, we rely on PTXBML to traverse the whole directory and all its subdirectories and find all the contained files. 

For each file found in each directory, we build two paths: the absolute one and the relative one. 

The absolute one is required to tell ;JQ'JMF from where to read the data that needs to be added to the archive, and the relative one is used to give a proper name to the data we are writing into the archive. This way, each file we write into the archive will be named as it was on our disk, but instead of being stored with its full path (IPNFBNPMQZTUMDPPLCPPL@CVJMEEPDUSFFTJPEPDUSFF), it will be stored with the relative path (@CVJMEEPDUSFFTJPEPDUSFF), so that in case the archive is decompressed, the file will be created relative to the directory we are decompressing into, instead of ending up with a long pointless path that resembles the one that the file had on my computer. 
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Once the path of the file and the name that should be used to store it are ready, they are provided to ;JQ'JMFXSJUF to actually write the file into the archive. 

Once all the files are written, we exit the context manager and the archive is finally flushed. 

Pickling and shelving

If there is a lot of information that your software needs or if you want to preserve history across different runs, there is little choice apart from saving it somewhere and loading it back on the next run. 

Manually saving and loading back data can be tedious and error-prone, especially if the data structures are complex. 

For this reason, Python provides a very convenient module, TIFMWF, that allows us to save and restore Python objects of any kind as far as it's possible to QJDLMF them. 

How to do it... 

Perform the following steps for this recipe:

1. TIFMG, implemented by TIFMWF, can be opened like any other file in Python. 

Once opened, it's possible to read and write keys into it like a dictionary:

>>> with shelve.open('/tmp/shelf.db') as shelf:

...   shelf['value'] = 5

... 

2. Values stored into TIFMG can be read back as a dictionary, too:

>>> with shelve.open('/tmp/shelf.db') as shelf:

...   print(shelf['value'])

... 

5

3. Complex values, or even custom classes, can be stored in TIFMWF:

>>> class MyClass(object):

...   def __init__(self, value):

...     self.value = value

... 

>>> with shelve.open('/tmp/shelf.db') as shelf:

...   shelf['value'] = MyClass(5)
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... 

>>> with shelve.open('/tmp/shelf.db') as shelf:

...   print(shelf['value'])

... 

<__main__.MyClass object at 0x101e90d30> 

>>> with shelve.open('/tmp/shelf.db') as shelf:

...   print(shelf['value'].value)

... 

5

How it works... 

The TIFMWF module is implemented as a context manager that manages a ECN database. 

When the context is entered, the database is opened, and the contained objects become accessible because TIFMG was a dictionary. 

Each object is stored into the database as a pickled object. That means that before storing it, each object is encoded with QJDLMF and results in a serialized string:

>>> import pickle

>>> pickle.dumps(MyClass(5))

b'\x80\x03c__main__\nMyClass\nq\x00)\x81q\x01}' 

b'q\x02X\x05\x00\x00\x00valueq\x03K\x05sb.' 

That allows TIFMWF to store any kind of Python object, even custom classes, as far as they are available again at the time the object is read back. 

Then, when the context is exited, all the keys of TIFMG that were changed are written back to disk by calling TIFMGTZOD when TIFMG is closed. 

There's more... 

A few things need attention when working with TIFMWF. 

First of all, TIFMWF doesn't track mutations. If you store a mutable object (such as EJDU or MJTU) in TIFMG, any change you do to it won't be saved. Only changes to the root keys of TIFMG itself are tracked:

>>> with shelve.open('/tmp/shelf.db') as shelf:

...   shelf['value'].value = 10

... 

>>> with shelve.open('/tmp/shelf.db') as shelf:
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...   print(shelf['value'].value)

... 

5

This just means that you need to reassign any value you want to mutate:

>>> with shelve.open('/tmp/shelf.db') as shelf:

...   myvalue = shelf['value']

...   myvalue.value = 10

...   shelf['value'] = myvalue

... 

>>> with shelve.open('/tmp/shelf.db') as shelf:

...   print(shelf['value'].value)

... 

10

TIFMWF doesn't allow concurrent read/writes from multiple processes or threads. You must wrap the TIFMG access with a lock (such as by using GDOUMGMPDL) if you want to access the same TIFMG from multiple processes. 

Reading configuration files

When your software has too many options to simply pass them all through the command line, or when you want to ensure that your users don't have to manually provide them every time they start the application, loading those options from a configuration file is one of the most widespread solutions. 

Configuration files should be easy to read and write for humans, as they will be working with them quite often, and one of the most common requirements is for them to allow comments, so that the user can place comments in the configuration to write down why some options were set or how some values were computed. This way, when the user comes back to the configuration file in six months, they will still know the reasons for those options. 

For these reasons, usually relying on JSON or machine-machine formats to configure options doesn't work very well, so a configuration-specific format is best. 
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One of the longest-living configuration formats is the JOJ file, which allows us to declare multiple sections with the <TFDUJPO> syntax and to set options with the OBNFWBMVF

syntax. 

A resulting configuration file will look as follows:

<NBJO> 

EFCVHUSVF

QBUIUNQ

GSFRVFODZ

Another great advantage is that we can easily read JOJ files from Python. 

How to do it... 

The steps for this recipe are:

1. Most of the work of loading and parsing JOJ can be done by the DPOGJHQBSTFS

module itself, but we are going to extend it to implement per-section default values and converters:

JNQPSUDPOGJHQBSTFS

EFGSFBE@DPOGJHDPOGJH@UFYUTDIFNB/POF

3FBEPQUJPOTGSPNAADPOGJH@UFYUAABQQMZJOHHJWFO

AATDIFNBAA

TDIFNBTDIFNBPS\^

DGHDPOGJHQBSTFS$POGJH1BSTFS

JOUFSQPMBUJPODPOGJHQBSTFS&YUFOEFE*OUFSQPMBUJPO



USZ

DGHSFBE@TUSJOHDPOGJH@UFYU

FYDFQUDPOGJHQBSTFS.JTTJOH4FDUJPO)FBEFS&SSPS

DPOGJH@UFYU <NBJO>=O DPOGJH@UFYU

DGHSFBE@TUSJOHDPOGJH@UFYU

DPOGJH\^

GPSTFDUJPOJOTDIFNB

PQUJPOTDPOGJHTFUEFGBVMUTFDUJPO\^

GPSPQUJPOPQUJPO@TDIFNBJOTDIFNB<TFDUJPO>JUFNT

PQUJPOT<PQUJPO>PQUJPO@TDIFNBHFU EFGBVMU 

GPSTFDUJPOJODGHTFDUJPOT

PQUJPOTDPOGJHTFUEFGBVMUTFDUJPO\^
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TFDUJPO@TDIFNBTDIFNBHFUTFDUJPO\^

GPSPQUJPOJODGHPQUJPOTTFDUJPO

PQUJPO@TDIFNBTFDUJPO@TDIFNBHFUPQUJPO\^

HFUUFS HFU PQUJPO@TDIFNBHFU UZQF   

PQUJPOT<PQUJPO>HFUBUUSDGHHFUUFSTFDUJPOPQUJPO

SFUVSODPOGJH

2. Using the provided function is as easy as providing a configuration and a schema that should be used to parse it:

DPOGJH@UFYU   

EFCVHUSVF

<SFHJTUSZ> 

OBNF"MFTTBOESP

TVSOBNF.PMJOB

<FYUSB> 

MJLFTTQJDZGPPE

DPVOUSZDPEF



DPOGJHSFBE@DPOGJHDPOGJH@UFYU\

NBJO \

EFCVH \ UZQF  CPPMFBO ^

^

SFHJTUSZ \

OBNF \ EFGBVMU  VOLOPXO ^

TVSOBNF \ EFGBVMU  VOLOPXO ^

NJEEMFOBNF \ EFGBVMU   ^

^

FYUSB \

DPVOUSZDPEF \ UZQF  JOU ^

BHF \ UZQF  JOU  EFGBVMU ^

^

NPSF \

WFSCPTF \ UZQF  JOU  EFGBVMU ^

^

^

The resulting configuration dictionary, DPOGJH, will contain all the options provided in the configuration or declared in the schema, converted to the type specified in the schema:

>>> import pprint

>>> pprint.pprint(config)

{'extra': {'age': 0, 'countrycode': 39, 'likes': 'spicy food'}, 

 'main': {'debug': True}, 

 'more': {'verbose': 0}, 
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 'registry': {'middlename': 'unknown', 

              'name': 'Alessandro', 

              'surname': 'Molina'}}

How it works... 

The SFBE@DPOGJH function does three major things:

Allows us to parse plain lists of options without sections. This allows us to parse simple DPOGJH files:

PQUJPOWBMVF

PQUJPOWBMVF

Applies default values for all options declared in the configuration's EFGBVMU schema. 

Converts all values to the UZQF provided in the schema. 

The first feature is provided by trapping any .JTTJOH4FDUJPO)FBEFS&SSPS exception raised during parsing and automatically adding a <NBJO> section if it's missing. All the options provided without any section will be recorded under the NBJO section. 

Providing default values is instead done by doing a first pass through all the sections and options declared in the schema and setting them to the value provided in their EFGBVMU or to /POF if no default value is provided. 

In a second pass, all the default values are then overridden with the actual values stored in the configuration when those exist. 

During this second pass, for each value being set, the UZQF for that option is looked up in the schema. A string such as HFUCPPMFBO or HFUJOU is built by prefixing the type with the HFU word. This results in being the name of the DPOGJHQBSTFS method that needs to be used to parse the configuration option into the requested type. 

If no UZQF was provided, an empty string is used. That results in the plain HFU method being used, which reads the values as text. So not providing a UZQF means treating the option as a normal string. 

All the fetched and converted options are then stored in a dictionary, which makes it easier to access the converted values through the DPOGJH<TFDUJPO><OBNF> notation without needing to always call an accessor, such as HFUCPPMFBO. 

[ 129 ]

 Read/Write Data

 Chapter 6

There's more... 

The JOUFSQPMBUJPODPOGJHQBSTFS&YUFOEFE*OUFSQPMBUJPO argument provided to the $POGJH1BSTFS object also enables an interpolation mode that allows us to refer to values from other sections into the configuration file. 

This is convenient to avoid having to repeat the same values over and over, for example, when providing multiple paths that should all start from the same root:

<QBUIT> 

SPPUUNQUFTU

JNBHFT\SPPU^JNBHFT

TPVOET\SPPU^TPVOET

Also, the syntax allows us to refer to options in other sections:

<NBJO> 

SPPUUNQUFTU

<QBUIT> 

JNBHFT\NBJOSPPU^JNBHFT

TPVOET\NBJOSPPU^TPVOET

Another convenient feature of $POGJH1BSTFS is that if you want to make an option available in all sections, you can just specify it in the special <%&'"6-5> section. 

That will make the option available in all other sections unless it's explicitly overwritten in the section itself:

>>> config = read_config(''' 

... [DEFAULT]

... option = 1

... 

... [section1]

... 

... [section2]

... option = 5

... ''')

>>> config

{'section1': {'option': '1'}, 

 'section2': {'option': '5'}}
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Writing XML/HTML content

Writing SGML-based languages is generally not very hard, most languages provide utilities to work with them, but if the document gets too big, it's easy to get lost when trying to build the tree of elements programmatically. 

Ending up with hundreds of BEE$IJME or similar calls all after each other makes it really hard to understand where we were in the document and what part of it we are currently editing. 

Thankfully, by joining the Python &MFNFOU5SFF module with context managers, we can have a solution that allows our code structure to match the structure of the XML/HTML we are trying to generate. 

How to do it... 

For this recipe, perform the following steps:

1. We can create an 9.-%PDVNFOU class that represents the tree of an XML/HTML

document and have 9.-%PDVNFOU#VJMEFS assist in actually building the document by allowing us to insert tags and text:

JNQPSUYNMFUSFF&MFNFOU5SFFBT&5

GSPNDPOUFYUMJCJNQPSUDPOUFYUNBOBHFS

DMBTT9.-%PDVNFOU

EFG@@JOJU@@TFMGSPPU EPDVNFOU NPEF YNM 

TFMG@SPPU&5&MFNFOUSPPU

TFMG@NPEFNPEF

EFG@@TUS@@TFMG

SFUVSO&5UPTUSJOHTFMG@SPPUFODPEJOH VOJDPEF 

NFUIPETFMG@NPEF

EFGXSJUFTFMGGPCK

&5&MFNFOU5SFFTFMG@SPPUXSJUFGPCK

EFG@@FOUFS@@TFMG

SFUVSO9.-%PDVNFOU#VJMEFSTFMG@SPPU

EFG@@FYJU@@TFMGFYD@UZQFWBMVFUSBDFCBDL

SFUVSO
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DMBTT9.-%PDVNFOU#VJMEFS

EFG@@JOJU@@TFMGSPPU

TFMG@DVSSFOU<SPPU> 

EFGUBHTFMGBSHTLXBSHT

FM&5&MFNFOUBSHTLXBSHT

TFMG@DVSSFOU<>BQQFOEFM

!DPOUFYUNBOBHFS

EFG@DPOUFYU

TFMG@DVSSFOUBQQFOEFM

USZ

ZJFMEFM

GJOBMMZ

TFMG@DVSSFOUQPQ

SFUVSO@DPOUFYU

EFGUFYUTFMGUFYU

JGTFMG@DVSSFOU<>UFYUJT/POF

TFMG@DVSSFOU<>UFYU  

TFMG@DVSSFOU<>UFYUUFYU

2. We can then use our 9.-%PDVNFOU to build the document we want. For example, we can build web pages in HTML mode:

EPD9.-%PDVNFOU IUNM NPEF IUNM 

XJUIEPDBT@

XJUI@UBH IFBE 

XJUI@UBH UJUMF @UFYU 5IJTJTUIFUJUMF 

XJUI@UBH CPEZ 

XJUI@UBH EJW JE NBJOEJW 

XJUI@UBH I @UFYU .Z%PDVNFOU 

XJUI@UBH TUSPOH @UFYU )FMMP8PSME 

@UBH JNH TSD IUUQWJBQMBDFIPMEFSDPNY 

3. 9.-%PDVNFOU supports casting to string, so to see the resulting XML, we can just print it:

>>> print(doc)

<html> 

    <head> 

        <title>This is the title</title> 

    </head> 

    <body> 

        <div id="main-div"> 

            <h1>My Document</h1> 

            <strong>Hello World</strong> 

            <img src="http://via.placeholder.com/150x150"> 
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        </div> 

    </body> 

</html> 

As you can see, the structure of our code matches the nesting of the actual XML document, so it's easy to see that anything within @UBH CPEZ  is the content of our body tag. 

Writing the resulting document to an actual file can be done by relying on the 9.-%PDVNFOUXSJUF method:

EPDXSJUF UNQUFTUIUNM 

How it works... 

The actual document generation is performed by YNMFUSFF&MFNFOU5SFF, but if we had to generate the same document with plain YNMFUSFF&MFNFOU5SFF, it would have resulted in a bunch of FMBQQFOE calls:

SPPU&5&MFNFOU IUNM 

IFBE&5&MFNFOU IFBE 

SPPUBQQFOEIFBE

UJUMF&5&MFNFOU UJUMF 

UJUMFUFYU 5IJTJTUIFUJUMF 

IFBEBQQFOEUJUMF

This makes it really hard to have any understanding of where we are. In this example, we were just building a structure, IUNM IFBE UJUMF 5IJTJTUIF

UJUMFUJUMF IFBE IUNM , but it was already pretty hard to follow that UJUMF was inside head and so on. For a more complex document, it would become impossible. 

So while our 9.-%PDVNFOU preserves the SPPU of the document tree and provides support for casting it to string and writing it to a file, the actual work is done by 9.-%PDVNFOU#VJMEFS. 

9.-%PDVNFOU#VJMEFS keeps a stack of nodes to track where we are in the tree (9.-%PDVNFOU#VJMEFS@DVSSFOU). The tail of that list will always tell us which tag we're currently inside. 

Calling 9.-%PDVNFOU#VJMEFSUFYU will add text to the currently active tag: EPD9.-%PDVNFOU IUNM NPEF IUNM 

XJUIEPDBT@

@UFYU 4PNFUFYU 

@UFYU BOEFWFONPSF 
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The preceding code will result in IUNM 4PNFUFYUBOEFWFONPSFIUNM  being generated. 

The 9.-%PDVNFOU#VJMEFSUBH method will add a new tag within the currently active tag: EPD9.-%PDVNFOU IUNM NPEF IUNM 

XJUIEPDBT@

@UBH JOQVU UZQF UFYU QMBDFIPMEFS /BNF 

@UBH JOQVU UZQF UFYU QMBDFIPMEFS 4VSOBNF 

This leads to the following:

<html> 

    <input placeholder="Name?" type="text"> 

    <input placeholder="Surname?" type="text"> 

</html> 

The interesting part is that the 9.-%PDVNFOU#VJMEFSUBH method also returns a context manager. On entry, it will set the entered tag as the currently active one and on exit, it will recover the previously active node. 

That allows us to nest 9.-%PDVNFOU#VJMEFSUBH calls and generate a tree of tags: EPD9.-%PDVNFOU IUNM NPEF IUNM 

XJUIEPDBT@

XJUI@UBH IFBE 

XJUI@UBH UJUMF BTUJUMFUJUMFUFYU 5IJTJTBUJUMF 

This leads to the following:

<html> 

    <head> 

        <title>This is a title</title> 

    </head> 

</html> 

The actual document node can be grabbed through BT, so in previous examples we were able to grab the UJUMF node that was just created and set a text for it, but 9.-%PDVNFOU#VJMEFSUFYU would have worked too because the UJUMF node was now the active element once we entered its context. 
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There's more... 

There is one trick that I frequently apply when using this recipe. It makes it a bit harder to understand what's going on, on the Python side, and that's the reason why I avoided doing it while explaining the recipe itself, but it makes the HTML/XML structure even more readable by getting rid of most Python  noise. 

If you assign the 9.-%PDVNFOU#VJMEFSUBH and 9.-%PDVNFOU#VJMEFSUFYU methods to some short names, you can nearly disappear the fact that you are calling Python functions and make the XML structure more relevant: EPD9.-%PDVNFOU IUNM NPEF IUNM 

XJUIEPDBTCVJMEFS

@CVJMEFSUBH

@UCVJMEFSUFYU

XJUI@ IFBE 

XJUI@ UJUMF @U 5IJTJTUIFUJUMF 

XJUI@ CPEZ 

XJUI@ EJW JE NBJOEJW 

XJUI@ I @U .Z%PDVNFOU 

XJUI@ TUSPOH @U )FMMP8PSME 

@ JNH TSD IUUQWJBQMBDFIPMEFSDPNY 

Written this way, the only things you actually see are the HTML tags and their content, which makes the document structure more obvious. 

Reading XML/HTML content

Reading HTML or XML files allows us to parse web pages' content and to read documents or configurations described in XML. 

Python has a built-in XML parser, the &MFNFOU5SFF module which is perfect for parsing XML files, but when HTML is involved, it chokes quickly due to the various quirks of HTML. 
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Consider trying to parse the following HTML:

IUNM 

CPEZDMBTTNBJOCPEZ 

Q IJQ 

JNH CS 

JOQVUUZQFUFYU 

CPEZ 

IUNM 

You will quickly face errors:

xml.etree.ElementTree.ParseError: mismatched tag: line 7, column 6

Luckily, it's not too hard to adapt the parser to handle at least the most common HTML

files, such as self-closing/void tags. 

How to do it... 

You need to perform the following steps for this recipe: 1. &MFNFOU5SFF by default uses FYQBU to parse documents, and then relies on YNMFUSFF&MFNFOU5SFF5SFF#VJMEFS to build the DOM of the document. 

We can replace 9.-1BSTFS based on FYQBU with our own parser based on

)5.-1BSTFS and have 5SFF#VJMEFS rely on it:

JNQPSUYNMFUSFF&MFNFOU5SFFBT&5

GSPNIUNMQBSTFSJNQPSU)5.-1BSTFS

DMBTT&5)5.-1BSTFS)5.-1BSTFS

4&-'@$-04*/(\ CS  JNH  BSFB  CBTF  DPM  DPNNBOE 

FNCFE  IS  JOQVU  LFZHFO  MJOL 

NFOVJUFN  NFUB  QBSBN 

TPVSDF  USBDL  XCS ^

EFG@@JOJU@@TFMGBSHTLXBSHT

TVQFS&5)5.-1BSTFSTFMG@@JOJU@@BSHTLXBSHT

TFMG@CVJMEFS&55SFF#VJMEFS

TFMG@TUBDL<> 

!QSPQFSUZ

EFG@MBTU@UBHTFMG

SFUVSOTFMG@TUBDL<>JGTFMG@TUBDLFMTF/POF
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EFG@IBOEMF@TFMGDMPTJOHTFMG

MBTU@UBHTFMG@MBTU@UBH

JGMBTU@UBHJOTFMG4&-'@$-04*/(

TFMGIBOEMF@FOEUBHMBTU@UBH

EFGIBOEMF@TUBSUUBHTFMGUBHBUUST

TFMG@IBOEMF@TFMGDMPTJOH

TFMG@TUBDLBQQFOEUBH

TFMG@CVJMEFSTUBSUUBHEJDUBUUST

EFGIBOEMF@FOEUBHTFMGUBH

JGUBHTFMG@MBTU@UBH

TFMG@IBOEMF@TFMGDMPTJOH

TFMG@TUBDLQPQ

TFMG@CVJMEFSFOEUBH

EFGIBOEMF@EBUBTFMGEBUB

TFMG@IBOEMF@TFMGDMPTJOH

TFMG@CVJMEFSEBUBEBUB

EFGDMPTFTFMG

SFUVSOTFMG@CVJMEFSDMPTF

2. Using this parser, we can finally handle our HTML document with success: UFYU   

IUNM 

CPEZDMBTTNBJOCPEZ 

Q IJQ 

JNH CS 

JOQVUUZQFUFYU 

CPEZ 

IUNM 



QBSTFS&5)5.-1BSTFS

QBSTFSGFFEUFYU

SPPUQBSTFSDMPTF

3. We can verify that our SPPU node actually contains our original HTML

document by printing it back:

>>> print(ET.tostring(root, encoding='unicode'))

<html> 

    <body class="main-body"> 

        <p>hi</p> 

        <img /><br /> 

        <input type="text" /> 
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    </body> 

</html> 

4. The resulting SPPU document can then be navigated like any other tree of

&MFNFOU5SFF&MFNFOU:

EFGQSJOU@OPEFFMEFQUI

QSJOU  EFQUIFM

GPSDIJMEJOFM

QSJOU@OPEFDIJMEEFQUI

>>> print_node(root)

 <Element 'html' at 0x102799a48> 

  <Element 'body' at 0x102799ae8> 

   <Element 'p' at 0x102799a98> 

   <Element 'img' at 0x102799b38> 

   <Element 'br' at 0x102799b88> 

   <Element 'input' at 0x102799bd8> 

How it works... 

To build the tree of &MFNFOU5SFF&MFNFOU objects representing the HTML document, we used two classes together: )5.-1BSTFS to read the HTML text, and 5SFF#VJMEFS to build the tree of &MFNFOU5SFF&MFNFOU objects. 

Every time )5.-1BSTFS faces an open or closed tag, it will call IBOEMF@TUBSUUBH and IBOEMF@FOEUBH. When we face those, we notify 5SFF#VJMEFS that a new element must be started and then that the element must be closed. 

Concurrently, we keep track of the last tag that was started (so the tag we're currently in) in TFMG@TUBDL. This way, we can know the currently opened tag that hasn't yet been closed. 

Every time we face a new open tag or a closed tag, we check whether the last open tag was a self-closing tag; if it was, we close it before opening or closing the new tag. 

This automatically converts code. Consider the following: CS Q Q 

It will be converted to the following:

*O

CS CS Q Q 

As a new open tag was found, after facing a self-closing tag (CS ), the CS  tag is automatically closed. 

[ 138 ]

 Read/Write Data

 Chapter 6

It also handles code such as the following:

CPEZ CS CPEZ 

The preceding code is converted into the following: CPEZ CS CS CPEZ 

As a different closing tag (CPEZ ) is faced right after the CS  self-closing tag, CS  is automatically closed. 

Even when IBOEMF@EBUB is called, while processing text inside a tag, if the last open tag was a self-closing one, the self-closing tag is automatically closed: Q CS )FMMP8PSMEQ 

The )FMMP8PSME text is considered as being the content of Q  instead of being the content of CS  because the code was converted to the following: Q CS CS )FMMP8PSMEQ 

Finally, once the full document is parsed, calling &5)5.-1BSTFSDMPTF will terminate the tree built by 5SFF#VJMEFS and will return the resulting root &MFNFOU. 

There's more... 

The proposed recipe shows how to use )5.-1BSTFS to adapt the XML parsing utilities to cope with HTML, which is more flexible in rules when compared with XML. 

While this solution handles mostly commonly written HTML, it won't cover all possible cases. HTML supports some oddities that are sometimes used, such as attributes without any value:

JOQVUEJTBCMFE 

Or attributes without quotes:

JOQVUUZQFUFYU 

And even some attributes with content but without any closing tag: MJ *UFN

MJ *UFN
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Even though most of these formats are supported, they are rarely used (with maybe the exception of attributes without any value, which our parser will just report as having a value of /POF), so in most cases, they won't cause trouble. But if you really need to parse HTML supporting all the possible oddities, it's surely easier to use an external library, such as MYNM or IUNMMJC, that tries to behave as much like a browser as possible when facing oddities. 

Reading and writing CSV

CSV is considered one of the best exchange formats for tabular data; nearly all spreadsheet tools support reading and writing CSV, and it's easy to edit it with any plain text editor as it's easy for humans to understand. 

Just split and set the values with a comma and you have practically written a CSV

document. 

Python has very good built-in support for reading CSV files, and we can easily write or read CSV data through the DTW module. 

We will see how it's possible to read and write a table:

*%/BNF4VSOBNF-BOHVBHF

"MFTTBOESP.PMJOB*UBMJBO

.JLB)jLLJOFO4VPNJ

4FCBTUJBO7FUUFM%FVUTDI

How to do it... 

Let's see the steps for this recipe:

1. First of all, we will see how to write the specified table: JNQPSUDTW

XJUIPQFO UNQUBCMFDTW  X FODPEJOH VUG BTG

XSJUFSDTWXSJUFSGRVPUJOHDTW2605&@/0//6.&3*$

XSJUFSXSJUFSPX*%/BNF4VSOBNF-BOHVBHF

XSJUFSXSJUFSPX"MFTTBOESP.PMJOB*UBMJBO

XSJUFSXSJUFSPX.JLB)jLLJOFO4VPNJ

XSJUFSXSJUFSPX4FCBTUJBO7FUUFM%FVUTDI
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2. The UBCMFDTW file will contain the same table that we saw previously, and we can read it back using any of the DTW readers. The most convenient one, when your CSV file has headers, is %JDU3FBEFS, which will read each row in a dictionary with the headers as the keys:

XJUIPQFO UNQUBCMFDTW  S FODPEJOH VUG OFXMJOF  BT

G

SFBEFSDTW%JDU3FBEFSG

GPSSPXJOSFBEFS

QSJOUSPX

3. Iterating over %JDU3FBEFS will consume the rows, which should print the same data we wrote:

\ 4VSOBNF  .PMJOB  -BOHVBHF  *UBMJBO  *%    /BNF 

"MFTTBOESP ^

\ 4VSOBNF  )jLLJOFO  -BOHVBHF  4VPNJ  *%    /BNF 

.JLB ^

\ 4VSOBNF  7FUUFM  -BOHVBHF  %FVUTDI  *%    /BNF 

4FCBTUJBO ^

There's more... 

CSV files are plain text files, with a few limitations. For example, nothing tells us how a newline should be encoded (=S=O or =O) and nothing tells us which encoding should be used, VUG or VDT. In theory, CSV doesn't even state that it must be comma-separated; a lot of software will write it separated by  or . 

That's why you should pay attention to the FODPEJOH provided to the PQFO function when reading CSV files. In our example, we knew for sure that VUG was used, because we wrote the file ourselves, but in other cases, there would be no guarantee that any specific encoding was used. 

In case you are not sure how the CSV file is formatted, you can try to use the DTW4OJGGFS

object, which, when applied to the text contained in the CSV file, will try to detect the dialect that was used. 

Once the dialect is known, you can pass it to DTWSFBEFS to tell the reader to parse the file using that dialect. 
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Reading/writing a database

Python is often referred to as a language that has  batteries included, thanks to its very complete standard library, and one of the best features it provides is reading and writing from a full-featured relational database. 

Python ships with the 42-JUF library built in, meaning that we can save and read database files stored by 42-JUF. 

The usage is pretty straightforward and most of it actually just involves sending SQL for execution. 

How to do it... 

For this recipes, the steps are as follows:

1. Using the TRMJUF module, it's possible to create a new database file, create a table, and insert entries into it:

JNQPSUTRMJUF

XJUITRMJUFDPOOFDU UNQUFTUEC BTEC

USZ

ECFYFDVUF   $3&"5&5"#-&QFPQMF

JE*/5&(&313*."3:,&:"650*/$3&.&/5/05/6--

OBNF5&95

TVSOBNF5&95

MBOHVBHF5&95



FYDFQUTRMJUF0QFSBUJPOBM&SSPS

5BCMFBMSFBEZFYJTUT

QBTT

TRM */4&35*/50QFPQMFOBNFTVSOBNFMBOHVBHF7"-6&4



ECFYFDVUFTRM"MFTTBOESP.PMJOB*UBMJBO

ECFYFDVUFTRM.JLB)jLLJOFO4VPNJ

ECFYFDVUFTRM4FCBTUJBO7FUUFM%FVUTDI
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2. The TRMJUF module also provides support for DVSTPST, which allow us to stream the results of a query from the database to your own code: XJUITRMJUFDPOOFDU UNQUFTUEC BTEC

ECSPX@GBDUPSZTRMJUF3PX

DVSTPSECDVSTPS

GPSSPXJODVSTPSFYFDVUF 4&-&$5'30.QFPQMF8)&3&MBOHVBHF

MBOHVBHF 

\ MBOHVBHF  *UBMJBO ^

QSJOUEJDUSPX

3. The previous snippet will print all rows stored in our database as EJDU, with the keys matching column names, and the values matching the value of each column in the row:

{'name': 'Mika', 'language': 'Suomi', 'surname': 'Hgkkinen', 'id': 2}

{'name': 'Sebastian', 'language': 'Deutsch', 'surname': 'Vettel', 

'id': 3}

How it works... 

TRMJUFDPOOFDU is used to open a database file; the returned object can then be used to perform any query against it, being an insertion or a selection. 

The FYFDVUF method is then used to run any SQL against the opened database. The SQL

to run is provided as a plain string. 

When performing queries, it's usually a bad idea to provide values directly in SQL, especially if those values were provided by the user. 

Imagine we write the following:

DVSTPSFYFDVUF 4&-&$5'30.QFPQMF8)&3&MBOHVBHFT  *UBMJBO 

What would have happened if instead of *UBMJBO, the user provided the string  *UBMJBO

0303 ? Instead of filtering the results, the user would have got access to the full content of the table. It's easy to see how this can become a security issue if the query is filtered by user ID and the table contains data from multiple users. 

Also in case of FYFDVUFTDSJQU commands, the user would be able to rely on the same behavior to actually execute any SQL code, thereby injecting code into our own application. 
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For this reason, TRMJUF provides a way to pass arguments to the SQL queries and escape their content, so that even if the user provided malicious input, nothing bad would happen. 

The  placeholders in our */4&35 statements and the MBOHVBHF placeholder in our 4&-&$5 statement exist exactly for this purpose: to rely on TRMJUF escaping behavior. 

The two are equivalent and it's your choice which one you use. One works with tuples while the other works with dictionaries. 

When consuming results from the database, they are then provided through $VSTPS. You can think of a cursor as something streaming data from the database. Each row is read only when you need to access it, thereby avoiding the need to load all rows in memory and transfer them all in a single shot. 

While this is not a major problem for common cases, it can cause issues when a lot of data is read, up to the point where the system might kill your Python script because it's consuming too much memory. 

By default, reading rows from a cursor returns tuples, with values in the same order the columns were declared. By using ECSPX@GBDUPSZTRMJUF3PX, we ensure that the cursor returns rows as TRMJUF3PX objects. 

They are far more convenient than tuples, because while they can be indexed like tuples (you can still write SPX<>), they also support accessing through column names (SPX< OBNF >). Our snippet relies on the fact that TRMJUF3PX objects can be converted to dictionaries to print all the row values with their column names. 

There's more... 

The TRMJUF module supports many additional features, such as transactions, custom types, and in-memory databases. 

Custom types allow us to read structured data as Python objects, but my favorite feature is support for in-memory databases. 

Using an in-memory database is very convenient when writing test suites for your software. If you write software that relies on the TRMJUF module, make sure you write tests connecting to a NFNPSZ database. That will make your tests faster and will avoid piling up test database files on your disk every time you run tests. 
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Algorithms

In this chapter, we will cover the following recipes: Searching, sorting, filteringbhigh-performance searching in sorted containers Getting the nth element of any iterablebgrabbing the  nth element of any iterable, generators too

Grouping similar itemsbsplitting an iterable into groups of similar items Zippingbmerging together data from multiple iterables into a single iterable Flattening a list of listsbconverting a list of lists into a flat list Producing permutations andbcomputing all possible permutations of a set of elements

Accumulating and reducingbapplying binary functions to iterables Memoizingbspeeding up computation by caching functions Operators to functionsbhow to keep references to callables for a Python operator Partialsbreducing the number of arguments of a function by preapplying some Generic functionsbfunctions that are able to change behavior according to the provided argument type

Proper decorationbproperly decorating a function to avoid missing its signature and docstring

Context managersbautomatically running code whenever you enter and exit a block of code

Applying variable context managersbhow a variable number of context managers can be applied
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Introduction

When writing software, there are a whole bunch of things that you will find yourself doing over and over independently from the type of application you are writing. 

Apart from whole features that you might have to reuse across different applications (such as login, logging, and authorization), there are a bunch of little building blocks that you can reuse across any kind of software. 

This chapter will try to gather a bunch of recipes that can be used as reusable snippets to achieve very common operations that you might have to perform independently from your software's purpose. 

Searching, sorting, filtering

Searching for an element is a very common need in programming. Looking up an item in a container is basically the most frequent operation that your code will probably do, so it's very important that it's quick and reliable. 

Sorting is frequently connected to searching, as it's often possible to involve smarter lookup solutions when you know your set is sorted, and sorting means continuously searching and moving items until they are in sorted order. So they frequently go together. 

Python has built-in functions to sort containers of any type and look up items in them, even with functions that are able to leverage the sorted sequence. 

How to do it... 

For this recipe, the following steps are to be performed: 1. Take the following set of elements:

>>> values = [ 5, 3, 1, 7 ]

2. Looking up an element in the sequence can be done through the JO operator:

>>> 5 in values

True
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3. Sorting can be done through the TPSUFE function:

>>> sorted_value = sorted(values)

>>> sorted_values

[ 1, 3, 5, 7 ]

4. Once we have a sorted container, we can actually use the CJTFDU module to find contained entries faster:

EFGCJTFDU@TFBSDIDPOUBJOFSWBMVF

JOEFYCJTFDUCJTFDU@MFGUDPOUBJOFSWBMVF

SFUVSOJOEFYMFODPOUBJOFSBOEDPOUBJOFS<JOEFY>WBMVF

5. CJTFDU@TFBSDI can be used to know whether an entry is in the list, much like the JO operator did:

>>> bisect_search(sorted_values, 5)

True

6. But, the advantage is that it can be a lot faster for many sorted entries:

>>> import timeit

>>> values = list(range(1000))

>>> 900 in values

True

>>> bisect_search(values, 900)

True

>>> timeit.timeit(lambda: 900 in values) timeit.timeit(lambda: bisect_search(values, 900)) 13.61617108999053

>>> timeit.timeit(lambda: bisect_search(values, 900)) 0.872136551013682

So, the CJTFDU@TFBSDI function is 17 times faster than a plain lookup in our example. 

How it works... 

The CJTFDU module uses dichotomic searching to look for the point of insertion of an element in a sorted container. 
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If an element exists in the array, its insertion position is exactly where the element is (as it should go exactly where it is):

>>> values = [ 1, 3, 5, 7 ]

>>> bisect.bisect_left(values, 5)

2

If the element is missing, it will return the position of the next, immediately bigger element:

>>> bisect.bisect_left(values, 4)

2

This means we will get a position even for elements that do not exist in our container. 

That's why we compare the element at the returned position with the element that we were looking for. If the two are different, it means that the nearest element was returned and so the element itself was not found. 

For the same reason, if the element is not found and it's bigger than the biggest value contained in the container, the length of the container itself is returned (as the element should go at the end), so we need to also ensure that we JOEFYMFODPOUBJOFS to check for elements that were not in the container. 

There's more... 

So far, we've only sorted and looked up the entries themselves, but in many cases you will have complex objects where you are interested in sorting and searching for a specific property of an object. 

For example, you might have a list of people and you want to sort by their names: DMBTT1FSTPO

EFG@@JOJU@@TFMGOBNFTVSOBNF

TFMGOBNFOBNF

TFMGTVSOBNFTVSOBNF

EFG@@SFQS@@TFMG

SFUVSO 1FSTPOTT  TFMGOBNFTFMGTVSOBNF

QFPQMF<1FSTPO %FSFL  ;PPMBOEFS 

1FSTPO "MFY  ;BOBSEJ 

1FSTPO 7JUP  $PSMFPOF 

1FSTPO .BSJP  3PTTJ > 
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Sorting those people by name can be done by relying on the LFZ argument of the TPSUFE

function, which specifies a callable that should return the value for which the entry should be sorted:

>>> sorted_people = sorted(people, key=lambda v: v.name)

[<Person: Alex Zanardi>, <Person: Derek Zoolander>, 

 <Person: Mario Rossi>, <Person: Vito Corleone>]

Sorting through a LFZ function is much faster than sorting through a comparison function. 

Because the LFZ function only needs to be called once per item (then the result is preserved), while the DPNQBSJTPO function needs to be called over and over every time that there are two items that need to be compared. So, if computing the value for which we should sort is expensive, the LFZ function approach can achieve significant performance improvements. 

Now the problem is that CJTFDU doesn't allow us to provide a key, so to be able to use CJTFDU on the people list, we would have to first build a LFZT list where we can apply the CJTFDU:

>>> keys = [p.name for p in people]

>>> bisect_search(keys, 'Alex')

True

This requires one more pass through the list to build the LFZT list, so it's only convenient if you have to look up multiple entries (or the same entry multiple times), otherwise a linear search across the list will be faster. 

Note that you would have to build the LFZT list even to be able to use the JO operator. So, if you want to search for a property without building an ad hoc list, you will have to rely on filtering as GJMUFS or list comprehensions. 

Getting the nth element of any iterable

Randomly accessing to containers is something we are used to doing frequently and without too many issues. For most container types, it's even a very cheap operation. When working with generic iterables and generators on the other side, it's not as easy as we would expect and it often ends up with us converting them to lists or ugly GPS loops. 

The Python standard library actually has ways to make this very straightforward. 
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How to do it... 

The JUFSUPPMT module is a treasure of valuable functions when working with iterables, and with minor effort it's possible to get the  nth item of any iterable: JNQPSUJUFSUPPMT

EFGJUFS@OUIJUFSBCMFOUI

SFUVSOOFYUJUFSUPPMTJTMJDFJUFSBCMFOUIOUI

Given a random iterable, we can use it to grab the element we want:

>>> values = (x for x in range(10))

>>> iter_nth(values, 4)

4

How it works... 

The JUFSUPPMTJTMJDF function is able to take a slice of any iterable. In our specific case, we want the slice that goes from the element we are looking for to the next one. 

Once we have the slice containing the element we were looking for, we need to extract that item from the slice itself. 

As JTMJDF acts on iterables, it returns an iterable itself. This means we can use OFYU to consume it, and as the item we were looking for is actually the first of the slice, using OFYU

will properly return the item we were looking for. 

In case the item is out of bounds (for example, we look for the fourth item out of just three), a 4UPQ*UFSBUJPO error is raised and we can trap it like we would for *OEFY&SSPS in normal lists. 

Grouping similar items

Sometimes you might face a list of entries that has multiple, repeated entries and you might want to group the similar ones based on some kind of property. 

For example, here is a list of names:

OBNFT< "MFY  ;BOBSEJ 

+VMJVT  $BFTBS 

"OBLJO  4LZXBMLFS 

+PTFQI  +PFTUBS > 
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We might want to build a group of all people whose names start with the same character, so we can keep our phone book in alphabetical order instead of having names randomly scattered here and there. 

How to do it... 

The JUFSUPPMT module is again a very powerful tool that provides us with the foundations we need to handle iterables:

JNQPSUJUFSUPPMT

EFGHSPVQ@CZ@LFZJUFSBCMFLFZ

JUFSBCMFTPSUFEJUFSBCMFLFZLFZ

SFUVSO\LMJTUHGPSLHJOJUFSUPPMTHSPVQCZJUFSBCMFLFZ^

Given our list of names, we can apply a key function that grabs the first character of the name so that all entries will be grouped by it:

>>> group_by_key(names, lambda v: v[0][0])

{'A': [('Alex', 'Zanardi'), ('Anakin', 'Skywalker')], 

 'J': [('Julius', 'Caesar'), ('Joseph', 'Joestar')]}

How it works... 

The core of the function here is provided by JUFSUPPMTHSPVQCZ. 

This function moves the iterator forward, grabs the item, and adds it to the current group. 

When an item with a different key is faced, a new group is created. 

So, in fact, it will only group nearby entries that share the same key:

>>> sample = [1, 2, 1, 1]

>>> [(k, list(g)) for k,g in itertools.groupby(sample)]

[(1, [1]), (2, [2]), (1, [1, 1])]

As you can see, there are three groups instead of the expected two, because the first group of  is immediately interrupted by number , and so we end up with two different groups of . 
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We sort the elements before grouping them, the reason being that sorting ensures that equal elements are all near to one another:

>>> sorted(sample)

[1, 1, 1, 2]

At that point, the grouping function will create the correct amount of groups because there is a single chunk for each equivalent element:

>>> sorted_sample = sorted(sample)

>>> [(k, list(g)) for k,g in itertools.groupby(sorted_sample)]

[(1, [1, 1, 1]), (2, [2])]

We frequently work with complex objects in real life, so the HSPVQ@CZ@LFZ function also accepts a LFZ function. That will state for which key the elements should be grouped. 

As sorted accepts a key function when sorting, we know that all our elements will be sorted for that key before grouping and so we will return the right number of groups. 

Finally, as HSPVQCZ returns an iterator or iterators (each group within the top iterable is an iterator too), we cast each group to a list and build a dictionary out of the groups so that they can be easily accessed by LFZ. 

Zipping

Zipping means attaching two different iterables to create a new one that contains values from both. 

This is very convenient when you have multiple tracks of values that should proceed concurrently. Imagine you had names and surnames and you want to just get a list of people:

OBNFT< 4BN  "YFM  "FSJUI > 

TVSOBNFT< 'JTIFS  'PMFZ  (BJOTCPSPVHI > 

How to do it... 

We want to zip together names and surnames:

>>> people = zip(names, surnames)

>>> list(people)

[('Sam', 'Fisher'), ('Axel', 'Foley'), ('Aerith', 'Gainsborough')]
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How it works... 

Zip will make a new iterable where each item in the newly-created iterable is a collection that is made by picking one item for each one of the provided iterables. 

So, SFTVMU<>J<>K<>, and SFTVMU<>J<>K<>, and so on. If J and K have different lengths, it will stop as soon as one of the two is exhausted. 

If you want to proceed until you exhaust the longest one of the provided iterables instead of stopping on the shortest one, you can rely on JUFSUPPMT[JQ@MPOHFTU. Values from the iterables that were already exhausted will be filled with a default value. 

Flattening a list of lists

When you have multiple nested lists, you often need to just iterate over all the items contained in the lists without much interest in the depth at which they are actually stored. 

Say you have this list:

WBMVFT<< B  C  D > 

<> 

< 9  :  ; >> 

If you just want to grab all the items within it, you really don't want to iterate over the lists within the list and then on the items of each one of them. We just want the leaf items and we don't care at all that they are in a list within a list. 

How to do it... 

What we want to do is just join all the lists into a single iterable that will yield the items themselves, as we are talking about iterators, the JUFSUPPMT module has the right function that will allow us to chain all the lists as if they were a single one:

>>> import itertools

>>> chained = itertools.chain.from_iterable(values) The resulting DIBJOFE iterator will yield the underlying items, one by one, when consumed:

>>> list(chained)

['a', 'b', 'c', 1, 2, 3, 'X', 'Y', 'Z']
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How it works... 

The JUFSUPPMTDIBJO function is a very convenient one when you have to consume multiple iterables one after the other. 

By default, it accepts those iterables as arguments, so we would have to do: JUFSUPPMTDIBJOWBMVFT<>WBMVFT<>WBMVFT<> But, for convenience, JUFSUPPMTDIBJOGSPN@JUFSBCMF will chain the entries contained in the provided argument instead of having to pass them explicitly one by one. 

There's more... 

If you know how many items the original lists contained and they have the same size, it's easy to apply the reverse operation. 

We already know it's possible to merge entries from multiple sources using [JQ, so what we actually want to do is zip together the elements that were part of the same original list, so that we can go back from being DIBJOFE to the original list of lists:

>>> list(zip(chained, chained, chained))

[('a', 'b', 'c'), (1, 2, 3), ('X', 'Y', 'Z')]

In this case, we had three items lists, so we had to provide DIBJOFE three times. 

This works because [JQ will sequentially consume one entry from each provided argument. So, as we are providing the same argument three times, we are in fact consuming the first three entries, then the next three, and then the last three. 

If DIBJOFE was a list instead of an iterator, we would have to create an iterator out of the list:

>>> chained = list(chained)

>>> chained ['a', 'b', 'c', 1, 2, 3, 'X', 'Y', 'Z']

>>> ichained = iter(chained)

>>> list(zip(ichained, ichained, ichained)) [('a', 'b', 'c'), (1, 2, 3), ('X', 'Y', 'Z')]

If we didn't use JDIBJOFE but instead we used the original DIBJOFE, the result would be pretty far from what we wanted:

>>> chained = list(chained)

>>> chained

['a', 'b', 'c', 1, 2, 3, 'X', 'Y', 'Z']
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>>> list(zip(chained, chained, chained))

[('a', 'a', 'a'), ('b', 'b', 'b'), ('c', 'c', 'c'),  (1, 1, 1), (2, 2, 2), (3, 3, 3), 

 ('X', 'X', 'X'), ('Y', 'Y', 'Y'), ('Z', 'Z', 'Z')]

Producing permutations and combinations

Given a set of elements, if you ever felt the need to do something for each possible permutation of those elements, you might have wondered what the best way to generate all those permutations was. 

Python has various functions in the JUFSUPPMT module that will help with permutations and combinations, the differences between those are not always easy to grasp, but once you investigate what they do, they will become clear. 

How to do it... 

The Cartesian product is usually what people think of when talking about combinations and permutations. 

1. Given a set of elements, ", #, and $, we want to extract all possible couples of two elements, "", "#, "$, and so on:

>>> import itertools

>>> c = itertools.product(('A', 'B', 'C'), repeat=2)

>>> list(c)

[('A', 'A'), ('A', 'B'), ('A', 'C'), 

 ('B', 'A'), ('B', 'B'), ('B', 'C'), 

 ('C', 'A'), ('C', 'B'), ('C', 'C')]

2. In case you want to omit the duplicated entries ("", ##, $$), you can just use permutations:

>>> c = itertools.permutations(('A', 'B', 'C'), 2)

>>> list(c)

[('A', 'B'), ('A', 'C'), 

 ('B', 'A'), ('B', 'C'), 

 ('C', 'A'), ('C', 'B')]
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3. You might even want to ensure that the same couple doesn't happen twice (such as "# versus #"), in such a case, JUFSUPPMTDPNCJOBUJPOT might be what you are looking for:

>>> c = itertools.combinations(('A', 'B', 'C'), 2)

>>> list(c)

[('A', 'B'), ('A', 'C'), ('B', 'C')]

So most needs of combining values from a set can be easily solved through the function provided by the JUFSUPPMT module. 

Accumulating and reducing

List comprehensions and NBQ are very convenient tools when you need to apply a function to all elements of an iterable and get back the resulting values. But those are mostly meant to apply unary functions and keep a collection of the transformed values (such as add  to all numbers), but if you want to apply functions that should receive more than one element at the time, they don't fit very well. 

The reduction and accumulation functions instead are meant to receive multiple values from the iterable and return a single value (in the case of reduction) or multiple values (in the case of accumulation). 

How to do it... 

The steps for this recipe are as follows:

1. The most simple example of reduction is summing all items in an iterable:

>>> values = [ 1, 2, 3, 4, 5 ]

2. This is something that can easily be done by TVN, but for the sake of this example, we will use SFEVDF:

>>> import functools, operator

>>> functools.reduce(operator.add, values) 15
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3. If instead of having a single final result, you want to keep the results of the intermediate steps, you can use BDDVNVMBUF:

>>> import itertools

>>> list(itertools.accumulate(values, operator.add))

[1, 3, 6, 10, 15]

There's more... 

BDDVNVMBUF and SFEVDF are not limited to mathematical uses. While those are the most obvious examples, they are very flexible functions and their purpose changes depending uniquely on the function they are going to apply. 

For example, if you have multiple lines of text, you can also use SFEVDF to compute the total sum of all text:

>>> lines = ['this is the first line', 

...          'then there is one more', 

...          'and finally the last one.']

>>> functools.reduce(lambda x, y: x + len(y), [0] + lines) 69

Or, if you have multiple dictionaries you need to collapse:

>>> dicts = [dict(name='Alessandro'), dict(surname='Molina'), 

...          dict(country='Italy')]

>>> functools.reduce(lambda d1, d2: {**d1, **d2}, dicts)

{'name': 'Alessandro', 'surname': 'Molina', 'country': 'Italy'}

It's even a very convenient way to access deeply nested dictionaries:

>>> import operator

>>> nesty = {'a': {'b': {'c': {'d': {'e': {'f': 'OK'}}}}}}

>>> functools.reduce(operator.getitem, 'abcdef', nesty)

'OK' 

Memoizing

When running a function over and over, avoiding the cost to call that function can greatly speed up the resulting code. 
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Think of a GPS loop or a recursive function that maybe has to call that function dozens of times. If instead of calling it, it could preserve the known results of a previous call to the function, it could make code much faster. 

The most common example for is the Fibonacci sequence. The sequence is computed by adding the first two numbers, then the second number is added to the result, and so on. 

This means that in the sequence , , , , , computing  required us to compute , which required us to compute , which required us to compute . 

Doing the Fibonacci sequence in a recursive manner is the most obvious approach as it leads to GJCOGJCO, which was made of GJCOGJCO, so you can easily see that we had to compute GJCO twice. Memoizing the result of GJCO

would allow us to perform such computation only once and then reuse the result on the next call. 

How to do it... 

Here are the steps for this recipe:

1. Python provides an LRU cache built-in, which we can use for memoization: JNQPSUGVODUPPMT

!GVODUPPMTMSV@DBDIFNBYTJ[F/POF

EFGGJCPOBDDJO

JOFGGJDJFOUSFDVSTJWFWFSTJPOPG'JCPOBDDJOVNCFS   

JGO 

SFUVSOGJCPOBDDJOGJCPOBDDJO

SFUVSOO

2. We can then use the function to compute the full sequence: GJCPOBDDJ@TFR<GJCPOBDDJOGPSOJOSBOHF> 

3. The result will be a list with all the Fibonacci numbers up to the 100th:

>>> print(fibonacci_seq)

[0, 1, 1, 2, 3, 5, 8, 13, 21 ... 

The difference in performance is huge. If we use the UJNFJU module to time our function, we can easily see how much memoizing helped with performance. 
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4. When the memoized version of the GJCPOBDDJ function is used, the computation ends in less than a millisecond:

>>> import timeit

>>> timeit.timeit(lambda: [fibonacci(n) for n in range(40)], number=1)

0.000033469987101

5. Then if we remove !GVODUPPMTMSV@DBDIF, which implemented the memoization, the timing changes radically:

>>> timeit.timeit(lambda: [fibonacci(n) for n in range(40)], number=1)

89.14927123498637

So it's easy to see how memoization changed the performance to fractions of a second from 89 seconds. 

How it works... 

Whenever the function is invoked, GVODUPPMTMSV@DBDIF saves the returned value together with the provided arguments. 

The next time the function will be called, the arguments are searched in the saved arguments and, if they are found, the previously returned value is provided instead of calling the function. 

This, in fact, changes the cost of calling our function to being just the cost of a lookup in a dictionary. 

So the first time we call GJCPOBDDJ, it gets computed, then next time it will be called, it will do nothing and the value previously stored for  will be returned. As GJCPOBDDJ

has to call GJCPOBDDJ to be able to compute, it's easy to see how we provided a major performance benefit for any GJCPOBDDJO where O . 

Also as we wanted the whole sequence, the saving is not just for a single call, but for each call in the list comprehension following the first one that needs a memoized value. 

The MSV@DBDIF function was born as a least recently used (LRU) cache, so by default, it will keep around only the  most recent, but by passing NBYTJ[F/POF, we can use it as a standard cache and discard the LRU part of it. All calls will be cached forever without a limit. 

[ 159 ]

 Algorithms

 Chapter 7

Purely for the Fibonacci case, you will notice that setting NBYTJ[F to any value greater than changes nothing, as each Fibonacci number only requires the previous two calls to be able to compute. 

Operators to functions

Suppose you want to create a simple calculator. The first step is parsing the formula the user is going to write to be able to perform it. The basic formula is made of an operator and two operands, so you have, in practice, a function and its arguments. 

But given , , and so on, how can we have our parser return the associated functions? 

Usually to sum two numbers, we just write OO, but we can't pass around  itself to be called with any O and O. 

This is because  is an operator and not a function, but underlying that it's still just a function in CPython that gets executed. 

How to do it... 

We can use the PQFSBUPS module to get a callable that represents any Python operator that we can store or pass around:

JNQPSUPQFSBUPS

PQFSBUPST\

PQFSBUPSBEE

PQFSBUPSTVC

PQFSBUPSNVM

PQFSBUPSUSVFEJW

^

EFGDBMDVMBUFFYQSFTTJPO

QBSUTFYQSFTTJPOTQMJU

USZ

SFTVMUJOUQBSUT<> 

FYDFQU

SBJTF7BMVF&SSPS 'JSTUBSHVNFOUPGFYQSFTTJPONVTUCFOVNCFSJD 

PQFSBUPS/POF

GPSQBSUJOQBSUT<> 

USZ
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OVNJOUQBSU

JGPQFSBUPSJT/POF

SBJTF7BMVF&SSPS /PPQFSBUPSQSPWJFEFGPSUIFOVNCFST 

FYDFQU7BMVF&SSPS

JGPQFSBUPS

SBJTF7BMVF&SSPS PQFSBUPSBMSFBEZQSPWJEFE 

PQFSBUPSPQFSBUPST<QBSU> 

FMTF

SFTVMUPQFSBUPSSFTVMUOVN

PQFSBUPS/POF

SFUVSOSFTVMU

Our DBMDVMBUF function acts as a very basic calculator (without operators precedence, real numbers, negative numbers, and so on):

>>> print(calculate('5 + 3'))

8

>>> print(calculate('1 + 2 + 3'))

6

>>> print(calculate('3 * 2 + 4'))

10

How it works... 


So, we were able to store functions for the four mathematical operators in the PQFSBUPST

dictionary and look them up based on the text that was encountered in the expression. 

In DBMDVMBUF, the expression is split by space, so  becomes <      >. 

Once we have the three elements of the expression (the two operands and the operator), we can just iterate over the parts and when we encounter the , look it up in the PQFSBUPST

dictionary to get back the associated function that should be called, which is PQFSBUPSBEE. 

The PQFSBUPS module contains functions for the most common Python operators, from comparisons (PQFSBUPSHU) to dot-based attribute access (PQFSBUPSBUUSHFUUFS). 

Most of the provided functions are meant to be paired with NBQ, TPSUFE, GJMUFS, and so on. 
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Partials

We already know that we can apply unary functions to multiple elements using NBQ, and apply binary functions using SFEVDF. 

There is a whole set of functions that accepts a callable in Python and applies it to a set of items. 

The major problem is that frequently the callable we want to apply might have a slightly different signature, and while we can solve the issue by wrapping the callable into another callable that adapts the signature, this is not very convenient if you just want to apply a function to a set of items. 

For example, if you want to multiply all numbers in a list by 3, there is no function that multiplies a given argument by 3. 

How to do it... 

We can easily adapt PQFSBUPSNVM to be a unary function and then pass it to NBQ to apply it to the whole list:

>>> import functools, operator

>>> 

>>> values = range(10)

>>> mul3 = functools.partial(operator.mul, 3)

>>> list(map(mul3, values))

[0, 3, 6, 9, 12, 15, 18, 21, 24, 27]

As you can see, PQFSBUPSNVM was called with  and the item as its arguments, and thus returned JUFN. 

How it works... 

We created a new NVM callable through GVODUPPMTQBSUJBM. This callable just calls PQFSBUPSNVM, passing  as the first argument and then passing any argument provided to the callable to PQFSBUPSNVM as the second, third, and so on arguments. 

So, in the end, doing NVM means PQFSBUPSNVM. 

This is because GVODUPPMTQBSUJBM creates a new function out of a provided function hardwiring the provided arguments. 
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It is, of course, also possible to pass keyword arguments, so that instead of hardwiring the first argument, we can set any argument. 

The resulting function is then applied to all numbers through NBQ, which leads to creating a new list with all the numbers from 0 to 10 multiplied by 3. 

Generic functions

Generic functions are one of my favorite features of the standard library. Python is a very dynamic language and through duck-typing, you will frequently be able to write code that works in many different conditions (it doesn't matter if you receive a list or a tuple), but in some cases, you will really need to have two totally different code bases depending on the received input. 

For example, we might want to have a function that prints content of the provided dictionary in a human-readable format, but we want it also to work properly on lists of tuples and report errors for unsupported types. 

How to do it... 

The GVODUPPMTTJOHMFEJTQBUDI decorator allows us to implement a generic dispatch based on argument type:

GSPNGVODUPPMTJNQPSUTJOHMFEJTQBUDI

!TJOHMFEJTQBUDI

EFGIVNBO@SFBEBCMFE

SBJTF7BMVF&SSPS 6OTVQQPSUFEBSHVNFOUUZQFT UZQFE

!IVNBO@SFBEBCMFSFHJTUFSEJDU

EFGIVNBO@SFBEBCMF@EJDUE

GPSLFZWBMVFJOEJUFNT

QSJOU \^\^ GPSNBULFZWBMVF

!IVNBO@SFBEBCMFSFHJTUFSMJTU

!IVNBO@SFBEBCMFSFHJTUFSUVQMF

EFGIVNBO@SFBEBCMF@MJTUE

GPSLFZWBMVFJOE

QSJOU \^\^ GPSNBULFZWBMVF
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Calling the three functions will properly dispatch the request to the right function:

>>> human_readable({'name': 'Tifa', 'surname': 'Lockhart'}) name: Tifa

surname: Lockhart

>>> human_readable([('name', 'Nobuo'), ('surname', 'Uematsu')]) name: Nobuo

surname: Uematsu

>>> human_readable(5)

Traceback (most recent call last):

    File "<stdin>", line 1, in <module>     File "<stdin>", line 2, in human_readable ValueError: Unsupported argument type <class 'int'> How it works... 

The function decorated with !TJOHMFEJTQBUDI actually gets replaced by a check for the argument type. 

Each call to IVNBO@SFBEBCMFSFHJTUFS will record into a registry which callable should be used for each argument type:

>>> human_readable.registry

mappingproxy({

    <class 'list'>: <function human_readable_list at 0x10464da60>, 

    <class 'object'>: <function human_readable at 0x10464d6a8>, 

    <class 'dict'>: <function human_readable_dict at 0x10464d950>, 

    <class 'tuple'>: <function human_readable_list at 0x10464da60> 

})

Whenever the decorated function gets called, it will instead look up the type of the argument in the registry and will forward the call to the associated function for execution. 

The function decorated with !TJOHMFEJTQBUDI should always be the generic implementation, the one that should be used in case the argument is not explicitly supported. 

In our example, this just throws an error, but frequently it will instead try to provide an implementation that works in most cases. 
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Then the specific implementations can be registered with !GVODUJPOSFHJTUFS to cover the cases that the primary function couldn't cover or to actually implement the behavior if the primary function just throws an error. 

Proper decoration

Decorators are usually not straightforward for anyone who faces them for the first time, but once you get used to them, they become a very convenient tool to extend a function's behavior or implement a lightweight form of aspect-oriented programming. 

But even once decorators become natural and part of everyday development, they have subtleties that are not obvious until you face them for the first time. 

It might not be immediately obvious when you are applying a EFDPSBUPS, but by using them, you are changing the signature of the EFDPSBUFE function, up to the point that the name of the function itself and its documentation are lost: EFGEFDPSBUPSG

EFG@GBSHTLXBSHT

SFUVSOGBSHTLXBSHT

SFUVSO@G

!EFDPSBUPS

EFGTVNUXPBC

4VNTBBOEC

SFUVSOBCBDL

The TVNUXP function was decorated with EFDPSBUPS, but now, if we try to access the function documentation or name, they won't be accessible anymore:

>>> print(sumtwo.__name__)

'_f' 

>>> print(sumtwo.__doc__)

None

Even though we provided a docstring for TVNUXP and we know for sure that it was named TVNUXP, we need to ensure that our decorations are properly applied and preserve properties of the original functions. 
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How to do it... 

You need to perform the following steps for this recipe: 1. The Python standard library provides a GVODUPPMTXSBQT decorator that can be applied to decorators to have them preserve the properties of the decorated functions:

GSPNGVODUPPMTJNQPSUXSBQT

EFGEFDPSBUPSG

!XSBQTG

EFG@GBSHTLXBSHT

SFUVSOGBSHTLXBSHT

SFUVSO@G

2. Here we apply the decorator to a function:

!EFDPSBUPS

EFGTVNUISFFBC

4VNTBBOEC

SFUVSOBCBDL

3. As you can see, it will properly retain the name and docstring of the function:

>>> print(sumthree.__name__)

'sumthree' 

>>> print(sumthree.__doc__)

'Sums a and b' 

If the decorated function had custom attributes, those will be copied to the new function too. 

There's more... 

GVODUPPMTXSBQT is a very convenient tool and does its best to ensure that the decorated function looks exactly like the original one. 

But while the properties of the function can easily be copied, the signature of the function itself is not as easy to copy. 
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So inspecting our decorated function arguments won't return the original arguments:

>>> import inspect

>>> inspect.getfullargspec(sumthree)

FullArgSpec(args=[], varargs='args', varkw='kwargs', defaults=None,             kwonlyargs=[], kwonlydefaults=None, annotations={}) So the reported arguments are just BSHT and LXBSHT instead of B and C. To access the real arguments, we must dive into the underlying functions through the @@XSBQQFE@@

attribute:

>>> inspect.getfullargspec(sumthree.__wrapped__) FullArgSpec(args=['a', 'b'], varargs=None, varkw=None, defaults=None,             kwonlyargs=[], kwonlydefaults=None, annotations={}) Luckily, the standard library provides an JOTQFDUTJHOBUVSF function that does this for us:

>>> inspect.signature(sumthree)

(a, b)

So, it's better to rely on JOTQFDUTJHOBUVSF whenever we want to check arguments of a function to be able to support both decorated and undecorated functions. 

Applying decorations can also collide with other decorators. The most common example is DMBTTNFUIPE:

DMBTT.Z$MBTTPCKFDU

!EFDPSBUPS

!DMBTTNFUIPE

EFGEPTVNDMTBC

SFUVSOBC

Trying to decorate DMBTTNFUIPE won't usually work:

>>> MyClass.dosum(3, 3)

Traceback (most recent call last):

  File "<stdin>", line 1, in <module>     return f(*args, **kwargs)

TypeError: 'classmethod' object is not callable
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You need to make sure that !DMBTTNFUIPE is always the last applied decorator, to ensure it will work as expected:

DMBTT.Z$MBTTPCKFDU

!DMBTTNFUIPE

!EFDPSBUPS

EFGEPTVNDMTBC

SFUVSOBC

At that point, the DMBTTNFUIPE will work as expected:

>>> MyClass.dosum(3, 3)

6

There are so many decorator-related quirks that the Python environment has libraries that try to implement decoration properly for everyday usage. If you don't want to think about how to handle them, you might want to try the XSBQU library, which will take care of most decoration oddities for you. 

Context managers

Decorators can be used to ensure that something is executed when you enter and exit a function, but in some cases, you might want to ensure that something is always executed at the beginning and end of a block of code without having to move it to its own function or without rewriting those parts that should be executed every time. 

Context managers exist to solve this need, factoring out code that you would have to rewrite over and over in place of USZFYDFQUGJOBMMZ clauses. 

The most common usage of context managers is probably the closing context manager, which ensures that files get closed once the developer is done working with them, but the standard library makes it easy to write new ones. 

How to do it... 

For this recipe, the following steps are to be performed: 1. DPOUFYUMJC provides features related to context managers, DPOUFYUMJCDPOUFYUNBOBHFS can make it very easy to write context managers:

!DPOUFYUMJCDPOUFYUNBOBHFS

EFGMPHFOUSBODF
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QSJOU &OUFS 

ZJFME

QSJOU &YJU 

2. Then the context manager created can be used like any other context manager:

>>> with logentrance():

>>>    print('This is inside')

Enter

This is inside

Exit

3. Exceptions raised within the wrapped block will be propagated to the context manager, so it's possible to handle them with a standard USZFYDFQUGJOBMMZ

clause and do any proper cleanup:

!DPOUFYUMJCDPOUFYUNBOBHFS

EFGMPHFOUSBODF

QSJOU &OUFS 

USZ

ZJFME

FYDFQU

QSJOU &YDFQUJPO 

SBJTF

GJOBMMZ

QSJOU &YJU 

4. The changed context manager will be able to log exceptions without interfering with the exception propagation:

>>> with logentrance():

        raise Exception('This is an error')

Enter

Exception

Exit

Traceback (most recent call last):

    File "<stdin>", line 1, in <module>         raise Exception('This is an error')

Exception: This is an error
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Applying variable context managers

When using context managers, you must rely on the XJUI statement to apply them. While it's possible to apply more than one context manager per statement by separating them with commas, it's not as easy to apply a variable number of them:

!DPOUFYUMJCDPOUFYUNBOBHFS

EFGGJSTU

QSJOU 'JSTU 

ZJFME

!DPOUFYUMJCDPOUFYUNBOBHFS

EFGTFDPOE

QSJOU 4FDPOE 

ZJFME

The context managers that we want to apply must be known when writing the code:

>>> with first(), second():

>>>     print('Inside')

First

Second

Inside

But what if sometimes we only want to apply the GJSTU context manager, and sometimes we want to apply both? 

How to do it... 

DPOUFYUMJC&YJU4UBDL serves various purposes, one of which is to allow us to apply a variable number of context managers to a block. 

For example, we might want to apply both context managers only when we are printing an even number in a loop:

GSPNDPOUFYUMJCJNQPSU&YJU4UBDL

GPSOJOSBOHF

XJUI&YJU4UBDLBTTUBDL

TUBDLFOUFS@DPOUFYUGJSTU

JGO

TUBDLFOUFS@DPOUFYUTFDPOE

QSJOU /6.#&3\^ GPSNBUO
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The result will be that the TFDPOE is only added to the context, and thus invoked for even numbers:

First

Second

NUMBER: 0

First

NUMBER: 1

First

Second

NUMBER: 2

First

NUMBER: 3

First

Second

NUMBER: 4

As you can see, for  and , only 'JSTU is printed. 

Of course, when exiting the context declared through the &YJU4UBDL context manager, all the context managers registered within the &YJU4UBDL will be exited too. 
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Cryptography

In this chapter, we will cover the following recipes: Asking for passwordsbwhen asking for a password in a terminal-based software, make sure you don't leak it. 

Hashing passwordsbhow can passwords be stored without a risk of leaking them? 

Verifying a file's integritybhow to check that a file transferred over a network wasn't corrupted. 

Verify a message's integritybhow to check that a message you are sending to another software hasn't been altered. 

Introduction

While cryptography is generally perceived as a complex field, there are tasks based on it that are part of our everyday lives as software developers, or at least they should be, to ensure a minimum level of security in our code base. 

This chapter tries to cover recipes for most of the common tasks that you will have to face every day that can help to make your software resilient to attacks. 

While software written in Python will hardly suffer from exploitation, such as buffer overflows (unless there are bugs in the interpreter or compiled libraries you rely on), there are still a whole bunch of cases where you might be leaking information that must remain undisclosed. 
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Asking for passwords

In terminal-based programs, it's common to ask for passwords from our users. It's usually a bad idea to do so from command options, as on Unix-like systems, they will be visible to anyone with access to the shell who is able to run a QT command to get the list of processes, and to anyone willing to run a IJTUPSZ command to get the list of recently executed commands. 

While there are ways to tweak the command arguments to hide them from the list of processes, it's always best to ask for passwords interactively so that no trace of them is left. 

But, asking for them interactively is not enough, unless you also ensure they are not displayed while typing, otherwise anyone looking at your screen can grab all your passwords. 

How to do it... 

Luckily, the Python standard library provides an easy way to input passwords from a prompt without showing them back:

>>> import getpass

>>> pwd = getpass.getpass()

Password:

>>> print(pwd)

'HelloWorld' 

How it works... 

The HFUQBTTHFUQBTT function will use the UFSNJPT library on most systems to disable the echoing back of the characters written by the user. To avoid messing with the rest of the application input, it will be done within a new file descriptor for the terminal. 

On systems that do not support this, it will use more basic calls to read characters directly from TZTTUEJO without echoing them back. 
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Hashing passwords

Avoiding storing passwords in plain text is a known best practice, as software usually only needs to check whether the password provided by the user is correct, and the hash of the password can be stored and compared with the hash of the provided password. If the two hashes match, the passwords are equal; if they don't, the provided password is wrong. 

Storing passwords is a pretty standard practice, and usually they are stored as a hash plus some salt. The salt is a randomly generated string that is joined with the password before hashing. Being randomly generated, it ensures that even hashes of equal passwords get different results. 

The Python standard library provides a pretty complete set of hashing functions, some of them very well-suited to storing passwords. 

How to do it... 

Python 3 introduced key derivation functions, which are especially convenient when storing passwords. Both QCLEG and TDSZQU are provided. While TDSZQU is more robust against attacks as it's both memory- and CPU-heavy, it only works on systems that provide OpenSSL 1.1+. While QCLEG works on any system, in worst cases a Python-provided fallback is used. 

So, while from a security point of view TDSZQU would be preferred, we will rely on QCLEG

due to its wider availability and the fact that it's been available since Python 3.4 (TDSZQU is only available on Python 3.6+):

JNQPSUIBTIMJCCJOBTDJJPT

EFGIBTI@QBTTXPSEQBTTXPSE

)BTIBQBTTXPSEGPSTUPSJOH

TBMUIBTIMJCTIBPTVSBOEPNIFYEJHFTUFODPEF BTDJJ 

QXEIBTIIBTIMJCQCLEG@INBD TIB QBTTXPSEFODPEF VUG 

TBMU

QXEIBTICJOBTDJJIFYMJGZQXEIBTI

SFUVSOTBMUQXEIBTIEFDPEF BTDJJ 

EFGWFSJGZ@QBTTXPSETUPSFE@QBTTXPSEQSPWJEFE@QBTTXPSE

7FSJGZBTUPSFEQBTTXPSEBHBJOTUPOFQSPWJEFECZVTFS

TBMUTUPSFE@QBTTXPSE<> 

TUPSFE@QBTTXPSETUPSFE@QBTTXPSE<> 

QXEIBTIIBTIMJCQCLEG@INBD TIB 

QSPWJEFE@QBTTXPSEFODPEF VUG 
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TBMUFODPEF BTDJJ 



QXEIBTICJOBTDJJIFYMJGZQXEIBTIEFDPEF BTDJJ 

SFUVSOQXEIBTITUPSFE@QBTTXPSE

The two functions can be used to hash the user-provided password for storage on disk or into a database (IBTI@QBTTXPSE) and to verify the password against the stored one when a user tries to log back in (WFSJGZ@QBTTXPSE):

>>> stored_password = hash_password('ThisIsAPassWord')

>>> print(stored_password)

cdd5492b89b64f030e8ac2b96b680c650468aad4b24e485f587d7f3e031ce8b63cc7139b18

aba02e1f98edbb531e8a0c8ecf971a61560b17071db5eaa8064a87bcb2304d89812e1d07fe bfea7c73bda8fbc2204e0407766197bc2be85eada6a5

>>> verify_password(stored_password, 'ThisIsAPassWord') True

>>> verify_password(stored_password, 'WrongPassword') False

How it works... 

There are two functions involved here:

IBTI@QBTTXPSE: Encodes a provided password in a way that is safe to store on a database or file

WFSJGZ@QBTTXPSE: Given an encoded password and a plain text one provided by the user, it verifies whether the provided password matches the encoded (and thus saved) one

IBTI@QBTTXPSE actually does multiple things; it doesn't just hash the password. 

The first thing it does is generate some random salt that should be added to the password. 

That's just the TIB hash of some random bytes read from PTVSBOEPN. It then extracts a string representation of the hashed salt as a set of hexadecimal numbers (IFYEJHFTU). 

The salt is then provided to QCLEG@INBD together with the password itself to hash the password in a randomized way. As QCLEG@INBD requires bytes as its input, the two strings (password and salt) are previously encoded in pure bytes. The salt is encoded as plain ASCII as the hexadecimal representation of a hash will only contain the 0-9 and A-F

characters. While the password is encoded as VUG, it could contain any character. (Is there anyone with emojis in their passwords?)
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The resulting QCLEG is a bunch of bytes, as we want to store it into a database; we use CJOBTDJJIFYMJGZ to convert the bunch of bytes into their hexadecimal representation in a string format. IFYMJGZ is a convenient way to convert bytes to strings without losing data. It just prints all the bytes as two hexadecimal digits, so the resulting data will be twice as big as the original data, but apart from that, it's exactly the same as the converted data. 

At the end, the function joins together the hash with its salt. As we know that the IFYEJHFTU of a TIB hash (the salt) is always 64 characters long. By joining them together, we can grab back the salt by reading the first 64 characters of the resulting string. 

This will permit WFSJGZ@QBTTXPSE to verify the password and to verify whether the salt used to encode it is required. 

Once we have our password, WFSJGZ@QBTTXPSE can then be used to verify provided passwords against it. So it takes two arguments: the hashed password and the new password that should be verified. 

The first thing WFSJGZ@QBTTXPSE does is extract the salt from the hashed password (remember, we placed it as the first 64 characters of the string resulting from IBTI@QBTTXPSE). 

The extracted salt and the password candidate are then provided to QCLEG@INBD to compute their hash and then convert it into a string with CJOBTDJJIFYMJGZ. If the resulting hash matches with the hash part of the previously stored password (the characters after the salt), it means that the two passwords match. 

If the resulting hash doesn't match, it means that the provided password is wrong. As you can see, it's very important that we made the salt and the password available together, because we need it to be able to verify the password, and a different salt would result in a different hash and thus we'd never be able to verify the password. 

Verifying a file's integrity

If you've ever downloaded a file from a public network, you might have noticed that their URLs are frequently in the form

of IUUQGJMFTIPTUDPNTPNFGJMFUBSH[NECGCFGDBCB

EB. 

That's because the download might go wrong and the data you got might be partially corrupted. So the URL includes an MD5 hash that you can use to verify that the downloaded file is fine through the NETVN tool. 
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The same applies when you download a file from a Python script. If the file provided has an MD5 hash for verification, you might want to check whether the retrieved file is valid and, in cases where it is not, then you can retry downloading it again. 

How to do it... 

Within IBTIMJC, there are multiple supported hashing algorithms, and probably the most widespread one is NE, so we can rely on IBTIMJC to verify our downloaded file: JNQPSUIBTIMJC

EFGWFSJGZ@GJMFGJMFQBUIFYQFDUFEIBTIIBTIUZQF NE 

XJUIPQFOGJMFQBUI SC BTG

USZ

GJMFIBTIHFUBUUSIBTIMJCIBTIUZQF

FYDFQU"UUSJCVUF&SSPS

SBJTF7BMVF&SSPS

6OTVQQPSUFEIBTIJOHUZQFT IBTIUZQF

GSPN/POF

XIJMF5SVF

EBUBGSFBE

JGOPUEBUB

CSFBL

GJMFIBTIVQEBUFEBUB

SFUVSOGJMFIBTIIFYEJHFTUFYQFDUFEIBTI

Our file can then be downloaded and verified with WFSJGZ@GJMF. 

For example, I might download the XSBQU distribution from the Python Package Index (PyPI) and I might want to verify that it was correctly downloaded. 

The file name would be

XSBQUUBSH[TIBEEEGDFCCCEGFFDCGFFE

ECCBCGFD on which I could run my WFSJGZ@GJMF function:

>>> verify_file(

...     'wrapt-1.10.11.tar.gz', 

...     'd4d560d479f2c21e1b5443bbd15fe7ec4b37fe7e53d335d3b9b0a7b1226fe3c6', 

...     'sha256

... )

True
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How it works... 

The first thing the function does is open the file in binary mode. As all hash functions require bytes and we don't even know the content of the file, reading it in binary mode is the most convenient solution. 

Then, it checks whether the requested hashing algorithm is available in IBTIMJC. That's done through HFUBUUS by trying to grab IBTIMJCNE, IBTIMJCTIB, and so on. If the algorithm is not supported, it won't be a valid IBTIMJC attribute (as it won't exist in the module) and will throw "UUSJCVUF&SSPS. To make those easier to understand, they are trapped and a new 7BMVF&SSPS is raised that states clearly that the algorithm is not supported. 

Once the file is opened and the algorithm is verified, an empty hash gets created (notice that right after HFUBUUS, the parenthesis will lead to the creation of the returned hash). 

We start with an empty one because the file might be very big, and we don't want to read the complete file and throw it at the hashing function at once. 

Instead, we start with an empty hash and we read the file in chunks of 4 KB, then each chunk is fed to the hashing algorithm to update the hash. 

Finally, once we have the hash computed, we grab its representation as hexadecimal numbers and compare it to the one provided to the function. 

If the two match, the file was properly downloaded. 

Verifying a message's integrity

When sending messages through a public network or storages accessible to other users and systems, we need to know whether the message contains the original content or whether it was intercepted and modified by anyone. 

That's a typical form of a man-in-the-middle attack and it's something that can modify anything in our content, which is stored in a place that other people can read too, such as an unencrypted network or a disk on a shared system. 

The HMAC algorithm can be used to guarantee that a message wasn't altered from its original state and it's frequently used to sign digital documents to ensure their integrity. 
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A good scenario for HMAC might be a password-reset link; those links usually include a parameter about the user for whom the password should be reset: IUUQNZBQQDPN

SFTFUQBTTXPSEVTFSNZVTFS!FNBJMOFU. 

But anyone might replace the user argument and reset other people's passwords. So, we want to ensure that the link we provide wasn't actually modified, since it was sent by attaching an HMAC to it. 

That will result in something such as: IUUQNZBQQDPNSFTFUQBTTXPSEVTFS

NZVTFS!FNBJMOFUTJHOBUVSF

FGDFDGCEBGDDBGCCFECFCECBBG. 

Furthermore, any attempt at modifying the user will make the signature invalid, thus making it impossible to reset other people's passwords. 

Another use case is deploying REST APIs to authenticate and verify requests. Amazon Web Services uses HMAC as an authentication system for its web services. When you register, an access key and a secret are provided to you. Any request you make must be hashed with HMAC, using the secret key to ensure that you are actually the user stated in the request (as you owned its secret key), and the request itself wasn't changed in any way because details of it are hashed with HMAC too. 

The HMAC signature is frequently involved in cases where your software has to send messages to itself or receive messages from a verified partner that can own a secret key. 

How to do it... 

For this recipe, the following steps are to be performed: 1. The standard library provides an INBD module that, combined with the hashing functions provided in IBTIMJC, can serve the purpose of computing the message's authentication code for any provided message: JNQPSUIBTIMJCINBDUJNF

EFGDPNQVUF@TJHOBUVSFNFTTBHFTFDSFU

NFTTBHFNFTTBHFFODPEF VUG 

UJNFTUBNQTUSJOUUJNFUJNFFODPEF BTDJJ 

IBTIEBUBNFTTBHFUJNFTUBNQ

TJHOBUVSFINBDOFXTFDSFUFODPEF BTDJJ 

IBTIEBUB

IBTIMJCTIBIFYEJHFTU

SFUVSO\
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NFTTBHF NFTTBHF

TJHOBUVSF TJHOBUVSF

UJNFTUBNQ UJNFTUBNQ

^

EFGWFSJGZ@TJHOBUVSFTJHOFE@NFTTBHFTFDSFU

UJNFTUBNQTJHOFE@NFTTBHF< UJNFTUBNQ > 

FYQFDUFE@TJHOBUVSFTJHOFE@NFTTBHF< TJHOBUVSF > NFTTBHFTJHOFE@NFTTBHF< NFTTBHF > 

IBTIEBUBNFTTBHFUJNFTUBNQ

TJHOBUVSFINBDOFXTFDSFUFODPEF BTDJJ 

IBTIEBUB

IBTIMJCTIBIFYEJHFTU

SFUVSOTJHOBUVSFFYQFDUFE@TJHOBUVSF

2. Our functions can then be used to compute a signed message and we can check that a signed message wasn't altered in any way:

>>> signed_msg = compute_signature('Hello World', 'very_secret')

>>> verify_signature(signed_msg, 'very_secret') True

3. If you try to change the message field of the signed message, it won't be valid anymore, and only the real message will match the signature:

>>> signed_msg['message'] = b'Hello Boat' 

>>> verify_signature(signed_msg, 'very_secret') False

How it works... 

Our purpose is to ensure that any given message can't be changed in any way or it will invalidate the signature attached to the message. 

So the DPNQVUF@TJHOBUVSF function, given a message and a private secret key, returns all the data that the signed message should include when it's sent to the receiver. The sent data includes the message itself, the signature, and a timestamp. The timestamp is included because, in many cases, it's a good idea to ensure that the message is a recent one. If you are receiving an API request signed with HMAC or a cookie that you just set, you might want to ensure that you are handling a recent message and not one that was sent an hour ago. 

The timestamp can't be tampered with as it's included in the signature together with the message, and its presence makes it harder for attackers to guess the secret key, as two identical messages will result in having two different signatures, thanks to the timestamp. 
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Once the message and the timestamp are known, the DPNQVUF@TJHOBUVSF function hands them to INBDOFX, together with the secret key, to compute the signature itself. For convenience, the signature is represented as the characters that compose the hexadecimal numbers that represent the bytes the signature is made of. This ensures that it can be transferred as plain text in HTTP headers or some similar manner. 

Once we have our signed message as returned by DPNQVUF@TJHOBUVSF, this can be stored somewhere and, when loading it back, we can use WFSJGZ@TJHOBUVSF to check that it wasn't tampered with. 

The WFSJGZ@TJHOBUVSF function takes the same steps as DPNQVUF@TJHOBUVSF. The signed message includes the message itself, the timestamp, and the signature. So WFSJGZ@TJHOBUVSF grabs the message and the timestamp and joins them with the secret key to compute the signature. If the computed signature matches the signature provided in the signed message, it means the message wasn't altered in any way. Otherwise, even a minor change to the message or to the timestamp will make the signature invalid. 
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Concurrency

In this chapter, we will cover the following recipes: ThreadPoolsbrunning tasks concurrently through a pool of threads Coroutinesbinterleaving the execution of code through coroutines Processesbdispatching work to multiple subprocesses Futuresbfutures represent a task that will complete in the future Scheduled tasksbsetting a task to run at a given time, or every few seconds Sharing data between processesbmanaging variables that are accessible across multiple processes

Introduction

Concurrency is the ability to run two or more tasks in the same time span, whether they are parallel or not. Python provides many tools to implement concurrency and asynchronous behaviors: threads, coroutines, and processes. While some of them don't allow real parallelism due to their design (coroutines), or due to a Global Interpreter Lock (threads), they are very easy to use and can be leveraged to perform parallel I/O operations or to interleave functions with minimum effort. When real parallelism is required, multiprocessing is easy enough in Python to be a viable solution for any kind of software. 

This chapter will cover the most common ways to achieve concurrency in Python, will show you how to perform asynchronous tasks that will wait in the background for certain conditions, and how to share data between processes. 
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ThreadPools

Threads have been, historically, the most common way to achieve concurrency within software. 

In theory, when the system allows, these threads can achieve real parallelism, but in Python, the Global Interpreter Lock (GLI) doesn't allow threads actually to leverage multicore systems, as the lock will allow a single Python operation to proceed at any given time. 

For this reason, threads are frequently undervalued in Python, but in fact, even when the GIL is involved, they can be a very convenient solution to run I/O operations concurrently. 

While using coroutines, we would need a SVO loop and some custom code to ensure that the I/O operation proceeds in parallel. Using threads, we can run any kind of function within a thread and, if that function does some kind of I/O, such as reading from a socket or from a disk, the other threads will proceed in the meantime. 

One of the major drawbacks of threads is the cost of spawning them. That's frequently stated as one of the reasons why coroutines can be a better solution, but there is a way to avoid paying that cost whenever you need a thread: 5ISFBE1PPM. 

A 5ISFBE1PPM is a set of threads that is usually started when your application starts and sits there doing nothing until you actually have some work to dispatch. This way, when we have a task that we want to run into a separate thread, we just have to send it to 5ISFBE1PPM, and 5ISFBE1PPM will assign it to the first available thread out of all the threads that it owns. As those threads are already there and running, we don't have to pay the cost to spawn a thread every time we have work to do. 

How to do it... 

The steps for this recipe are as follows:

1. To showcase how 5ISFBE1PPM works, we will need two operations that we want to run concurrently. One will fetch a URL from the web, which might take some time:

EFGGFUDI@VSMVSM

'FUDIDPOUFOUPGBHJWFOVSMGSPNUIFXFC

JNQPSUVSMMJCSFRVFTU

SFTQPOTFVSMMJCSFRVFTUVSMPQFOVSM

SFUVSOSFTQPOTFSFBE

[ 183 ]

 Concurrency

 Chapter 9

2. The other will just wait for a given condition to be true, looping over and over until it's done:

EFGXBJU@VOUJMQSFEJDBUF

8BJUTVOUJMUIFHJWFOQSFEJDBUFSFUVSOT5SVF

JNQPSUUJNF

TFDPOET

XIJMFOPUQSFEJDBUF

QSJOU 8BJUJOH 

UJNFTMFFQ

TFDPOET

QSJOU %POF 

SFUVSOTFDPOET

3. Then we will just fire the download for IUUQTIUUQCJOPSHEFMBZ, which will take 3 seconds, and concurrently wait for the download to complete. 

4. To do so, we will run the two tasks in a 5ISFBE1PPM (of four threads), and we will wait for both of them to complete:

>>> from multiprocessing.pool import ThreadPool

>>> pool = ThreadPool(4)

>>> t1 = pool.apply_async(fetch_url, 

args=('https://httpbin.org/delay/3',))

>>> t2 = pool.apply_async(wait_until, args=(t1.ready, )) Waiting... 

>>> pool.close()

>>> pool.join()

Waiting... 

Waiting... 

Waiting... 

Done! 

>>> print('Total Time:', t2.get())

Total Time: 4

>>> print('Content:', t1.get())

Content: b'{"args":{},"data":"","files":{},"form":{}, 

            "headers":{"Accept-Encoding":"identity", 

            "Connection":"close","Host":"httpbin.org", 

            "User-Agent":"Python-urllib/3.5"}, 

            "origin":"99.199.99.199", 

            "url":"https://httpbin.org/delay/3"}\n' 
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How it works... 

5ISFBE1PPM is made of two major components: a bunch of threads and a bunch of queues. 

When the pool is created, a few orchestration threads are started together with as many worker threads as you specified at pool initialization. 

The worker threads will be in charge of actually running the tasks you dispatch to them, while the orchestration threads will be in charge of managing the worker threads, doing things such as telling them to quit when the pool is closed, or restarting them when they crash. 

If no number of worker threads is provided, 5BTL1PPM will just start as many threads as the amount of cores on your system as returned by PTDQV@DPVOU. 

Once the threads are started, they will just sit there waiting to consume something from the queue containing the work that is to be done. As soon as the queue has an entry, the worker thread will wake up and consume it, starting the work. 

Once the work is done, the job and its result are put back into the results queue so that whoever was waiting for them can fetch them. 

So, when we created 5BTL1PPM, we actually started four workers that began waiting for anything to do from the tasks queue:

>>> pool = ThreadPool(4)

Then, once we provided work for the 5BTL1PPM, we actually queued up two functions into the tasks queue, and as soon as a worker became available, it fetched one of them and started running it:

>>> t1 = pool.apply_async(fetch_url, args=('https://httpbin.org/delay/3',)) Meanwhile, 5BTL1PPM returns an "TZOD3FTVMU object, which has two interesting methods:

"TZOD3FTVMUSFBEZ, which tells us whether the result is ready (the task finished), and

"TZOD3FTVMUHFU, which returns the result once it's available. 

The second function we queued up was the one that would wait for a specific predicate to be 5SVF, and in this case, we provided USFBEZ, which is the ready method of the previous "TZOD3FTVMU:

>>> t2 = pool.apply_async(wait_until, args=(t1.ready, )) This means that the second task will complete once the first one completes, as it will wait until USFBEZ5SVF. 
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Once both of the tasks are running, we tell QPPM that we have nothing more to do, so that it can quit once it's finished what it's doing:

>>> pool.close()

And we wait for QPPM to quit:

>>> pool.join()

This way, we will wait for both tasks to complete and then we will quit all the threads started by QPPM. 

Once we know that all tasks are completed (because QPPMKPJO returned), we can grab the results and print them:

>>> print('Total Time:', t2.get())

Total Time: 4

>>> print('Content:', t1.get())

Content: b'{"args":{},"data":"","files":{},"form":{}, 

            "headers":{"Accept-Encoding":"identity", 

            "Connection":"close","Host":"httpbin.org", 

            "User-Agent":"Python-urllib/3.5"}, 

            "origin":"99.199.99.199", 

            "url":"https://httpbin.org/delay/3"}\n' 

If we had more work to do, we would avoid running the QPPMDMPTF and QPPMKPJO

methods, so that we could send more work to 5BTL1PPM, which would get done as soon as there was a thread free. 

There's more... 

5ISFBE1PPM is particularly convenient when you have multiple entries to which you need to apply the same operation over and over. Suppose you have a list of four URLs that you need to download:

VSMT< 

IUUQTIUUQCJOPSHEFMBZ

IUUQTIUUQCJOPSHEFMBZ

IUUQTIUUQCJOPSHEFMBZ

IUUQTIUUQCJOPSHEFMBZ

> 

[ 186 ]

 Concurrency

 Chapter 9

Fetching them in a single thread would take a lot of time: EFGGFUDI@BMM@VSMT

DPOUFOUT<> 

GPSVSMJOVSMT

DPOUFOUTBQQFOEGFUDI@VSMVSM

SFUVSODPOUFOUT

We can test the time by running the function through the UJNFJU module:

>>> import timeit

>>> timeit.timeit(fetch_all_urls, number=1) 12.116707602981478

If we could do so using a separate thread for each function, it would only take the time of the slowest one to fetch all the provided URLs, as the download would proceed concurrently for all of them. 

5ISFBE1PPM actually provides us with the NBQ method that does exactly that: it applies a function to a list of arguments:

EFGGFUDI@BMM@VSMT@UIFSBEFE

QPPM5ISFBE1PPM

SFUVSOQPPMNBQGFUDI@VSMVSMT

The result will be a list containing the results returned by each call and we can easily test that this will be much faster than our original example:

>>> timeit.timeit(fetch_all_urls_theraded, number=1) 4.660976745188236

Coroutines

Threads are the most common way to implement concurrency in most languages and use cases, but they are expensive in terms of cost, and while 5ISFBE1PPM can be a good solution for cases when thousands of threads are involved, it's usually unreasonable to involve thousands of threads. Especially when long-lived I/O is involved, you might easily reach thousands of operations running concurrently (think of the amount of concurrent HTTP requests an HTTP server might have to handle) and most of those tasks will be sitting doing nothing, just waiting for data from the network or from the disk most of the time. 
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In those cases, asynchronous I/O is the preferred approach. Compared to synchronous blocking I/O where your code is sitting there waiting for the read or write operation to complete, asynchronous I/O allows a task that needs data to initiate the read operation, switch to doing something else, and once the data is available, go back to what it was doing. 

In some cases, the notification of available data might come in the form of a signal, which would interrupt the concurrently running code, but, more commonly, asynchronous I/O is implemented through the usage of a selector (such as TFMFDU, QPMM, or FQPMM) and an event loop that will resume the function waiting for the data as soon as the selector is notified that the data is available. 

This actually leads to interleaving functions that are able to run for a while, reach a point where they need some I/O, and pass control to another function that will give it back as soon as it needs to perform some I/O too. Functions whose execution can be interleaved by suspending and resuming them are called coroutines, as they run cooperatively. 

How to do it... 

In Python, coroutines are implemented through the BTZODEFG syntax and are executed through an BTZODJP event loop. 

For example, we might write a function that runs two coroutines that count down from a given number of seconds, printing their progress. That would easily allow us to see that the two coroutines are running concurrently, as we would see output from one interleaved with output from the other:

JNQPSUBTZODJP

BTZODEFGDPVOUEPXOJEFOUJGJFSO

XIJMFO 

QSJOU MFGU O \^ GPSNBUJEFOUJGJFS

BXBJUBTZODJPTMFFQ

O

BTZODEFGNBJO

BXBJUBTZODJPXBJU< 

DPVOUEPXO" 

DPVOUEPXO#

> 
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Once an event loop is created and we run NBJO within it, we will see the two functions running:

>>> loop = asyncio.get_event_loop()

>>> loop.run_until_complete(main())

left: 2 (A)

left: 3 (B)

left: 1 (A)

left: 2 (B)

left: 1 (B)

Once the execution has completed, we can close the event loop as we won't need it anymore:

>>> loop.close()

How it works... 

The core of our coroutines world is the event loop. It's not possible to run coroutines (or, at least, it gets very complicated) without an event loop, so the first thing our code does is create an event loop:

>>> loop = asyncio.get_event_loop()

Then we ask the event loop to wait until a provided coroutine is completed: MPPQSVO@VOUJM@DPNQMFUFNBJO

The NBJO coroutine only starts two DPVOUEPXO coroutines and waits for their completion. 

That's done by using BXBJU and, in that, the BTZODJPXBJU function is in charge of waiting for a bunch of coroutines:

BXBJUBTZODJPXBJU< 

DPVOUEPXO" 

DPVOUEPXO#

> 

BXBJU is important here, because we are talking about coroutines, so unless they are explicitly awaited, our code would immediately move forward, and thus, even though we called BTZODJPXBJU, we would not be waiting. 
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In this case, we are waiting for the two countdowns to complete. The first countdown will start from  and will be identified by the character ", while the second countdown will start from  and will be identified by #. 

The DPVOUEPXO function by itself is very simple. It's just a function that loops forever and prints how much there is left to wait. 

Between each loop it waits one second, so that it waits the expected number of seconds: BXBJUBTZODJPTMFFQ

You might be wondering why we are using BTZODJPTMFFQ instead of UJNFTMFFQ, and the reason is that, when working with coroutines, you must ensure that every other function that will block is a coroutine too. That way, you know that while your function is blocked, you would let the other coroutines move forward. 

By using BTZODJPTMFFQ, we let the event loop move the other DPVOUEPXO function forward while the first one is waiting and, thus, we properly interleave the execution of the two functions. 

This can be verified by checking the output. When BTZODJPTMFFQ is used, the output will be interleaved between the two functions:

MFGU" 

MFGU#

MFGU" 

MFGU#

MFGU#

When UJNFTMFFQ is used, the first coroutine will have to complete fully before the second one can move forward:

MFGU" 

MFGU" 

MFGU#

MFGU#

MFGU#

So, a general rule when working with coroutines is that whenever you are going to call something that will block, make sure that it's a coroutine too, or you will lose the concurrency property of coroutines. 
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There's more... 

We already know that the most important benefit of coroutines is that the event loop is able to pause their execution while they are waiting for I/O operations to let other coroutines proceed. While there is currently no built-in implementation of HTTP protocol with support for coroutines, it's easy enough to roll out a back version to reproduce our example of downloading a website concurrently to track how long it's taking. 

As for the 5ISFBE1PPM example, we will need the XBJU@VOUJM function that will wait for any given predicate to be true:

BTZODEFGXBJU@VOUJMQSFEJDBUF

8BJUTVOUJMUIFHJWFOQSFEJDBUFSFUVSOT5SVF

JNQPSUUJNF

TFDPOET

XIJMFOPUQSFEJDBUF

QSJOU 8BJUJOH 

BXBJUBTZODJPTMFFQ

TFDPOET

QSJOU %POF 

SFUVSOTFDPOET

We will also need a GFUDI@VSM function to download the content of the URL. As we want this to run as a coroutine, we can't rely on VSMMJC, or it would block forever instead of passing control back to the event loop. So, we will have to read the data using BTZODJPPQFO@DPOOFDUJPO, which works at pure TCP level and thus will require us to implement HTTP support ourselves:

BTZODEFGGFUDI@VSMVSM

'FUDIDPOUFOUPGBHJWFOVSMGSPNUIFXFC

VSMVSMMJCQBSTFVSMTQMJUVSM

SFBEFSXSJUFSBXBJUBTZODJPPQFO@DPOOFDUJPOVSMIPTUOBNF

SFR (&5\QBUI^)551=S=O 

)PTU\IPTUOBNF^=S=O 

=S=O GPSNBUQBUIVSMQBUIPS  IPTUOBNFVSMIPTUOBNF

XSJUFSXSJUFSFRFODPEF MBUJO 

XIJMF5SVF

MJOFBXBJUSFBEFSSFBEMJOF

JGOPUMJOFTUSJQ

3FBEVOUJMUIFIFBEFSTGSPNIFSFPOJTUIFBDUVBMZSFTQPOTF

CSFBL

SFUVSOBXBJUSFBEFSSFBE
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At this point, it's possible to interleave the two coroutines and see that the download proceeds concurrently with the waiting, and that it completes in the expected time:

>>> loop = asyncio.get_event_loop()

>>> t1 = asyncio.ensure_future(fetch_url('http://httpbin.org/delay/3'))

>>> t2 = asyncio.ensure_future(wait_until(t1.done))

>>> loop.run_until_complete(t2)

Waiting... 

Waiting... 

Waiting... 

Waiting... 

Done! 

>>> loop.close()

>>> print('Total Time:', t2.result())

Total Time: 4

>>> print('Content:', t1.result())

Content: b'{"args":{},"data":"","files":{},"form":{}, 

            "headers":{"Connection":"close","Host":"httpbin.org"}, 

            "origin":"93.147.95.71", 

            "url":"http://httpbin.org/delay/3"}\n' 

Processes

Threads and coroutines are concurrency models that coexist with the Python GIL and the leverage execution time left available by I/O operations to allow other tasks to continue. 

With modern multicore systems, it's great to be able to use the full power that the system provides by involving real parallelism and distributing the work across all the cores that are available. 

The Python standard library provides very refined tools to work with multiprocessing, which is a great solution to leverage parallelism on Python. As multiprocessing will lead to multiple separate interpreters, the GIL won't get in the way, and compared to threads and coroutines, it might even be easier to reason with them as totally isolated processes that need to cooperate, rather than to think of multiple threads/coroutines within same system sharing the underlying memory state. 

The major cost in managing processes is usually the spawn cost and the complexity of having to ensure you don't fork subprocesses in any odd condition, leading to unwanted data in memory being copied or file descriptors being reused. 
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NVMUJQSPDFTTJOH1SPDFTT1PPM can be a very good solution to all these problems, as starting one at the beginning of our software will ensure that we don't have to pay any particular cost when we have a task to submit to a subprocess. Furthermore, by creating the processes only once at the beginning, we can guarantee a predictable (and mostly empty) state of the software being copied to create the subprocesses. 

How to do it... 

Pretty much like in the  ThreadPool recipe, we will need two functions that will act as our tasks running concurrently in the processes. 

In the case of processes, we don't need to perform I/O actually to run concurrently, so our tasks could be doing anything. What I'm going to use is the computing of the Fibonacci series while printing out progress, so that we can see how the output of the two processes will interleave:

JNQPSUPT

EFGGJCOTFFO

JGOOPUJOTFFOBOEO

1SJOUPVUPOMZOVNCFSTXFEJEO UZFUDPNQVUF

QSJOUPTHFUQJE   O

TFFOBEEO

JGO

SFUVSOO

SFUVSOGJCOTFFOGJCOTFFO

So, now we need to create the multiprocessing 1PPM that will run the GJC function and spawn computation:

>>> from multiprocessing import Pool

>>> pool = Pool()

>>> t1 = pool.apply_async(fib, args=(20, set()))

>>> t2 = pool.apply_async(fib, args=(22, set()))

>>> pool.close()

>>> pool.join()

42588 -> 20

42588 -> 10

42588 -> 0

42589 -> 20

42588 -> 5

42589 -> 10

42589 -> 0

42589 -> 5
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42588 -> 15

42589 -> 15

>>> t1.get()

6765

>>> t2.get()

17711

You can see how the process IDs of the two processes interleave, and once the job is completed, it's possible to get the results of both of them. 

How it works... 

When NVMUJQSPDFTTJOH1PPM is created, a number of processes equal to the number of cores on the system (as stated by PTDQV@DPVOU) is created through PTGPSL or by spawning a new Python interpreter, depending on what's supported by the underlying system:

>>> pool = Pool()

Once the new processes are started, they will all do the same thing: execute the XPSLFS

function that loops forever consuming from the queue of jobs that were sent to 1PPM and running them one by one. 

This means that if we create a 1PPM of two processes, we will have two workers. As soon as we ask 1PPM to perform something (through 1PPMBQQMZ@BTZOD, 1PPMNBQ, or any other method), the jobs (functions and its arguments) are placed in NVMUJQSPDFTTJOH4JNQMF2VFVF from which the worker will fetch it. 

Once XPSLFS fetches the task from the queue, it will run it. If multiple XPSLFS instances are running, each one of them will pick a task from the queue and run it. 

Once the task has completed, the result of the function that was executed is pushed back into a results queue (together with the job itself to identify which task the result refers to), from which 1PPM will be able to consume the results and provide them back to the code that originally fired the tasks. 

All this communication happens across multiple processes, so it can't happen in memory. 

Instead NVMUJQSPDFTTJOH4JNQMF2VFVF, which is underlying, uses QJQF, each producer will write into QJQF, and each consumer will read from QJQF. 
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As QJQF is only able to read and write bytes, the arguments we submit to QPPM and the results of the functions executed by QPPM are converted to bytes through the QJDLMF

protocol. That is able to marshal/unmarshal Python objects in as far as the same modules are available on both sides (sender and receiver). 

So, we submit our requests to 1PPM:

>>> t1 = pool.apply_async(fib, args=(20, set())) The GJC function, , and the empty set all get pickled and sent into the queue for one of the 1PPM workers to consume. 

Meanwhile, while workers are picking up data and running the Fibonacci function, we join the pool, so that our primary process will block until all the processes on the pool have completed:

>>> pool.close()

>>> pool.join()

In theory, a process of the pool never completes (it runs forever, continuously looking for things to do in the queue). Before calling KPJO, we DMPTF the pool. Closing the pool tells the pool to  exit all its processes once they finish what they are doing right now. 

Then, by immediately joining after DMPTF, we wait until the pool finishes what it's doing right now, which is serving our two requests. 

As with threads, NVMUJQSPDFTTJOH1PPM returns "TZOD3FTVMU objects, which means we can check their completion through the "TZOD3FTVMUSFBEZ method and we can grab the returned value, once it's ready, through "TZOD3FTVMUHFU:

>>> t1.get()

6765

>>> t2.get()

17711

There's more... 

NVMUJQSPDFTTJOH1PPM works in nearly the same way as NVMUJQSPDFTTJOHQPPM5ISFBE1PPM. In fact, they share a lot of their implementation as one is a subclass of the other. 
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But there are some major differences that are caused by the underlying technology used. 

One is based on threads and the other on subprocesses. 

The major benefit of using processes is that the Python interpreter lock won't limit their parallelism, and they will be able to actually run in parallel with each other. 

On the other side, there is a cost for that. Using processes is both more expensive in startup time (forking a process is usually slower than spawning a thread), and more expensive in terms of memory used, as each process will need to have its own state of memory. While a lot of this cost is reduced heavily on most systems through techniques such as copy on write, threads usually end up being a lot cheaper than processes. 

For this reason, it's usually a good idea to start the process QPPM only at the beginning of your application, so that the additional cost of spawning processes is only paid once. 

Processes are not only more expensive to start, but by contrast with threads, they don't share the state of the program; each process has its own state and memory. So it's not possible to share the data between 1PPM and the workers that will perform the tasks. All the data needs to be encoded through QJDLMF and sent through QJQF for the other end to consume. This has a huge cost compared to threads that can rely on a shared queue, especially when the data that has to be sent is big. 

For this reason, it's usually a good idea to avoid involving processes when big files or data are involved in arguments or return values, as that data will have to be copied multiple times to reach its final destination. In that case, it's better to save the data on disk and pass around the path of the file. 

Futures

When a background task is spawned, it might be running concurrently with your main flow forever and never complete its own job (such as the worker threads of a 5ISFBE1PPM), or it might be something that will return a result to you sooner or later and you might be waiting for that result (such as a thread that downloads the content of a URL in the background). 

These second types of task all share a common behavior: their result will be available in

@GVUVSF@. So, a result that will be available in the future is commonly referred to as

'VUVSF. Programming languages don't all share the same exact definition of futures, and on Python 'VUVSF is any function that will be completed in the future, typically returning a result. 
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'VUVSF is the callable itself, so it's unrelated to the technology that will be used actually to run the callable. You will need a way to let the execution of the callable proceed, and in Python, that's provided by &YFDVUPS. 

There are executors that can run the futures into threads, processes, or coroutines (in the case of coroutines, the loop itself is the executor). 

How to do it... 

To run a future, we will need an executor (either 5ISFBE1PPM&YFDVUPS, 1SPDFTT1PPM&YFDVUPS) and the futures we actually want to run. For the sake of our example, we will use a function that returns the time it takes to load a web page so we can benchmarks multiple websites to see which one is the fastest: JNQPSUDPODVSSFOUGVUVSFT

JNQPSUVSMMJCSFRVFTU

JNQPSUUJNF

EFGCFODINBSL@VSMVSM

CFHJOUJNFUJNF

XJUIVSMMJCSFRVFTUVSMPQFOVSMBTDPOO

DPOOSFBE

SFUVSOUJNFUJNFCFHJOVSM

DMBTT6SMT#FODINBSLFS

EFG@@JOJU@@TFMGVSMT

TFMG@VSMTVSMT

EFGSVOTFMGFYFDVUPS

GVUVSFTTFMG@CFODINBSL@VSMTFYFDVUPS

GBTUFTUNJO< 

GVUVSFSFTVMUGPSGVUVSFJO

DPODVSSFOUGVUVSFTBT@DPNQMFUFEGVUVSFT

> 

QSJOU 'BTUFTU6SM\^JO\^ GPSNBUGBTUFTU

EFG@CFODINBSL@VSMTTFMGFYFDVUPS

GVUVSFT<> 

GPSVSMJOTFMG@VSMT

GVUVSFFYFDVUPSTVCNJUCFODINBSL@VSMVSM

GVUVSFBEE@EPOF@DBMMCBDLTFMG@QSJOU@UJNJOH

GVUVSFTBQQFOEGVUVSF

SFUVSOGVUVSFT

EFG@QSJOU@UJNJOHTFMGGVUVSF
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QSJOU 6SM\^EPXOMPBEFEJO\^ GPSNBU

GVUVSFSFTVMU



Then we can create any kind of executor and have our 6SMT#FODINBSLFS run its futures within it:

>>> import concurrent.futures

>>> with concurrent.futures.ThreadPoolExecutor() as executor:

...     UrlsBenchmarker([

...             'http://time.com/', 

...             'http://www.cnn.com/', 

...             'http://www.facebook.com/', 

...             'http://www.apple.com/', 

...     ]).run(executor)

... 

Url http://time.com/ downloaded in 1.0580978393554688

Url http://www.apple.com/ downloaded in 1.0482590198516846

Url http://www.facebook.com/ downloaded in 1.6707532405853271

Url http://www.cnn.com/ downloaded in 7.4976489543914795

Fastest Url: http://www.apple.com/, in 1.0482590198516846

How it works... 

6SMT#FODINBSLFS will fire a future for each URL through 6SMT#FODINBSLFS@CFODINBSL@VSMT:

GPSVSMJOTFMG@VSMT

GVUVSFFYFDVUPSTVCNJUCFODINBSL@VSMVSM

Each future will perform CFODINBSL@VSM, which downloads the content of the given URL

and returns the time it took to download it, along with the URL itself: EFGCFODINBSL@VSMVSM

CFHJOUJNFUJNF

EPXOMPBEVSMIFSF

SFUVSOUJNFUJNFCFHJOVSM

Returning the URL itself is necessary, as GVUVSF can know its return value, but not its arguments. So once we TVCNJU the function, we have lost which URL it is related to and by returning it together with the timing, we will always have the URL available whenever the timing is present. 
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Then for each GVUVSF, a callback is added through GVUVSFBEE@EPOF@DBMMCBDL: GVUVSFBEE@EPOF@DBMMCBDLTFMG@QSJOU@UJNJOH

As soon as the future completes, it will call 6SMT#FODINBSLFS@QSJOU@UJNJOH, which prints the time it took to run the URL. This informs the user that the benchmark is proceeding and that it completed one of the URLs. 

6SMT#FODINBSLFS@CFODINBSL@VSMT will then return GVUVSFT for all the URLs that we had to benchmark in a list. 

That list is then passed to DPODVSSFOUGVUVSFTBT@DPNQMFUFE. This will create an iterator that will return all GVUVSFT in the order they completed and only when they are completed. So, we know that by iterating over it, we will only fetch GVUVSFT that are already completed and we will block waiting for the completion of a new future as soon as the consumed all GVUVSFT that already completed:

< 

GVUVSFSFTVMUGPSGVUVSFJO

DPODVSSFOUGVUVSFTBT@DPNQMFUFEGVUVSFT

> 

So, the loop will only finish when all GVUVSFT are complete. 

The list of completed GVUVSFT is consumed by a MJTU comprehension that will create a list containing the results of those GVUVSFT. 

As the results are all in the (UJNF, VSM) form, we can use NJO to grab the result with the minimum time, which is the URL that took less time to download. 

This works because comparing two tuples compares the elements in order:

>>> (1, 5) < (2, 0)

True

>>> (2, 1) < (0, 5)

False

So, calling NJO on a list of tuples will grab the entry with the minimum value in the first element of the tuple:

>>> min([(1, 2), (2, 0), (0, 7)])

(0, 7)
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The second element is only looked at when there are two first elements with the same value:

>>> min([(0, 7), (1, 2), (0, 3)])

(0, 3)

So, we grab the URL with the shortest timing (as the timing was the first of the entries in the tuple returned by the future) and print it as the fastest: GBTUFTUNJO< 

GVUVSFSFTVMUGPSGVUVSFJO

DPODVSSFOUGVUVSFTBT@DPNQMFUFEGVUVSFT

> 

QSJOU 'BTUFTU6SM\^JO\^ GPSNBUGBTUFTU

There's more... 

The futures executors are very similar to the worker pools provided by NVMUJQSPDFTTJOHQPPM, but they have some differences that might push you toward one direction or another. 

The major difference is probably the way the workers are started. The pools start a fixed number of workers that are created and started all at the same time when the pool is created. So, creating the pool early moves the cost of spawning the workers at the beginning of the application. This means that the application can be quite slow to start because it might have to fork many processes according to the number of workers you requested or the number of cores your system has. Instead, the executor creates workers only when they are needed, and it's meant to evolve in the future to avoid making new workers when there are available ones. 

So, executors are generally faster to start up at the expense of a bit more delay the first time a future is sent to it, while pools focus most of their cost on startup time. For this reason, if you have cases where you frequently need to create and destroy a pool of worker processes, the GVUVSFT executor can be more efficient to work with. 

Scheduled tasks

A common kind of background task is an action that should run by itself in the background at any given time. Typically, those are managed through a cron daemon or similar system tools by configuring the daemon to run a given Python script at the provided time. 
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When you have a primary application that needs to perform tasks cyclically (such as expiring caches, resetting password links, flushing a queue of emails to send, or similar tasks), it's not really viable to do so through a cron job as you would need to dump the data somewhere accessible to the other process: on disk, on a database, or any similarly shared storage. 

Luckily, the Python standard library has an easy way to schedule tasks that are to be executed at any given time and joined with threads. It can be a very simple and effective solution for scheduled background tasks. 

How to do it... 

The TDIFE module provides a fully functioning scheduled tasks executor that we can mix with threads to create a background scheduler:

JNQPSUUISFBEJOH

JNQPSUTDIFE

JNQPSUGVODUPPMT

DMBTT#BDLHSPVOE4DIFEVMFSUISFBEJOH5ISFBE

EFG@@JOJU@@TFMGTUBSU5SVF

TFMG@TDIFEVMFSTDIFETDIFEVMFS

TFMG@SVOOJOH5SVF

TVQFS@@JOJU@@EBFNPO5SVF

JGTUBSU

TFMGTUBSU

EFGSVO@BUTFMGUJNFBDUJPOBSHT/POFLXBSHT/POF

TFMG@TDIFEVMFSFOUFSBCTUJNFBDUJPO

BSHVNFOUBSHTPSUVQMF

LXBSHTLXBSHTPS\^

EFGSVO@BGUFSTFMGEFMBZBDUJPOBSHT/POFLXBSHT/POF

TFMG@TDIFEVMFSFOUFSEFMBZBDUJPO

BSHVNFOUBSHTPSUVQMF

LXBSHTLXBSHTPS\^

EFGSVO@FWFSZTFMGTFDPOETBDUJPOBSHT/POFLXBSHT/POF

!GVODUPPMTXSBQTBDUJPO

EFG@GBSHTLXBSHT

USZ

BDUJPOBSHTLXBSHT

GJOBMMZ
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TFMGSVO@BGUFSTFDPOET@GBSHTBSHTLXBSHTLXBSHT

TFMGSVO@BGUFSTFDPOET@GBSHTBSHTLXBSHTLXBSHT

EFGSVOTFMG

XIJMFTFMG@SVOOJOH

EFMUBTFMG@TDIFEVMFSSVOCMPDLJOH'BMTF

JGEFMUBJT/POF

EFMUB

TFMG@TDIFEVMFSEFMBZGVODNJOEFMUB

EFGTUPQTFMG

TFMG@SVOOJOH'BMTF

#BDLHSPVOE4DIFEVMFS can be started and jobs can be added to it to start their execution at fixed times:

>>> import time

>>> s = BackgroundScheduler()

>>> s.run_every(2, lambda: print('Hello World'))

>>> time.sleep(5)

Hello World

Hello World

>>> s.stop()

>>> s.join()

How it works... 

#BDLHSPVOE4DIFEVMFS subclasses UISFBEJOH5ISFBE so that it runs in the background while our application is doing something else. Registered tasks will fire and perform in a secondary thread without getting in the way of the primary code: DMBTT#BDLHSPVOE4DIFEVMFSUISFBEJOH5ISFBE

EFG@@JOJU@@TFMG

TFMG@TDIFEVMFSTDIFETDIFEVMFS

TFMG@SVOOJOH5SVF

TVQFS@@JOJU@@EBFNPO5SVF

TFMGTUBSU

Whenever #BDLHSPVOE4DIFEVMFS is created, the thread for it is started too, so it becomes immediately available. The thread will run in EBFNPO mode, which means that it won't block the program from exiting if it's still running at the time the program ends. 
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Usually Python waits for all threads when exiting the application, so setting a thread as a EBFNPO one makes it possible to quit without having to wait for them. 

UISFBEJOH5ISFBE executes the SVO method as the thread code. In our case, it's a method that runs the tasks registered in the scheduler over and over: EFGSVOTFMG

XIJMFTFMG@SVOOJOH

EFMUBTFMG@TDIFEVMFSSVOCMPDLJOH'BMTF

JGEFMUBJT/POF

EFMUB

TFMG@TDIFEVMFSEFMBZGVODNJOEFMUB

@TDIFEVMFSSVOCMPDLJOH'BMTF means to pick one task to run from the scheduled ones and run it. Then, it returns the time that it still has to be waited for before running the next task. If no time is returned, it means there are no tasks to run. 

Through @TDIFEVMFSEFMBZGVODNJOEFMUB, we wait for the time it takes before the next task needs to run, which is most half a second at most. 

We wait at most half a second, because while we are waiting, the scheduled tasks might change. A new task might get registered and we want to ensure it won't have to wait more than half a second for the scheduler to catch it. 

If we waited exactly the time that was pending before the next task, we might do a run, get back that the next task was in 60 seconds, and start waiting 60 seconds. But what if, while we were waiting, the user registered a new task that had to run in 5 seconds? We would run it in 60 seconds anyway, because we were already waiting. By waiting at most 0.5

seconds, we know that it will take half a second to pick up the next task and that it will run properly in 5 seconds. 

Waiting less than the time that is pending before the next task won't make the tasks run any faster, because the scheduler won't run any tasks that don't already surpass its scheduled time. So, if there are no tasks to run, the scheduler would continuously tell us,  you have to wait, and we would be waiting half a second for as many times as it was needed to reach the scheduled time of the next scheduled task. 

The SVO@BU, SVO@BGUFS, and SVO@FWFSZ methods are the ones actually involved in registering functions for execution at specific times. 

SVO@BU and SVO@BGUFS simply wrap the FOUFSBCT and FOUFS methods of the scheduler, which allow us to register a task to run at a specific time or after  n seconds. 
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The most interesting function is probably SVO@FWFSZ, which runs a task over and over every  n seconds:

EFGSVO@FWFSZTFMGTFDPOETBDUJPOBSHT/POFLXBSHT/POF

!GVODUPPMTXSBQTBDUJPO

EFG@GBSHTLXBSHT

USZ

BDUJPOBSHTLXBSHT

GJOBMMZ

TFMGSVO@BGUFSTFDPOET@GBSHTBSHTLXBSHTLXBSHT

TFMGSVO@BGUFSTFDPOET@GBSHTBSHTLXBSHTLXBSHT

The method takes the callable that has to be run and wraps it into a decorator that actually does run the function, but once it completes, it schedules the function back for re-execution. 

This way, it will run over and over until the scheduler is stopped, and whenever it completes, it's scheduled again. 

Sharing data between processes

When working with threads or coroutines, data is shared across them by virtue of the fact that they share the same memory space. So, you can access any object from any thread, as long as attention is paid to avoiding race conditions and providing proper locking. 

With processes, instead, things get far more complicated and no data is shared across them. 

So when using 1SPDFTT1PPM or 1SPDFTT1PPM&YFDVUPS, we need to find a way to pass data across the processes and make them able to share a common state. 

The Python standard library provides many tools to create a communication channel between processes: NVMUJQSPDFTTJOH2VFVFT, NVMUJQSPDFTTJOH1JQF, NVMUJQSPDFTTJOH7BMVF, and NVMUJQSPDFTTJOH"SSBZ can be used to create queues that one process can feed and the other consume, or simply values shared between multiple processes in a shared memory. 

While all these are viable solutions, they have some limits: you must create all shared values before creating any process, so they are not viable if the amount of shared values is variable and they are limited in terms of types they can store. 

NVMUJQSPDFTTJOH.BOBHFS, instead, allows us to store any number of shared values through a shared /BNFTQBDF. 
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How to do it... 

Here are the steps for this recipe:

1. NBOBHFS should be created at the beginning of your application, then all processes will be able to set and read values from it: JNQPSUNVMUJQSPDFTTJOH

NBOBHFSNVMUJQSPDFTTJOH.BOBHFS

OBNFTQBDFNBOBHFS/BNFTQBDF

2. Once we have our OBNFTQBDF, any process will be able to set values to it: EFGTFU@GJSTU@WBSJBCMF

OBNFTQBDFGJSTU

QNVMUJQSPDFTTJOH1SPDFTTUBSHFUTFU@GJSTU@WBSJBCMF

QTUBSU

QKPJO

EFGTFU@TFDPOE@WBSJBCMF

OBNFTQBDFTFDPOEEJDUWBMVF

QNVMUJQSPDFTTJOH1SPDFTTUBSHFUTFU@TFDPOE@WBSJBCMF

QTUBSU

QKPJO

JNQPSUEBUFUJNF

EFGTFU@DVTUPN@WBSJBCMF

OBNFTQBDFMBTUEBUFUJNFEBUFUJNFVUDOPX

QNVMUJQSPDFTTJOH1SPDFTTUBSHFUTFU@DVTUPN@WBSJBCMF

QTUBSU

QKPJO

3. Any process will be able to access them all:

>>> def print_variables():

...    print(namespace.first, namespace.second, namespace.last)

... 

>>> p = multiprocessing.Process(target=print_variables)

>>> p.start()

>>> p.join()

42 {'value': 42} 2018-05-26 21:39:17.433112
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Without the need to create the variables early on or from the main process, all processes will be able to read or set any variable as far as they have access to /BNFTQBDF. 

How it works... 

The NVMUJQSPDFTTJOH.BOBHFS class acts as a server that is able to store values accessible by any process that has a reference to .BOBHFS and to the values it wants to access. 

.BOBHFS itself is accessible by knowing the address of the socket or pipe where it is listening, and each process that has a reference to the .BOBHFS instance knows those:

>>> manager = multiprocessing.Manager()

>>> print(manager.address)

/tmp/pymp-4l33rgjq/listener-34vkfba3

Then, once you know how to contact the manager itself, you need to be able to tell the manager which object you want to access out of all that the manager is managing. 

That can be done by having 5PLFO that represents and pinpoints that object:

>>> namespace = manager.Namespace()

>>> print(namespace._token)

Token(typeid='Namespace', 

      address='/tmp/pymp-092482xr/listener-yreenkqo',       id='7f78c7fd9630')

Particularly, /BNFTQBDF is a kind of object that allows us to store any variable within it. So, it makes anything stored within /BNFTQBDF accessible by using just the OBNFTQBDF token. 

All processes, as they were copied from the same original process, that had the token of the namespace and the address of the manager are able to access OBNFTQBDF and thus set or read values from it. 
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There's more... 

NVMUJQSPDFTTJOH.BOBHFS is not constrained to work with processes that originated from the same process. 

It's possible to create a .BOBHFS that will listen on a network so that any process that is able to connect to it might be able to access its content:

>>> import multiprocessing.managers

>>> manager = multiprocessing.managers.SyncManager(

...     address=('localhost', 50000), 

...     authkey=b'secret' 

... )

>>> print(manager.address)

('localhost', 50000)

Then, once the server is started:

>>> manager.get_server().serve_forever() The other processes will be able to connect to it by creating a NBOBHFS instance with the exact same arguments of the manager they want to connect to, and then explicitly connect:

>>> manager2 = multiprocessing.managers.SyncManager(

...     address=('localhost', 50000), 

...     authkey=b'secret' 

... )

>>> manager2.connect()

Let's create a OBNFTQBDF in manager and set a value into it:

>>> namespace = manager.Namespace()

>>> namespace.value = 5

Knowing the token value of OBNFTQBDF, it's possible to create a proxy object to access OBNFTQBDF from NBOBHFS through the network:

>>> from multiprocessing.managers import NamespaceProxy

>>> ns2 = NamespaceProxy(token, 'pickle', 

...                      manager=manager2, 

...                      authkey=b'secret')

>>> print(ns2.value)

5
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Networking

In this chapter, we will cover following recipes:

Sending emailsbsending emails from your application Fetching emailsbchecking and reading newly-received emails in a folder FTPbuploading, listing, and downloading files from FTP

Socketsbwriting a chat system based on TCP/IP

AsyncIOban asynchronous HTTP server for static files based on coroutines Remote procedure callsbimplementing RPC through XMLRPC

Introduction

Modern-day applications frequently need to interact with users or other software through networks. The more our society moves toward a connected world, the more users will expect software to be able to interact with remote services or across networks. 

Networking-based applications rely on decades of stable and widely-tested tools and paradigms, and the Python standard library provides support for the most common technologies, from transport to application protocols. 

Apart from providing support for the communication channels themselves, such as sockets, the standard library also provides the models to implement event-based applications that are typical of networking use cases as in most cases, the application will have to react to an input coming from the network and handle it accordingly. 
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In this chapter, we will see how to handle some of the most common application protocols, such as SMTP, IMAP, and FTP. But we will also see how to handle networking directly through sockets and how to implement our own protocol for RPC communication. 

Sending emails

Emails are the most widespread communication tool nowadays, if you're on the internet, it's pretty much granted you have an email address and they are now highly integrated in smartphones too, so are accessible on the go. 

For all those reasons, emails are the preferred tools for sending notifications to users, reports of completion, and results of long-running processes. 

Sending emails requires some machinery and both the SMTP and MIME protocols are quite articulated if you want to support them by yourself. 

Luckily, the Python standard library comes with built-in support for both and we can rely on the TNUQMJC module to interact with the SMTP server to send our email and on FNBJM

package to actually create the content of the email and tackle all the special formats and encoding required. 

How to do it... 

Sending an email is a three-step process:

1. Contact the SMTP server and authenticate to it

2. Prepare the email itself

3. Provide the email to the SMTP server

All three phases are covered in the Python standard library and we just need to wrap them up for convenience in an easier interface:

GSPNFNBJMIFBEFSJNQPSU)FBEFS

GSPNFNBJMNJNFUFYUJNQPSU.*.&5FYU

GSPNFNBJMVUJMTJNQPSUQBSTFBEESGPSNBUBEES

GSPNTNUQMJCJNQPSU4.51

DMBTT&NBJM4FOEFS

EFG@@JOJU@@TFMGIPTUMPDBMIPTUQPSUMPHJOQBTTXPSE

TFMG@IPTUIPTU

TFMG@QPSUJOUQPSU
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TFMG@MPHJOMPHJO

TFMG@QBTTXPSEQBTTXPSE

EFGTFOETFMGTFOEFSSFDJQJFOUTVCKFDUCPEZ

IFBEFS@DIBSTFU 65' 

CPEZ@DIBSTFU 65' 

TFOEFS@OBNFTFOEFS@BEESQBSTFBEESTFOEFS

SFDJQJFOU@OBNFSFDJQJFOU@BEESQBSTFBEESSFDJQJFOU

TFOEFS@OBNFTUS)FBEFSTFOEFS@OBNFIFBEFS@DIBSTFU

SFDJQJFOU@OBNFTUS)FBEFSSFDJQJFOU@OBNFIFBEFS@DIBSTFU

NTH.*.&5FYUCPEZFODPEFCPEZ@DIBSTFU QMBJO CPEZ@DIBSTFU

NTH< 'SPN >GPSNBUBEESTFOEFS@OBNFTFOEFS@BEES

NTH< 5P >GPSNBUBEESSFDJQJFOU@OBNFSFDJQJFOU@BEES

NTH< 4VCKFDU >)FBEFSTVCKFDUIFBEFS@DIBSTFU

TNUQ4.51TFMG@IPTUTFMG@QPSU

USZ

TNUQTUBSUUMT

FYDFQU

QBTT

TNUQMPHJOTFMG@MPHJOTFMG@QBTTXPSE

TNUQTFOENBJMTFOEFSSFDJQJFOUNTHBT@TUSJOH

TNUQRVJU

Our &NBJM4FOEFS class can be used to easily send emails through our email provider: FT&NBJM4FOEFS NBJMNZTFSWFSJU 

MPHJO BNPM!NZTFSWFSJU 

QBTTXPSE NZNBJMQBTTXPSE 

FTTFOETFOEFS 4FOEFSOPSFQMZ!TFOEFSTOFU  

SFDJQJFOU BNPM!NZTFSWFSJU 

TVCKFDU )FMMPNZGSJFOE 

CPEZ   )FSFJTBMJUUMFFNBJMGPSZPV   

How it works... 

Sending an email requires connecting to an SMTP server, this requires data, such as the host on which the server is running, the port where it's exposed, and a username and password to authenticate against it. 
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All these details will be needed every time we want to send an email, as each email will require a separate connection. So, those are all details that our class in charge of sending email will always need to have available and thus are requested when the instance is created:

DMBTT&NBJM4FOEFS

EFG@@JOJU@@TFMGIPTUMPDBMIPTUQPSUMPHJOQBTTXPSE

TFMG@IPTUIPTU

TFMG@QPSUJOUQPSU

TFMG@MPHJOMPHJO

TFMG@QBTTXPSEQBTTXPSE

Once all the details required to connect to the SMTP server are known, the only exposed method of our class is the one to actually send the emails: EFGTFOETFMGTFOEFSSFDJQJFOUTVCKFDUCPEZ

Which requires the details needed to compose the email: the sender address, the address receiving the email, a subject, and the content of the email itself. 

Our method has to parse the provided sender and recipient. The part with the name of the sender and recipient is separated from the part containing the address: TFOEFS@OBNFTFOEFS@BEESQBSTFBEESTFOEFS

SFDJQJFOU@OBNFSFDJQJFOU@BEESQBSTFBEESSFDJQJFOU

If TFOEFS was something like "MFTTBOESP.PMJOBBNPM!NZTFSWFSJU , TFOEFS@OBNF would be "MFTTBOESP.PMJOB and TFOEFS@BEES would be BNPM!NZTFSWFSJU. 

This is required because the name part will frequently contain names that are not constrained to plain ASCII, the mail might be delivered to China, or Korea, or any other place where you would have to properly support Unicode to handle recipient names. 

So we have to properly encode those characters in a way that mail clients will understand when receiving the email, and that is done by using the )FBEFS class with the provided character set encoding, which in our case was 65': TFOEFS@OBNFTUS)FBEFSTFOEFS@OBNFIFBEFS@DIBSTFU

SFDJQJFOU@OBNFTUS)FBEFSSFDJQJFOU@OBNFIFBEFS@DIBSTFU
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Once the sender and recipient names are encoded in the format expected by email headers, we can join them back with the address part to build back a full recipient and sender in the

/BNFBEESFTT  form:

NTH< 'SPN >GPSNBUBEESTFOEFS@OBNFTFOEFS@BEES

NTH< 5P >GPSNBUBEESSFDJQJFOU@OBNFSFDJQJFOU@BEES

The same goes for 4VCKFDU, which being a header field of the mail needs to be encoded too: NTH< 4VCKFDU >)FBEFSTVCKFDUIFBEFS@DIBSTFU

The body of the message instead doesn't have to be encoded as a header and can be provided as its plain-bytes representation in any encoding as far as the encoding is specified. 

In our case, the message was built with a body encoded to 65' too: NTH.*.&5FYUCPEZFODPEFCPEZ@DIBSTFU QMBJO CPEZ@DIBSTFU

Then, once the message itself is ready and both the body and headers are properly encoded, the only part left is actually getting in touch with the SMTP server and sending the email. 

This is done by creating an 4.51 object for the known address and port: TNUQ4.51TFMG@IPTUTFMG@QPSU

Then, in case the SMTP server supports encryption through TLS, we start it. If it doesn't, we just ignore the error and proceed:

USZ

TNUQTUBSUUMT

FYDFQU

QBTT

Once encryption is enabled, if available, we can finally authenticate against the SMTP

server and send the mail itself to the involved recipient: TNUQMPHJOTFMG@MPHJOTFMG@QBTTXPSE

TNUQTFOENBJMTFOEFSSFDJQJFOUNTHBT@TUSJOH

TNUQRVJU
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To test that encoding is working as you would expect, you can try sending an email with characters that are out of the standard ASCII plane to see whether your client properly understands the email:

FTTFOETFOEFS 4FOEFSOPSFQMZ!TFOEFSTOFU  

SFDJQJFOU BNPM!NZTFSWFSJU 

TVCKFDU )BWFTPNFKBQBOFTFIFSFklkmlknkokp 

CPEZ   "OETPNFDIJOFTFIFSFjqrsq   

If everything worked as expected, you should be able to authenticate against your SMTP

provider, send the email and see it in your inbox with the proper content. 

Fetching emails

Frequently, applications need to react to some kind of event, they receive a message from a user or software and they need to act accordingly. The whole nature of networking-based applications lies in reacting to received messages, but a very specific and common case of this class of applications are applications that need to react to received emails. 

The typical case is when a user needs to send some kind of document to your application (usually an ID card or signed contracts) and you want to react to that event, such as enabling the service once the user sent the signed contract. 

This requires us to be able to access the received emails and scan through them to detect sender and content. 

How to do it... 

The steps for this recipe are as follows:

1. Using JNBQMJC and FNBJM modules, it's possible to build a working IMAP client to fetch the most recent messages from a supported IMAP server: JNQPSUJNBQMJC

JNQPSUSF

GSPNFNBJMQBSTFSJNQPSU#ZUFT1BSTFS

DMBTT*."13FBEFS

&/$0%*/( VUG 

-*45@1"55&3/SFDPNQJMF

S =1GMBHT =1EFMJNJUFS 1OBNF  
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EFG@@JOJU@@TFMGIPTUVTFSOBNFQBTTXPSETTM5SVF

JGTTM

TFMG@JNBQJNBQMJC*."1@44-IPTU

FMTF

TFMG@JNBQJNBQMJC*."1IPTU

TFMG@JNBQMPHJOVTFSOBNFQBTTXPSE

EFGGPMEFSTTFMG

3FUSJFWFMJTUPG*."1GPMEFST

SFTQMJOFTTFMG@JNBQMJTU

JGSFTQ 0, 

SBJTF&YDFQUJPOSFTQ

FOUSJFT<> 

GPSMJOFJOMJOFT

GMBHT@OBNFTFMG-*45@1"55&3/NBUDI

MJOFEFDPEFTFMG&/$0%*/(

HSPVQT

FOUSJFTBQQFOEEJDU

GMBHTGMBHT

OBNFOBNFTUSJQ  



SFUVSOFOUSJFT

EFGNFTTBHFTTFMGGPMEFSMJNJUQFFL5SVF

3FUVSOAAMJNJUAANFTTBHFTGSPNAAGPMEFSAA

QFFL'BMTFXJMMBMTPGFUDINFTTBHFCPEZ



SFTQDPVOUTFMG@JNBQTFMFDU T GPMEFS

SFBEPOMZ5SVF

JGSFTQ 0, 

SBJTF&YDFQUJPOSFTQ

MBTU@NFTTBHF@JEJOUDPVOU<> 

NTH@JETSBOHFMBTU@NFTTBHF@JEMBTU@NFTTBHF@JEMJNJU

NPEF #0%:1&&,<)&"%&3> JGQFFLFMTF 3'$ 

NFTTBHFT<> 

GPSNTH@JEJONTH@JET

SFTQNTHTFMG@JNBQGFUDITUSNTH@JENPEF

NTHNTH<><> 

NFTTBHFTBQQFOE#ZUFT1BSTFSQBSTFCZUFTNTH

JGMFONFTTBHFT MJNJU

CSFBL

SFUVSONFTTBHFT
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EFGHFU@NFTTBHF@CPEZTFMGNFTTBHF

(JWFOBNFTTBHFGPSXIJDIUIFCPEZXBTGFUDIFESFUVSOT

JU

CPEZ<> 

JGNFTTBHFJT@NVMUJQBSU

GPSQBZMPBEJONFTTBHFHFU@QBZMPBE

CPEZBQQFOEQBZMPBEHFU@QBZMPBE

FMTF

CPEZBQQFOENFTTBHFHFU@QBZMPBE

SFUVSOCPEZ

EFGDMPTFTFMG

$MPTFDPOOFDUJPOUP*."1TFSWFS

TFMG@JNBQDMPTF

2. *."13FBEFS can then be used to access a compatible mail server to read the most recent emails:

NBJMT*."13FBEFS JNBQHNBJMDPN 

:063@&."*-:063@1"44803%

TTM5SVF

GPMEFSTNBJMTGPMEFST

GPSNTHJONBJMTNFTTBHFT */#09 MJNJUQFFL5SVF

QSJOUNTH< %BUF >NTH< 4VCKFDU > 

3. This returns the title and timestamp of the last two received emails: Fri, 8 Jun 2018 00:07:16 +0200 Hello Python CookBook! 

Thu, 7 Jun 2018 08:21:11 -0400 SSL and turbogears.org If we need the actual email content and attachments, we can retrieve them by using QFFL'BMTF and then calling *."13FBEFSHFU@NFTTBHF@CPEZ on the retrieved messages. 

How it works... 

Our class acts as a wrapper over the JNBQMJC and FNBJM modules, providing an easier-to-use interface for the need of fetching mail from a folder. 

There are actually two different objects that can be created from JNBQMJC to connect to an IMAP server, one that uses SSL and one that doesn't. Depending on what's required by your server, you might have to turn it on or off (for example, Gmail requires SSL) and that's abstracted in @@JOJU@@:
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EFG@@JOJU@@TFMGIPTUVTFSOBNFQBTTXPSETTM5SVF

JGTTM

TFMG@JNBQJNBQMJC*."1@44-IPTU

FMTF

TFMG@JNBQJNBQMJC*."1IPTU

TFMG@JNBQMPHJOVTFSOBNFQBTTXPSE

The @@JOJU@@ method also takes care of logging you against the IMAP server, so that the once the reader is created, it's immediately usable. 

Our reader then provides methods to list folders, so in case you want to read messages from all folders or you want to allow users to pick a folder, it's possible: EFGGPMEFSTTFMG

3FUSJFWFMJTUPG*."1GPMEFST

The first thing our GPMEFST method does is grab the list of folders from the server. The JNBQMJC methods already report exceptions themselves in case there is an error, but as a safety net, we also check that the response is 0,: SFTQMJOFTTFMG@JNBQMJTU

JGSFTQ 0, 

SBJTF&YDFQUJPOSFTQ

IMAP is a text-based protocol and the server is supposed to always respond 0, SFTQPOTF  if it was able to understand your request and serve a response. Otherwise, a bunch of alternative response codes, such as /0 or #"%, can be returned. In case any of those is returned, we consider our request failed. 

Once we make sure we actually have the folders list, we need to parse it. The list is constituted by multiple lines of text. Each line contains details about exactly one folder, the details: flags and folder name. Those are separated by a separator, which is not standard. 

On some servers, it's a dot, while on others, it's a slash, so we need to be pretty flexible when parsing it. That's why we parse it with a regular expression that allows flags and a name separated by any separator:

-*45@1"55&3/SFDPNQJMF

S =1GMBHT =1EFMJNJUFS 1OBNF  



Once we know how to parse those lines from the response, we can just build a list of dictionaries out of them that contain the name and the flags for those folders: FOUSJFT<> 

GPSMJOFJOMJOFT

GMBHT@OBNFTFMG-*45@1"55&3/NBUDI
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MJOFEFDPEFTFMG&/$0%*/(

HSPVQT

FOUSJFTBQQFOEEJDU

GMBHTGMBHT

OBNFOBNFTUSJQ  



SFUVSOFOUSJFT

The flags themselves can then be parsed further using the JNBQMJC1BSTF'MBHT class. 

Once we know the name of the folder we want to fetch messages for, we can retrieve the messages through the NFTTBHFT method:

EFGNFTTBHFTTFMGGPMEFSMJNJUQFFL5SVF

3FUVSOAAMJNJUAANFTTBHFTGSPNAAGPMEFSAA

QFFL'BMTFXJMMBMTPGFUDINFTTBHFCPEZ



As IMAP is a stateful protocol, the first thing we need to do is select the folder for which we want to run subsequent commands:

SFTQDPVOUTFMG@JNBQTFMFDU T GPMEFSSFBEPOMZ5SVF

JGSFTQ 0, 

SBJTF&YDFQUJPOSFTQ

We provide a SFBEPOMZ option so we can't inadvertently destroy our emails, and we verify the response code as usual. 

Then the content of the response of the TFMFDU method is actually the ID of the last message that was uploaded to that folder. 

As those IDs are incremental numbers, we can use it to generate the IDs of the last MJNJU

messages to fetch the most recent messages:

MBTU@NFTTBHF@JEJOUDPVOU<> 

NTH@JETSBOHFMBTU@NFTTBHF@JEMBTU@NFTTBHF@JEMJNJU

Then, based on the caller choice, we select what we want to download of those messages. If only the headers or the whole content:

NPEF #0%:1&&,<)&"%&3> JGQFFLFMTF 3'$ 

The mode will be provided to the GFUDI method to tell it what data we want to download: SFTQNTHTFMG@JNBQGFUDITUSNTH@JENPEF
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The message itself is then composed as a list that contains a tuple of two elements. The first element contains the size and mode the message is returned in (as we provided the mode ourselves, we don't really care), and the last element of the tuple contains the message itself, so we just grab it:

NTHNTH<><> 

Once we have the message available, we feed it to #ZUFT1BSTFS so that we can get back a

.FTTBHF instance:

#ZUFT1BSTFSQBSTFCZUFTNTH

We loop over all the messages, parse them, and add to the list of messages that we will return. We stop as soon as we reach the desired amount of messages: NFTTBHFT<> 

GPSNTH@JEJONTH@JET

SFTQNTHTFMG@JNBQGFUDITUSNTH@JENPEF

NTHNTH<><> 

NFTTBHFTBQQFOE#ZUFT1BSTFSQBSTFCZUFTNTH

JGMFONFTTBHFT MJNJU

CSFBL

SFUVSONFTTBHFT

From the NFTTBHFT method, we get back a list of .FTTBHF objects, for which we can easily access all data, apart from the body of the message itself. Because the body might actually be composed by multiple items (think of a message with attachments t it has text, images, PDF files, or whatever was attached). 

For this reason, the reader provides a HFU@NFTTBHF@CPEZ method that retrieves all the parts of the message body in case it's a multipart message and returns them: EFGHFU@NFTTBHF@CPEZTFMGNFTTBHF

(JWFOBNFTTBHFGPSXIJDIUIFCPEZXBTGFUDIFESFUVSOTJU

CPEZ<> 

JGNFTTBHFJT@NVMUJQBSU

GPSQBZMPBEJONFTTBHFHFU@QBZMPBE

CPEZBQQFOEQBZMPBEHFU@QBZMPBE

FMTF

CPEZBQQFOENFTTBHFHFU@QBZMPBE

SFUVSOCPEZ

Combining the NFTTBHFT and HFU@NFTTBHF@CPEZ methods, we are able to grab messages and their content from a mailbox, and then process them however we need. 
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There's more... 

Writing a feature-complete and fully functioning IMAP client is a standalone project that is outside the scope of this book. 

IMAP is a complex protocol that includes support for flags, searching, and many more features. Most of these commands are provided by JNBQMJC and it's also possible to upload messages to the server or create tools to perform backups or copy messages from one mail account to another. 

Also, when parsing complex emails, the FNBJM module will handle the various representation of data specified by the email-related RFCs, for example, our recipe returns dates as a string, but FNBJMVUJMTQBSTFEBUF can parse them to Python objects. 

FTP

FTP is the most widely-used solution to save and retrieve files from a remote server. It has been around for decades and it's a fairly easy protocol to use that can deliver good performance as it provides minimal overhead over transferred content, while supporting powerful features, such as transfer recovery. 

Often, software needs to receive files automatically uploaded by other software; FTP has been frequently used as a robust solution in these scenarios over the years. Whether your software is the one in need of uploading the content or the one that has to receive it, the Python standard library has support for FTP built-in so we can rely on GUQMJC to use the FTP protocol. 

How to do it... 

GUQMJC is a powerful foundation on which we can provider an easier API to interact with an FTP server, both to store and retrieve files:

JNQPSUGUQMJC

DMBTT'51$-JFOU

EFG@@JOJU@@TFMGIPTUVTFSOBNF  QBTTXPSE  

TFMG@DMJFOUGUQMJC'51@5-4UJNFPVU

TFMG@DMJFOUDPOOFDUIPTU

FOBCMF5-4
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USZ

TFMG@DMJFOUBVUI

FYDFQUGUQMJCFSSPS@QFSN

5-4BVUIFOUJDBUJPOOPUTVQQPSUFE

GBMMCBDLUPBQMBJO'51DMJFOU

TFMG@DMJFOUDMPTF

TFMG@DMJFOUGUQMJC'51UJNFPVU

TFMG@DMJFOUDPOOFDUIPTU

TFMG@DMJFOUMPHJOVTFSOBNFQBTTXPSE

JGIBTBUUSTFMG@DMJFOU QSPU@Q 

TFMG@DMJFOUQSPU@Q

EFGDXETFMGEJSFDUPSZ

&OUFSEJSFDUPSZ

TFMG@DMJFOUDXEEJSFDUPSZ

EFGEJSTFMG

3FUVSOTMJTUPGGJMFTJODVSSFOUEJSFDUPSZ

&BDIFOUSZJTSFUVSOFEBTBUVQMFPGUXPFMFNFOUT

GJSTUFMFNFOUJTUIFGJMFOBNFUIFTFDPOEBSFUIF

QSPQFSUJFTPGUIBUGJMF



FOUSJFT<> 

GPSJEYGJOFOVNFSBUFTFMG@DMJFOUNMTE

JGJEY

'JSTUFOUSZJTDVSSFOUQBUI

DPOUJOVF

JGG<>JO    

DPOUJOVF

FOUSJFTBQQFOEG

SFUVSOFOUSJFT

EFGEPXOMPBETFMGSFNPUFGJMFMPDBMGJMF

%PXOMPBESFNPUFGJMFJOUPMPDBMGJMF

XJUIPQFOMPDBMGJMF XC BTG

TFMG@DMJFOUSFUSCJOBSZ 3&53T SFNPUFGJMFGXSJUF

EFGVQMPBETFMGMPDBMGJMFSFNPUFGJMF

6QMPBEMPDBMGJMFUPSFNPUFGJMF

XJUIPQFOMPDBMGJMF SC BTG

TFMG@DMJFOUTUPSCJOBSZ 4503T SFNPUFGJMFG

EFGDMPTFTFMG

TFMG@DMJFOUDMPTF
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Then, we can test our class by uploading and fetching back a simple file: XJUIPQFO UNQIFMMPUYU  X BTG

GXSJUF )FMMP8PSME 

DMJ'51$-JFOU MPDBMIPTU VTFSOBNF64&3/".&QBTTXPSE1"44803%

DMJVQMPBE UNQIFMMPUYU  IFMMPGJMFUYU 

DMJEPXOMPBE IFMMPGJMFUYU  UNQIFMMPUYU 

XJUIPQFO UNQIFMMPUYU BTG

QSJOUGSFBE

If everything worked as expected, the output should be )FMMP8PSME

How it works... 

The '51$MJFOU class provides an initializer that is in charge of setting up the correct connection to the server and a bunch of methods to actually do work against the connected server. 

@@JOJU@@ does quite a lot of work to try setting up the proper connection to the remote server:

EFG@@JOJU@@TFMGIPTUVTFSOBNF  QBTTXPSE  

TFMG@DMJFOUGUQMJC'51@5-4UJNFPVU

TFMG@DMJFOUDPOOFDUIPTU

FOBCMF5-4

USZ

TFMG@DMJFOUBVUI

FYDFQUGUQMJCFSSPS@QFSN

5-4BVUIFOUJDBUJPOOPUTVQQPSUFE

GBMMCBDLUPBQMBJO'51DMJFOU

TFMG@DMJFOUDMPTF

TFMG@DMJFOUGUQMJC'51UJNFPVU

TFMG@DMJFOUDPOOFDUIPTU

TFMG@DMJFOUMPHJOVTFSOBNFQBTTXPSE

JGIBTBUUSTFMG@DMJFOU QSPU@Q 

TFMG@DMJFOUQSPU@Q

First it tries a TLS connection, which guarantees encrypting, because otherwise FTP is a plain-text protocol that would send all out data in a clear text way. 
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If our remote server supports TLS, it is enabled on the control connection by calling BVUI and then on the data-transfer connection by calling QSPU@Q. 

FTP is based on two kinds of connections, the control connection where we send and receive the commands for the server and their result, and a data connection where we send the uploaded and downloaded data. 

If possible, both of them should be encrypted. If our server doesn't support them, we fall back to a plain FTP connection and proceed by just authenticating against it. 

If your server doesn't require any authentication, providing BOPOZNPVT as the username with an empty password is usually enough to get in. 

Once we are connected, we are free to move around the server, and that can be done with the DXE command:

EFGDXETFMGEJSFDUPSZ

&OUFSEJSFDUPSZ

TFMG@DMJFOUDXEEJSFDUPSZ

This method is just a proxy to the internal client one, as the internal one is already easy to use and fully functional. 

But once we get into a directory, we need to fetch its content and here's where the EJS

method comes into play:

EFGEJSTFMG

3FUVSOTMJTUPGGJMFTJODVSSFOUEJSFDUPSZ

&BDIFOUSZJTSFUVSOFEBTBUVQMFPGUXPFMFNFOUT

GJSTUFMFNFOUJTUIFGJMFOBNFUIFTFDPOEBSFUIF

QSPQFSUJFTPGUIBUGJMF



FOUSJFT<> 

GPSJEYGJOFOVNFSBUFTFMG@DMJFOUNMTE

JGJEY

'JSTUFOUSZJTDVSSFOUQBUI

DPOUJOVF

JGG<>JO    

DPOUJOVF

FOUSJFTBQQFOEG

SFUVSOFOUSJFT

The EJS method calls the NMTE method of the internal client, which is in charge of returning the list of files in the current directory. 
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This list is returned as a tuple of two elements:

%FTLUPQ \ QFSN  DFGMNQ 

VOJRVF  #""""5$""""""" 

NPEJGZ   

UZQF  EJS ^

The first entry of the tuple contains the filename, while the second contains its properties. 

Our own method does just two additional steps, it skips the first returned entrybas that is always the current directory (the one we picked with DXEband then skips any special entry for the parent or current directory. We are not really interested in them. 

Once we are able to move around the structure of the directories, we can finally VQMPBE

and EPXOMPBE files into those directories:

EFGEPXOMPBETFMGSFNPUFGJMFMPDBMGJMF

%PXOMPBESFNPUFGJMFJOUPMPDBMGJMF

XJUIPQFOMPDBMGJMF XC BTG

TFMG@DMJFOUSFUSCJOBSZ 3&53T SFNPUFGJMFGXSJUF

EFGVQMPBETFMGMPDBMGJMFSFNPUFGJMF

6QMPBEMPDBMGJMFUPSFNPUFGJMF

XJUIPQFOMPDBMGJMF SC BTG

TFMG@DMJFOUTUPSCJOBSZ 4503T SFNPUFGJMFG

Those two methods are pretty straightforward, they just open local files for reading when we upload and for writing when we download, and send the FTP command required to retrieve or store a file. 

When uploading a new SFNPUFGJMF, a file will be created with the same content that MPDBMGJMF had. When downloading, MPDBMGJMF is opened to write inside it the content that SFNPUFGJMF has. 

There's more... 

Not all FTP servers support the same commands. The protocol saw many extensions over the years, so some commands might be missing or have a different semantic. 

For example, the NMTE function might be missing, but you might have -*45 or OMTU, which can perform a similar job. 
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You can refer to RFC 959 to know how the FTP protocol should work, but frequently experimenting explicitly with the FTP server you should be connecting to is the best way to assess which commands and which signature it's going to accept. 

Frequently, FTP servers implement a )&-1 command you can use it to fetch the list of supported functions. 

Sockets

Sockets are one of the lowest-level concepts that you can use to write networking applications. It means managing the whole connection ourselves, usually when relying on sockets directly, you would have to handle connection requests, accept them, and then start a thread or a loop to handle the subsequent commands or data that is sent through the newly created connection channel. 

This is a flow that nearly all applications that rely on networking have to implement, everything you call a server usually has as a foundation in the aforementioned loop. 

The Python standard library provides a great foundation to avoid having to manually rewrite that flow every time you have to work on a networking-based application. We can use the TPDLFUTFSWFS module and let it handle the connection loop for us, while we focus on just implementing the application layer protocol and handling messages. 

How to do it... 

You need to perform the following steps for this recipe: 1. Mixing the 5$14FSWFS and 5ISFBEJOH.JY*O classes, we can easily build a multithreaded server that will handle concurrent connections through TCP: JNQPSUTPDLFU

JNQPSUUISFBEJOH

JNQPSUTPDLFUTFSWFS

DMBTT&DIP4FSWFS

EFG@@JOJU@@TFMGIPTU  QPSU

TFMG@IPTUIPTU

TFMG@QPSUQPSU

TFMG@TFSWFS5ISFBEFE5$14FSWFSIPTUQPSU

&DIP3FRVFTU)BOEMFS

TFMG@UISFBE
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UISFBEJOH5ISFBEUBSHFUTFMG@TFSWFSTFSWF@GPSFWFS

TFMG@UISFBEEBFNPO5SVF

EFGTUBSUTFMG

JGTFMG@UISFBEJT@BMJWF

"MSFBEZTFSWJOH

SFUVSO

QSJOU 4FSWJOHPOTT TFMG@IPTUTFMG@QPSU

TFMG@UISFBETUBSU

EFGTUPQTFMG

TFMG@TFSWFSTIVUEPXO

TFMG@TFSWFSTFSWFS@DMPTF

DMBTT5ISFBEFE5$14FSWFSTPDLFUTFSWFS5ISFBEJOH.JY*O

TPDLFUTFSWFS5$14FSWFS

BMMPX@SFVTF@BEESFTT5SVF

DMBTT&DIP3FRVFTU)BOEMFSTPDLFUTFSWFS#BTF3FRVFTU)BOEMFS

."9@.&44"(&@4*;&L

.&44"(&@)&"%&3@-&/MFOTUS."9@.&44"(&@4*;& 

!DMBTTNFUIPE

EFGSFDW@NFTTBHFDMTTPDLFU

EBUB@TJ[FJOUTPDLFUSFDWDMT.&44"(&@)&"%&3@-&/

EBUBTPDLFUSFDWEBUB@TJ[F

SFUVSOEBUB

!DMBTTNFUIPE

EFGQSFQBSF@NFTTBHFDMTNFTTBHF

JGMFONFTTBHF DMT."9@.&44"(&@4*;& SBJTF7BMVF&SSPS .FTTBHFUPPCJH 

NFTTBHF@TJ[FTUSMFONFTTBHFFODPEF BTDJJ 

NFTTBHF@TJ[FNFTTBHF@TJ[F[GJMMDMT.&44"(&@)&"%&3@-&/

SFUVSONFTTBHF@TJ[FNFTTBHF

EFGIBOEMFTFMG

NFTTBHFTFMGSFDW@NFTTBHFTFMGSFRVFTU

TFMGSFRVFTUTFOEBMMTFMGQSFQBSF@NFTTBHFC &$)0T 

NFTTBHF

2. Once we have a working server, to test it, we need a client to send messages to it. 

For convenience, we will keep the client simple and just make it connect, send a message, and wait back for a short reply:
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EFGTFOE@NFTTBHF@UP@TFSWFSJQQPSUNFTTBHF

TPDLTPDLFUTPDLFUTPDLFU"'@*/&5TPDLFU40$,@453&". 

TPDLDPOOFDUJQQPSU

USZ

NFTTBHF&DIP3FRVFTU)BOEMFSQSFQBSF@NFTTBHFNFTTBHF

TPDLTFOEBMMNFTTBHF

SFTQPOTF&DIP3FRVFTU)BOEMFSSFDW@NFTTBHFTPDL

QSJOU"/48&3\^GPSNBUSFTQPOTF

GJOBMMZ

TPDLDMPTF

3. Now that we have both the server and client, we can test that our server works as expected:

TFSWFS&DIP4FSWFS

TFSWFSTUBSU

TFOE@NFTTBHF@UP@TFSWFS MPDBMIPTU TFSWFS@QPSUC)FMMP8PSME

TFOE@NFTTBHF@UP@TFSWFS MPDBMIPTU TFSWFS@QPSUC)FMMP8PSME

TFOE@NFTTBHF@UP@TFSWFS MPDBMIPTU TFSWFS@QPSUC)FMMP8PSME

TFSWFSTUPQ

4. If everything worked properly, you should see:

Serving on 0.0.0.0:9800

ANSWER: b'ECHO: Hello World 1' 

ANSWER: b'ECHO: Hello World 2' 

ANSWER: b'ECHO: Hello World 3' 

How it works... 

The server part is composed of three different classes. 

&DIP4FSWFS, which orchestrates the server and provides the high-level API we can use. 

&DIP3FRVFTU)BOEMFS, which manages the incoming messages and serves them. And 5ISFBEFE5$14FSWFS, which is in charge of the whole networking part, opening sockets, listening on them, and spawning threads to handle connections. 

&DIP4FSWFS allows to start and stop our server: DMBTT&DIP4FSWFS

EFG@@JOJU@@TFMGIPTU  QPSU

TFMG@IPTUIPTU

TFMG@QPSUQPSU

TFMG@TFSWFS5ISFBEFE5$14FSWFSIPTUQPSU&DIP3FRVFTU)BOEMFS
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TFMG@UISFBEUISFBEJOH5ISFBEUBSHFUTFMG@TFSWFSTFSWF@GPSFWFS

TFMG@UISFBEEBFNPO5SVF

EFGTUBSUTFMG

JGTFMG@UISFBEJT@BMJWF

"MSFBEZTFSWJOH

SFUVSO

QSJOU 4FSWJOHPOTT TFMG@IPTUTFMG@QPSU

TFMG@UISFBETUBSU

EFGTUPQTFMG

TFMG@TFSWFSTIVUEPXO

TFMG@TFSWFSTFSWFS@DMPTF

It creates a new thread where the server will be running and starts it if it's not already running. The thread will just run the 5ISFBEFE5$14FSWFSTFSWF@GPSFWFS method that loops over and over, serving one request after the other. 

When we are done with our server, we can call the TUPQ method, which will shut down the server and wait for its completion (it will quit as soon as it is finished all currently-running requests). 

5ISFBEFE5$14FSWFS is pretty much the standard one provided by the standard library, if not for the reason that we inherit from 5ISFBEJOH.JY*O too. .JYJO is a set of additional features that you can inject in a class by inheriting from it, in this specific case, it provides threading features for the socket server. So instead of being able to serve a single request at a time, we can server multiple requests concurrently. 

We also set the BMMPX@SFVTF@BEESFTT5SVF attribute of the server, so that in case it crashes or in case of timeouts, the socket can be instantly reused instead of having to wait for the system to close them. 

Finally &DIP3FRVFTU)BOEMFS is the one providing the whole message-handling and parsing. Whenever 5ISFBEFE5$14FSWFS receives a new connection, it will call the IBOEMF

method on the handler, and it's up to the handler to do the right thing. 

In our case, we are just implementing a simple server that responds back whatever was sent to it, so the handler has to do two things:

Parse the incoming message to understand its content Send back a message with the same content
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One of the major complexities when working with sockets is that they are not really message-based. They are a continuous stream of data (well, UDP is message-based, but for what concerns us, the interface doesn't change much). This means that it is impossible to know when a new message begins and when a message ends. 

The IBOEMF method just tells us that there is a new connection, but on that connection, multiple messages might be sent one after the other and unless we have a way of knowing where a message ends, we would read them as a single big message. 

To solve this need, we use a very simple yet effective approach, that is, prefixing all messages with their own size. Thus, when a new message is received we always know that we just need to read the size of the message and then, once the size is known, we will read the remaining bytes specified by the size. 

To read those messages, we rely on a utility method, SFDW@NFTTBHF, that will be able to read a message made this way from any provided socket:

!DMBTTNFUIPE

EFGSFDW@NFTTBHFDMTTPDLFU

EBUB@TJ[FJOUTPDLFUSFDWDMT.&44"(&@)&"%&3@-&/

EBUBTPDLFUSFDWEBUB@TJ[F

SFUVSOEBUB

The first thing that the function does is read from the socket exactly .&44"(&@)&"%&3@-&/

bytes. Those will be the bytes that contain the size of the message. All sizes must be the same size. For this reason, sizes such as  will have to be represented as . The prefixed zeros will then be ignored. Then, this size is converted using JOU, and we will get back the right number. The sizes must be all the same, otherwise we wouldn't know how many bytes we need to read to fetch the size. 

We decided to constrain our message size to 65,000, this leads to a .&44"(&@)&"%&3@-&/

of five as five digits are necessary to represent numbers up to 65,536:

."9@.&44"(&@4*;&L

.&44"(&@)&"%&3@-&/MFOTUS."9@.&44"(&@4*;& The size doesn't really matter, and we just picked a fairly big value. The bigger the messages are that you allow, the more bytes you will need to represent their sizes. 

The SFDW@NFTTBHF method is then used by IBOEMF to read the sent message: EFGIBOEMFTFMG

NFTTBHFTFMGSFDW@NFTTBHFTFMGSFRVFTU

TFMGSFRVFTUTFOEBMMTFMGQSFQBSF@NFTTBHFC &$)0T NFTTBHF
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Once the message is known, the IBOEMF method also sends back a new message prepared the same way and to prepare the response, it relies on QSFQBSF@NFTTBHF, which is also used by the client to send the messages in the first place:

!DMBTTNFUIPE

EFGQSFQBSF@NFTTBHFDMTNFTTBHF

JGMFONFTTBHF DMT."9@.&44"(&@4*;& SBJTF7BMVF&SSPS .FTTBHFUPPCJH 

NFTTBHF@TJ[FTUSMFONFTTBHFFODPEF BTDJJ 

NFTTBHF@TJ[FNFTTBHF@TJ[F[GJMMDMT.&44"(&@)&"%&3@-&/

SFUVSONFTTBHF@TJ[FNFTTBHF

What this function does is, given a message, it ensures it's not bigger than the maximum allowed size and then prefixes it with its size. 

The size is computed by grabbing the length of the message as text and then encoding it as bytes using BTDJJ encoding. As the size will only contain numbers, the BTDJJ encoding is more than enough to represent them:

NFTTBHF@TJ[FTUSMFONFTTBHFFODPEF BTDJJ 

As the resulting string can have any size (from one to five bytes), we always pad it with zeros until it reaches the expected size:

NFTTBHF@TJ[FNFTTBHF@TJ[F[GJMMDMT.&44"(&@)&"%&3@-&/

The resulting bytes are then prepended to the message and the prepared message is returned. 

With those two functions, the server is able to receive and send back messages of arbitrary size. 

The client function works nearly the same way, as it has to send a message and then receive the answer back:

EFGTFOE@NFTTBHF@UP@TFSWFSJQQPSUNFTTBHF

TPDLTPDLFUTPDLFUTPDLFU"'@*/&5TPDLFU40$,@453&". 

TPDLDPOOFDUJQQPSU

USZ

NFTTBHF&DIP3FRVFTU)BOEMFSQSFQBSF@NFTTBHFNFTTBHF

TPDLTFOEBMMNFTTBHF

SFTQPOTF&DIP3FRVFTU)BOEMFSSFDW@NFTTBHFTPDL

QSJOU"/48&3\^GPSNBUSFTQPOTF

GJOBMMZ

TPDLDMPTF
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It still uses &DIP3FRVFTU)BOEMFSQSFQBSF@NFTTBHF to prepare the message to send to the server, and &DIP3FRVFTU)BOEMFSSFDW@NFTTBHF to read the server response. 

The only additional parts are related to connecting to the server. To do this, we actually create a socket of type "'@*/&5, 40$,@453&"., which actually means we want to use TCP/IP. 

Then we connect to the JQ and QPSU where the server is running, and once we're connected, we just send the message through the resulting socket TPDL and read the answer back on the same socket. 

When we are done, we have to remember to close the socket or we will be leaking them until the OS decides to kill them because they were inactive for too long. 

AsyncIO

While asynchronous solutions have been around for years, they are getting more and more common these days. The primary reason is that having an application without thousands of concurrent users is not an uncommon scenario anymore; it's actually the norm for a small/medium-sized application and we can scale to millions with major services used worldwide. 

Being able to serve such volumes doesn't scale well with approaches based on threads or processes. Especially when many of the connections that users are triggering might be sitting there doing nothing most of the time. Think of a service such as Facebook Messenger or WhatsApp. Whichever you use, you probably send a message once in a while and most of the time your connection to the server is sitting there doing nothing. Maybe you are a heavy chatter and you receive a message every second, but that still means that out of the millions of clocks per second your computer can do, most of them will be doing nothing. 

Most of the heavy lifting in this kind of application is done by the networking part, so there are a lot of resources that can be shared by undergoing multiple connections in a single process. 

Asynchronous technologies allow exactly that, to write a networking application that instead of requiring multiple separate threads (that would be wasting memory and kernel efforts), we can have a single process and thread composed by multiple coroutines that do nothing until there is actually something to do. 

As long as what the coroutines have to do is super-quick (such as grabbing a message and forwarding it to another contact of yours), most of the work will happen at the networking layer and thus can proceed in parallel. 
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How to do it... 

The steps for this recipe are as follows:

1. We are going to replicate our echo server, but instead of using threads, it's going to use AsyncIO and coroutines to serve requests:

JNQPSUBTZODJP

DMBTT&DIP4FSWFS

."9@.&44"(&@4*;&L

.&44"(&@)&"%&3@-&/MFOTUS."9@.&44"(&@4*;& EFG@@JOJU@@TFMGIPTU  QPSU

TFMG@IPTUIPTU

TFMG@QPSUQPSU

TFMG@TFSWFS/POF

EFGTFSWFTFMGMPPQ

DPSPBTZODJPTUBSU@TFSWFSTFMGIBOEMFTFMG@IPTU

TFMG@QPSU

MPPQMPPQ

TFMG@TFSWFSMPPQSVO@VOUJM@DPNQMFUFDPSP

QSJOU 4FSWJOHPOTT TFMG@IPTUTFMG@QPSU

MPPQSVO@VOUJM@DPNQMFUFTFMG@TFSWFSXBJU@DMPTFE

QSJOU %POF 

!QSPQFSUZ

EFGTUBSUFETFMG

SFUVSOTFMG@TFSWFSJTOPU/POFBOETFMG@TFSWFSTPDLFUT

EFGTUPQTFMG

QSJOU 4UPQQJOH 

TFMG@TFSWFSDMPTF

BTZODEFGIBOEMFTFMGSFBEFSXSJUFS

EBUBBXBJUTFMGSFDW@NFTTBHFSFBEFS

BXBJUTFMGTFOE@NFTTBHFXSJUFSC &$)0T EBUB

4JHOBMXFGJOJTIFEIBOEMJOHUIJTSFRVFTU

PSUIFTFSWFSXJMMIBOH

XSJUFSDMPTF

!DMBTTNFUIPE

BTZODEFGSFDW@NFTTBHFDMTTPDLFU

EBUB@TJ[FJOUBXBJUTPDLFUSFBEDMT.&44"(&@)&"%&3@-&/

EBUBBXBJUTPDLFUSFBEEBUB@TJ[F

SFUVSOEBUB
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!DMBTTNFUIPE

BTZODEFGTFOE@NFTTBHFDMTTPDLFUNFTTBHF

JGMFONFTTBHF DMT."9@.&44"(&@4*;& SBJTF7BMVF&SSPS .FTTBHFUPPCJH 

NFTTBHF@TJ[FTUSMFONFTTBHFFODPEF BTDJJ 

NFTTBHF@TJ[FNFTTBHF@TJ[F[GJMMDMT.&44"(&@)&"%&3@-&/

EBUBNFTTBHF@TJ[FNFTTBHF

TPDLFUXSJUFEBUB

BXBJUTPDLFUESBJO

2. Now that we have the server implementation, we need a client to test it. As in practice the client does the same that we did for the previous recipe, we are just going to reuse the same client implementation. So the client won't be AsyncIO-and coroutines-based, but will be a normal function using TPDLFU: JNQPSUTPDLFU

EFGTFOE@NFTTBHF@UP@TFSWFSJQQPSUNFTTBHF

EFG@SFDW@NFTTBHFTPDLFU

EBUB@TJ[FJOUTPDLFUSFDW&DIP4FSWFS.&44"(&@)&"%&3@-&/

EBUBTPDLFUSFDWEBUB@TJ[F

SFUVSOEBUB

EFG@QSFQBSF@NFTTBHFNFTTBHF

JGMFONFTTBHF &DIP4FSWFS."9@.&44"(&@4*;& SBJTF7BMVF&SSPS .FTTBHFUPPCJH 

NFTTBHF@TJ[FTUSMFONFTTBHFFODPEF BTDJJ 

NFTTBHF@TJ[F

NFTTBHF@TJ[F[GJMM&DIP4FSWFS.&44"(&@)&"%&3@-&/

SFUVSONFTTBHF@TJ[FNFTTBHF

TPDLTPDLFUTPDLFUTPDLFU"'@*/&5TPDLFU40$,@453&". 

TPDLDPOOFDUJQQPSU

USZ

TPDLTFOEBMM@QSFQBSF@NFTTBHFNFTTBHF

SFTQPOTF@SFDW@NFTTBHFTPDL

QSJOU"/48&3\^GPSNBUSFTQPOTF

GJOBMMZ

TPDLDMPTF
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3. Now we can put the pieces together. To run both client and server in the same process, we are going to run the BTZODJP loop in a separate thread. So, we can concurrently start clients against it. This is not in any way required to serve multiple clients, it's just a convenience to avoid having to start two different Python scripts to play server and client. 

4. First of all, we create a thread for the server that will go on for  seconds. After seconds, we will explicitly stop our server:

TFSWFS&DIP4FSWFS

EFGTFSWF@GPS@@TFDPOET

MPPQBTZODJPOFX@FWFOU@MPPQ

BTZODJPTFU@FWFOU@MPPQMPPQ

MPPQDBMM@MBUFSTFSWFSTUPQ

TFSWFSTFSWFMPPQ

MPPQDMPTF

JNQPSUUISFBEJOH

TFSWFS@UISFBEUISFBEJOH5ISFBEUBSHFUTFSWF@GPS@@TFDPOET

TFSWFS@UISFBETUBSU

5. Then, as soon as the server has started, we make the three clients and send three messages:

XIJMFOPUTFSWFSTUBSUFE

QBTT

TFOE@NFTTBHF@UP@TFSWFS MPDBMIPTU TFSWFS@QPSUC)FMMP8PSME

TFOE@NFTTBHF@UP@TFSWFS MPDBMIPTU TFSWFS@QPSUC)FMMP8PSME

TFOE@NFTTBHF@UP@TFSWFS MPDBMIPTU TFSWFS@QPSUC)FMMP8PSME

6. Once finished, we wait for the server to quit, as after 3 seconds it should stop and quit:

TFSWFS@UISFBEKPJO

7. If everything worked as expected, you should see the server start, serve three clients, and then quit:

Serving on 0.0.0.0:9800

ANSWER: b'ECHO: Hello World 1' 

ANSWER: b'ECHO: Hello World 2' 

ANSWER: b'ECHO: Hello World 3' 

Stopping... 

Done
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How it works... 

The client side of this recipe is mostly taken as is from the socket serve recipe. The difference lies in the server side, which is not threaded anymore; instead, it's based on coroutines. 

Given an BTZODJP event loop (the one we created with BTZODJPOFX@FWFOU@MPPQ

within the TFSWF@GPS@@TFDPOET thread) the &DIP4FSWFSTFSWF method creates a new coroutine-based server and tells the loop to serve requests forever until the server itself is not closed:

EFGTFSWFTFMGMPPQ

DPSPBTZODJPTUBSU@TFSWFSTFMGIBOEMFTFMG@IPTUTFMG@QPSU

MPPQMPPQ

TFMG@TFSWFSMPPQSVO@VOUJM@DPNQMFUFDPSP

QSJOU 4FSWJOHPOTT TFMG@IPTUTFMG@QPSU

MPPQSVO@VOUJM@DPNQMFUFTFMG@TFSWFSXBJU@DMPTFE

QSJOU %POF 

MPPQSVO@VOUJM@DPNQMFUF will block until the specified coroutine doesn't quit, and TFMG@TFSWFSXBJU@DMPTFE will quit only when the server itself is stopped. 

To ensure that the server is stopped after a short time, when we created the loop, we issued the MPPQDBMM@MBUFSTFSWFSTUPQ call. This means that after 3 seconds, the server will stop and thus the whole loop will quit. 

Meanwhile, until the server is actually stopped, it will serve requests. Each request will spawn a coroutine that runs the IBOEMF function:

BTZODEFGIBOEMFTFMGSFBEFSXSJUFS

EBUBBXBJUTFMGSFDW@NFTTBHFSFBEFS

BXBJUTFMGTFOE@NFTTBHFXSJUFSC &$)0T EBUB

4JHOBMXFGJOJTIFEIBOEMJOHUIJTSFRVFTU

PSUIFTFSWFSXJMMIBOH

XSJUFSDMPTF

The handler will receive two streams as arguments. One for incoming data and the other for outgoing data. 
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Much like we did in the case of the threaded socket server, we read the incoming message from the SFBEFS stream. To do so, we reimplement the SFDW@NFTTBHF as a coroutine, so that we can read the data concurrently with other requests being served:

!DMBTTNFUIPE

BTZODEFGSFDW@NFTTBHFDMTTPDLFU

EBUB@TJ[FJOUBXBJUTPDLFUSFBEDMT.&44"(&@)&"%&3@-&/

EBUBBXBJUTPDLFUSFBEEBUB@TJ[F

SFUVSOEBUB

When both the size of the message and the message itself are available, we just return the message so that the TFOE@NFTTBHF function can echo it back to the client. 

The only particular change from TPDLFUTFSWFS in this context is that we write to the stream writer, but then we have to drain it:

TPDLFUXSJUFEBUB

BXBJUTPDLFUESBJO

This is done because after we wrote into the socket, we needed to send back control to the BTZODJP loop so that it had a chance actually to flush this data. 

After three seconds, the TFSWFSTUPQ method is called and that will stop the server, wake up the XBJU@DMPTFE function, and thus make the &DIP4FSWFSTFSWF method quit as it is completed. 

Remote procedure calls

There are hundreds of systems to perform RPC in Python, but because it has powerful networking tools and is a dynamic language, everything we need is already built into the standard library. 

How to do it... 

You need to perform the following steps for this recipe: 1. Using YNMSQDTFSWFS, we can easily create an XMLRPC-based server that exposes multiple services:

JNQPSUYNMSQDTFSWFS

DMBTT9.-31$4FSWJDFT
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DMBTT&YQPTFE4FSWJDFT

QBTT

EFG@@JOJU@@TFMGTFSWJDFT

TFMGTFSWJDFTTFMG&YQPTFE4FSWJDFT

GPSOBNFTFSWJDFJOTFSWJDFTJUFNT

TFUBUUSTFMGTFSWJDFTOBNFTFSWJDF

EFGTFSWFTFMGIPTU MPDBMIPTU QPSU

QSJOU 4FSWJOH9.-31$PO\^\^ GPSNBUIPTUQPSU

TFMGTFSWFSYNMSQDTFSWFS4JNQMF9.-31$4FSWFSIPTU

QPSU

TFMGTFSWFSSFHJTUFS@JOUSPTQFDUJPO@GVODUJPOT

TFMGTFSWFSSFHJTUFS@JOTUBODFTFMGTFSWJDFT

BMMPX@EPUUFE@OBNFT5SVF

TFMGTFSWFSTFSWF@GPSFWFS

EFGTUPQTFMG

TFMGTFSWFSTIVUEPXO

TFMGTFSWFSTFSWFS@DMPTF

2. Particularly, we are going to expose two services: one to get back current time, and the other to multiply a number by :

DMBTT.BUI4FSWJDFT

EFGEPVCMFTFMGW

SFUVSOW

DMBTT5JNF4FSWJDFT

EFGDVSSFOU5JNFTFMG

JNQPSUEBUFUJNF

SFUVSOEBUFUJNFEBUFUJNFVUDOPX

3. Once we have our services, we can consume them using YNMSQDDMJFOU4FSWFS1SPYZ, which provides a simple call interface against the XMLRPC server. 

4. As usual, to start both client and server in the same process, we can use a thread for the server and let the server run within that thread while the client drives the main thread:

YNMSQDTFSWFS9.-31$4FSWJDFTNBUI.BUI4FSWJDFT

UJNF5JNF4FSWJDFT

JNQPSUUISFBEJOH

TFSWFS@UISFBEUISFBEJOH5ISFBEUBSHFUYNMSQDTFSWFSTFSWF

TFSWFS@UISFBETUBSU
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GSPNYNMSQDDMJFOUJNQPSU4FSWFS1SPYZ

DMJFOU4FSWFS1SPYZIUUQMPDBMIPTU

QSJOU

DMJFOUUJNFDVSSFOU5JNF



YNMSQDTFSWFSTUPQ

TFSWFS@UISFBEKPJO

5. If everything worked properly, you should see the current time being printed on the terminal:

Serving XML-RPC on localhost:8000

127.0.0.1 - - [10/Jun/2018 23:41:25] "POST /RPC2 HTTP/1.1" 200 -

20180610T21:41:25

How it works... 

The 9.-31$4FSWJDFT class takes all services that we want to expose as initialization arguments and exposes them:

YNMSQDTFSWFS9.-31$4FSWJDFTNBUI.BUI4FSWJDFT

UJNF5JNF4FSWJDFT

This is done because we expose a local object (&YQPTFE4FSWJDFT) that by default is empty, but we attach to its instance all the provided services as attributes: EFG@@JOJU@@TFMGTFSWJDFT

TFMGTFSWJDFTTFMG&YQPTFE4FSWJDFT

GPSOBNFTFSWJDFJOTFSWJDFTJUFNT

TFUBUUSTFMGTFSWJDFTOBNFTFSWJDF

So, we end up exposing a TFMGTFSWJDFT object that has two attributes: NBUI and UJNF, which refer to the .BUI4FSWJDFT and 5JNF4FSWJDFT classes. 

Serving them is actually done by the 9.-31$4FSWJDFTTFSWF method: EFGTFSWFTFMGIPTU MPDBMIPTU QPSU

QSJOU 4FSWJOH9.-31$PO\^\^ GPSNBUIPTUQPSU

TFMGTFSWFSYNMSQDTFSWFS4JNQMF9.-31$4FSWFSIPTUQPSU

TFMGTFSWFSSFHJTUFS@JOUSPTQFDUJPO@GVODUJPOT

TFMGTFSWFSSFHJTUFS@JOTUBODFTFMGTFSWJDFT

BMMPX@EPUUFE@OBNFT5SVF

TFMGTFSWFSTFSWF@GPSFWFS
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This creates a 4JNQMF9.-31$4FSWFS instance, which is the HTTP server in charge of responding to the XMLRPC requests. 

To that instance, we then attach the TFMGTFSWJDFT object we created before and allow it to access subproperties so that the nested NBUI and UJNF attributes are exposed as services: TFMGTFSWFSSFHJTUFS@JOTUBODFTFMGTFSWJDFT

BMMPX@EPUUFE@OBNFT5SVF

Before actually starting the server, we also enabled introspection functions. Those are all the functions that allow us to access the list of exposed services, and ask for their help and signature:

TFMGTFSWFSSFHJTUFS@JOUSPTQFDUJPO@GVODUJPOT

Then we actually start the server:

TFMGTFSWFSTFSWF@GPSFWFS

This will block the TFSWF method and loop forever serving requests until the TUPQ method is called. 

That's the reason why, in the example, we started the server in a separate thread; that is, so that it won't block the main thread that we could use for the client. 

The TUPQ method is in charge of stopping the server, so that the TFSWF method can exit. 

This method asks the server to terminate as soon as it finishes the current request and then closes the associated network connection:

EFGTUPQTFMG

TFMGTFSWFSTIVUEPXO

TFMGTFSWFSTFSWFS@DMPTF

So, just creating 9.-31$4FSWJDFT and serving it is enough to have our RPC server up and running:

YNMSQDTFSWFS9.-31$4FSWJDFTNBUI.BUI4FSWJDFT

UJNF5JNF4FSWJDFT

YNMSQDTFSWFSTFSWF

On the client side, the code base is a lot easier; it's just a matter of creating a 4FSWFS1SPYZ

against the URL where the server is exposed:

DMJFOU4FSWFS1SPYZIUUQMPDBMIPTU
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Then, all the methods of the services exposed by the server will be accessible through dot notation:

DMJFOUUJNFDVSSFOU5JNF

There's more... 

9.-31$4FSWJDFT has big security implications, and so you should never use 4JNQMF9.-31$4FSWFS on an open network. 

The most obvious concern is that you are allowing remote-code execution to anyone as the XMLRPC server is unauthenticated. So, the server should only run on private networks where you can ensure that only trusted clients will be able to access the services. 

But even if you provide proper authentication in front of the service (which is possible by using any HTTP proxy in front of it), you still want to ensure that you trust the data your clients are going to send because 9.-31$4FSWJDFT suffers from some security limitations. 

The data being served is exchanged in clear text, so anyone able to sniff your network will be able to see it. 

This can be worked around with some effort by subclassing the 4JNQMF9.-31$4FSWFS and replacing its TPDLFU instance with an SSL-wrapped one (the same should happen for the client to be able to connect). 

But, even when a hardening of the communication channel is involved, you still need to trust the data that will be sent because the parser is naive and can be brought out of service by sending large amounts of recursive data. Imagine you have an entity that's expanded to dozens of entities that each expand to dozens of entities and so on for 10-20 levels. That will quickly require gigabytes and gigabytes of RAM to decode, but requires no more than a few kilobytes to build and send through the network. 

Also, the fact that we are exposing subproperties means we are exposing far more than we expect. 

You certainly expect to expose the DVSSFOU5JNF method of the UJNF service: DMJFOUUJNFDVSSFOU5JNF

Note that you are exposing every single property or method declared in 5JNF4FSWJDFT

whose name does not start with an @. 
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In older Python versions (such as 2.7), this actually meant exposing internal code too, as you could access all public variables by doing something such as: DMJFOUUJNFDVSSFOU5JNFJN@GVODGVOD@HMPCBMTLFZT

You could then retrieve their values through:

DMJFOUUJNFDVSSFOU5JNFJN@GVODGVOD@HMPCBMTHFU WBSOBNF 

This was a major security concern. 

Luckily, the JN@GVOD attribute of functions was renamed to @@GVOD@@ and, thus, is no longer accessible. However, the concern still remains for any attribute you declared yourself. 
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Web Development

In this chapter, we will cover the following recipes: Treating JSONbhow to parse and write JSON objects

Parsing URLsbhow to parse the path, query, and other parts of a URL

Consuming HTTPbhow to read data from an HTTP endpoint Submitting forms to HTTPbhow to POST HTML forms to an HTTP endpoint Building HTMLbhow to generate HTML with proper escaping Serving HTTPbserving dynamic content over HTTP

Serving static filesbhow to serve static files over HTTP

Errors in web applicationsbhow to report errors in web applications Handling forms and filesbparsing data received from HTML forms and uploaded files

REST APIbserving a basic REST/JSON API

Handling cookiesbhow to handle cookies to identify a returning user Introduction

The HTTP protocol and, more generally, the web set of technologies, are being recognized as an effective and robust way to create distributed systems that can leverage a widespread and reliable way to implement inter-process communication with ready available technologies and paradigms for caching, error propagation, reiterable requests, and best practices for contexts where services might fail without impacting the overall system status. 

Python has many very good and reliable web frameworks, from full stack solutions, such as Django and TurboGears, to more finely tweakable frameworks, such as Pyramid and Flask. 

However, for many cases, the standard library might already provide the tools you need to implement an HTTP-based software without the need to rely on external libraries and frameworks. 
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In this chapter, we will look at some some common recipes and tools provided by the standard library that can be convenient in the context of HTTP and web-based applications. 

Treating JSON

One of the most frequent needs when working with web-based solutions is parsing and speaking JSON. Python has built-in support for XML and HTML, but also for JSON

encoding and decoding. 

The JSON encoder can also be specialized to handle non-standard types, such as dates. 

How to do it... 

For this recipe, the following steps are to be performed: 1. The +40/&ODPEFS and +40/%FDPEFS classes can be specialized to implement custom encoding and decoding behaviors:

JNQPSUKTPO

JNQPSUEBUFUJNF

JNQPSUEFDJNBM

JNQPSUUZQFT

DMBTT$VTUPN+40/&ODPEFSKTPO+40/&ODPEFS

+40/&ODPEFSXJUITVQQPSUGPSBEEJUJPOBMUZQFT

4VQQPSUTEBUFTUJNFTEFDJNBMTHFOFSBUPSTBOE

BOZDVTUPNDMBTTUIBUJNQMFNFOUT@@KTPO@@NFUIPE



EFGEFGBVMUTFMGPCK

JGIBTBUUSPCK @@KTPO@@ BOEDBMMBCMFPCK@@KTPO@@

SFUVSOPCK@@KTPO@@

FMJGJTJOTUBODFPCKEBUFUJNFEBUFUJNFEBUFUJNFUJNF

SFUVSOPCKSFQMBDFNJDSPTFDPOEJTPGPSNBU

FMJGJTJOTUBODFPCKEBUFUJNFEBUF

SFUVSOPCKJTPGPSNBU

FMJGJTJOTUBODFPCKEFDJNBM%FDJNBM

SFUVSOGMPBUPCK

FMJGJTJOTUBODFPCKUZQFT(FOFSBUPS5ZQF

SFUVSOMJTUPCK

FMTF

SFUVSOTVQFSEFGBVMUPCK
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2. Our custom encoder can then be passed to KTPOEVNQT to encode the JSON

output according to our rules:

KTPOTUSKTPOEVNQT\ T  )FMMP8PSME 

EU EBUFUJNFEBUFUJNFVUDOPX

U EBUFUJNFEBUFUJNFVUDOPXUJNF

H JGPSJJOSBOHF

E EBUFUJNFEBUFUPEBZ

EDU \

T  4VC%JDU 

EU EBUFUJNFEBUFUJNFVUDOPX

^^

DMT$VTUPN+40/&ODPEFS

>>> print(jsonstr)

{"t": "10:53:53", 

 "s": "Hello World", 

 "d": "2018-06-29", 

 "dt": "2018-06-29T10:53:53", 

 "dct": {"dt": "2018-06-29T10:53:53", "s": "SubDict"}, 

 "g": [0, 1, 2, 3, 4]}

3. We can also encode any custom class as far as it provides a @@KTPO@@ method: DMBTT1FSTPO

EFG@@JOJU@@TFMGOBNFTVSOBNF

TFMGOBNFOBNF

TFMGTVSOBNFTVSOBNF

EFG@@KTPO@@TFMG

SFUVSO\

OBNF TFMGOBNF

TVSOBNF TFMGTVSOBNF

^

4. The result will be a JSON object that contains the provided data:

>>> print(json.dumps({'person': Person('Simone', 'Marzola')},                      cls=CustomJSONEncoder))

{"person": {"name": "Simone", "surname": "Marzola"}}

5. Loading back-encoded values will, by the way, lead to plain strings being decoded, because they are not JSON types:

>>> print(json.loads(jsonstr))

{'g': [0, 1, 2, 3, 4], 

 'd': '2018-06-29', 

 's': 'Hello World', 
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 'dct': {'s': 'SubDict', 'dt': '2018-06-29T10:56:30'}, 

 't': '10:56:30', 

 'dt': '2018-06-29T10:56:30'}

6. If we want to also parse back dates, we can try to specialize a +40/%FDPEFS to guess whether a string contains a date in ISO 8601 format and try to parse it back: DMBTT$VTUPN+40/%FDPEFSKTPO+40/%FDPEFS

$VTUPN+40/%FDPEFSUIBUUSJFTUPEFDPEFBEEJUJPOBMUZQFT

%FDPEFSUSJFTUPHVFTTEBUFTUJNFTBOEEBUFUJNFTJO*40

GPSNBU



EFG@@JOJU@@TFMGBSHTLXBSHT

TVQFS@@JOJU@@

BSHTLXBSHTPCKFDU@IPPLTFMGQBSTF@PCKFDU



EFGQBSTF@PCKFDUTFMGWBMVFT

GPSLWJOWBMVFTJUFNT

JGOPUJTJOTUBODFWTUS

DPOUJOVF

JGMFOWBOEWDPVOU  

1SPCBCMZDPOUBJOTBEBUF

USZ

WBMVFT<L>EBUFUJNFEBUFUJNFTUSQUJNFW :

NE EBUF

FYDFQU

QBTT

FMJGMFOWBOEWDPVOU  

1SPCBCMZDPOUBJOTBUJNF

USZ

WBMVFT<L>EBUFUJNFEBUFUJNFTUSQUJNFW

).4 UJNF

FYDFQU

QBTT

FMJGMFOWBOEWDPVOU  BOE

WDPVOU 5 BOEWDPVOU  

1SPCBCMZDPOUBJOTBEBUFUJNF

USZ

WBMVFT<L>EBUFUJNFEBUFUJNFTUSQUJNFW :

NE5).4 

FYDFQU

QBTT

SFUVSOWBMVFT
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7. Loading back at previous data should lead to the expected types:

>>> jsondoc = json.loads(jsonstr, cls=CustomJSONDecoder)

>>> print(jsondoc)

{'g': [0, 1, 2, 3, 4], 

 'd': datetime.date(2018, 6, 29), 

 's': 'Hello World', 

 'dct': {'s': 'SubDict', 'dt': datetime.datetime(2018, 6, 29, 10, 56, 30)}, 

 't': datetime.time(10, 56, 30), 

 'dt': datetime.datetime(2018, 6, 29, 10, 56, 30)}

How it works... 

To generate JSON representation of Python objects, the KTPOEVNQT method is used. This method accepts an additional argument, DMT, where a custom encoder class can be provided:

KTPOEVNQT\ LFZ  WBMVF DMT$VTUPN+40/&ODPEFS

The EFGBVMU method of the provided class will be called whenever it is required to encode an object that the encoder doesn't know how to encode. 

Our $VTUPN+40/&ODPEFS class provides a EFGBVMU method that handles encoding dates, times, generators, decimals, and any custom class that provides a @@KTPO@@ method: DMBTT$VTUPN+40/&ODPEFSKTPO+40/&ODPEFS

EFGEFGBVMUTFMGPCK

JGIBTBUUSPCK @@KTPO@@ BOEDBMMBCMFPCK@@KTPO@@

SFUVSOPCK@@KTPO@@

FMJGJTJOTUBODFPCKEBUFUJNFEBUFUJNFEBUFUJNFUJNF

SFUVSOPCKSFQMBDFNJDSPTFDPOEJTPGPSNBU

FMJGJTJOTUBODFPCKEBUFUJNFEBUF

SFUVSOPCKJTPGPSNBU

FMJGJTJOTUBODFPCKEFDJNBM%FDJNBM

SFUVSOGMPBUPCK

FMJGJTJOTUBODFPCKUZQFT(FOFSBUPS5ZQF

SFUVSOMJTUPCK

FMTF

SFUVSOTVQFSEFGBVMUPCK

This is done by checking one after the other the properties of the encoded object. Remember that objects that the encoder knows how to encode won't be provided to the EFGBVMU method; only objects that the encoder doesn't know how to treat will be passed to the EFGBVMU method. 
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So we only have to check for the objects we want to support additionally to the standard ones. 

Our first check is to verify if the provided object has a @@KTPO@@ method: JGIBTBUUSPCK @@KTPO@@ BOEDBMMBCMFPCK@@KTPO@@

SFUVSOPCK@@KTPO@@

For any object that has a @@KTPO@@ attribute that is a callable, we will rely on calling it to retrieve a JSON representation of the object. All the @@KTPO@@ method has to do is return any object that the JSON encoder knows how to encode, usually a EJDU where the properties of the object will be stored. 

For the case of dates, we will encode them using a simplified form of the ISO 8601 format: FMJGJTJOTUBODFPCKEBUFUJNFEBUFUJNFEBUFUJNFUJNF

SFUVSOPCKSFQMBDFNJDSPTFDPOEJTPGPSNBU

FMJGJTJOTUBODFPCKEBUFUJNFEBUF

SFUVSOPCKJTPGPSNBU

This usually allows easy parsing from clients, such as JavaScript interpreters that might have to build EBUF objects back from the provided data. 

%FDJNBM is just converted to a floating point number for convenience. This will suffice in most cases and is fully compatible with any JSON decoder without any additional machinery required. Of course, nothing prevents us from returning a more complex object, such as a dictionary, to retain fixed precision:

FMJGJTJOTUBODFPCKEFDJNBM%FDJNBM

SFUVSOGMPBUPCK

Finally, generators are consumed and a list of the contained values is returned from them. 

This is usually what you would expect, and representing the generator logic itself would require an unreasonable effort to guarantee cross-languages compatibility: FMJGJTJOTUBODFPCKUZQFT(FOFSBUPS5ZQF

SFUVSOMJTUPCK

For any object we don't know how to handle, we just let the parent implement the EFGBVMU method and proceed:

FMTF

SFUVSOTVQFSEFGBVMUPCK

This will just complain that the object is not JSON-serializable and will inform the developer that we don't know how to handle it. 
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The custom decoder support instead works slightly differently. 

While the encoder will receive objects that it knows and objects that it doesn't know (as the Python objects are richer than the JSON objects), it's easy to see how it can only request additional guidance for the objects that it doesn't know and behave in a standard way for those that it knows how to handle. 

The decoder instead receives only valid JSON objects; otherwise, the provided string wouldn't be valid JSON at all. 

How can it know that the provided string must be decoded as a normal string or if it should ask for additional guidance? 

It can't, and for this reason it asks for guidance on any single decoded object. 

This is the reason why the decoder is based on an PCKFDU@IPPL callable that will receive every single decoded JSON object and can check it to perform additional transformations or it can let it go if the normal decoding was the right one. 

In our implementation, we subclassed the decoder and provided a default PCKFDU@IPPL

argument that is based on a local class method, QBSTF@PCKFDU: DMBTT$VTUPN+40/%FDPEFSKTPO+40/%FDPEFS

EFG@@JOJU@@TFMGBSHTLXBSHT

TVQFS@@JOJU@@

BSHTLXBSHTPCKFDU@IPPLTFMGQBSTF@PCKFDU



The QBSTF@PCKFDU method will then receive any JSON object that was found decoding the JSON (top or nested ones); thus, it will receive a bunch of dictionaries that it can check in any way that is needed and edit their content to perform additional conversions on top of those performed by the JSON decoder itself:

EFGQBSTF@PCKFDUTFMGWBMVFT

GPSLWJOWBMVFTJUFNT

JGOPUJTJOTUBODFWTUS

DPOUJOVF

JGMFOWBOEWDPVOU  

1SPCBCMZDPOUBJOTBEBUF

USZ

WBMVFT<L>EBUFUJNFEBUFUJNFTUSQUJNFW :N

E EBUF

FYDFQU

QBTT

FMJGMFOWBOEWDPVOU  
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1SPCBCMZDPOUBJOTBUJNF

USZ

WBMVFT<L>EBUFUJNFEBUFUJNFTUSQUJNFW

).4 UJNF

FYDFQU

QBTT

FMJGMFOWBOEWDPVOU  BOE

WDPVOU 5 BOEWDPVOU  

1SPCBCMZDPOUBJOTBEBUFUJNF

USZ

WBMVFT<L>EBUFUJNFEBUFUJNFTUSQUJNFW :N

E5).4 

FYDFQU

QBTT

SFUVSOWBMVFT

The received argument is actually a full JSON object, so it will never be a single field alone; it will always be an object (so, a full Python dictionary with multiple key values). 

Look at the following object:

\ H <> 

E   

T  )FMMP8PSME 

You won't receive a H key but you will receive the whole Python dictionary. This means that if your JSON document has no nested JSON objects, your PCKFDU@IPPL will be called exactly once with the whole document and nothing more. 

So, our custom PCKFDU@IPPL provided by the QBSTF@PCKFDU method iterates over all the properties of the decoded JSON object:

GPSLWJOWBMVFTJUFNT

JGOPUJTJOTUBODFWTUS

DPOUJOVF

And as dates and times in JSON are usually represented in strings in ISO 8601 format, it just ignores everything that is not a string. 

We are perfectly fine with the way numbers, lists, and dictionaries were converted (you might have to jump into lists if you expect dates to be placed inside lists) so if the value is not a string, we just skip it. 

When the value is a string instead, we check its properties and if we guess it might be a date, we try to parse it as a date. 
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We can consider a proper definition of a date: three values separated by two dashes, followed by three values separated by two colons with a 5 in the middle splitting the two:

FMJGMFOWBOEWDPVOU  BOE

WDPVOU 5 BOEWDPVOU  

1SPCBCMZDPOUBJOTBEBUFUJNF

If that definition is matched, we actually try to decode it as a Python EBUFUJNF object and replace the value in the decoded JSON object:

1SPCBCMZDPOUBJOTBEBUFUJNF

USZ

WBMVFT<L>EBUFUJNFEBUFUJNFTUSQUJNFW :NE5).4 

FYDFQU

QBTT

There's more... 

You probably noticed that while encoding Python to JSON is fairly reasonable and robust, the trip back is full of issues. 

JSON is not a very expressive language; it doesn't provide any machinery for custom types, so you have a standard way to give back hints to the decoder about the type that you would expect something to be decoded to. 

While we can  guess that something like 5 is a date, we have no guarantee at all. Maybe, originally, it was actually some text that by chance contained something that can be decoded as a date, but was never meant to become a EBUFUJNF

object in Python. 

For this reason, it's usually safe to implement custom decoding only in constrained environments. If you know and control the source you will be receiving data from, it's usually safe to provide custom decoding. And you might want to go for extending JSON

with custom properties that might guide the decoder (like having a @@UZQF@@ key that tells you whether it's a date or a string), but in the open web world, it is usually not a very good idea to try to guess what people are sending you, as the web is very diverse. 

There are extended standard versions of JSON that try to solve exactly this ambiguity in decoding data, such as JSON-LD and JSON Schema, that allow you to express more complex entities in JSON. 
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If you feel the need, you should rely on those standards to avoid the risk of reinventing the wheel and facing limits of your solution that were already solved by existing standards. 

Parsing URLs

When working with web-based software, it's frequently necessary to understand links, protocols, and paths. 

You might be tempted to rely on regular expressions or strings splitting to parse URLs, but if you account for all the oddities a URL might include (things such as credentials or particular protocols), it might not be as easy as you expect. 

Python provides utilities in the VSMMJC and DHJ modules that make life easier when you want to account for all the possible different formats a URL can have. 

Relying on them can make life easier and your software more robust. 

How to do it... 

The VSMMJCQBSTF module has multiple tools to parse URLs. The most commonly used solution is to rely on VSMMJCQBSTFVSMQBSTF, which can handle the most widespread kinds of URLs:

JNQPSUVSMMJCQBSTF

EFGQBSTF@VSMVSM

1BSTFTBO63-PGUIFNPTUXJEFTQSFBEGPSNBU

5IJTUBLFTGPSHSBOUFEUIFSFJTBTJOHMFTFUPGQBSBNFUFST

GPSUIFXIPMFQBUI



QBSUTVSMMJCQBSTFVSMQBSTFVSM

QBSTFEWBSTQBSUT

QBSTFE< RVFSZ >VSMMJCQBSTFQBSTF@RTQBSUTRVFSZ

SFUVSOQBSTFE

The preceding code snippet can be called on the command line, as follows:

>>> url =

'http://user:pwd@host.com:80/path/subpath?arg1=val1&arg2=val2#fragment' 

>>> result = parse_url(url)

>>> print(result)

OrderedDict([('scheme', 'http'), 

[ 250 ]

 Web Development

 Chapter 11

             ('netloc', 'user:pwd@host.com:80'),              ('path', '/path/subpath'), 

             ('params', ''), 

             ('query', {'arg1': ['val1'], 'arg2': ['val2']}),              ('fragment', 'fragment')])

The returned 0SEFSFE%JDU contains all the parts that compose our URL and also, for the query arguments, it provides them already parsed. 

There's more... 

Nowadays, the URIs also support parameters to be provided at each path segment. Those are very rarely used in practice, but if your code is expected to receive those kind of URIs, then you should not rely on VSMMJCQBSTFVSMQBSTF because it tries to parse the parameters from the URL, which is not properly supported for those URIs:

>>> url =

'http://user:pwd@host.com:80/root;para1/subpath;para2?arg1=val1#fragment' 

>>> result = urllib.parse.urlparse(url)

>>> print(result)

ParseResult(scheme='http', netloc='user:pwd@host.com:80',             path='/root;para1/subpath', 

            params='para2', 

            query='arg1=val1', 

            fragment='fragment')

You might have noticed that parameters for the last part of the path were properly parsed in QBSBNT, but the parameters for the first part were left in QBUI. 

In such case, you might want to rely on VSMMJCQBSTFVSMTQMJU, which won't parse the parameters and will leave them as they are for you to parse. So you can split the URL

segments from the parameters on your own:

>>> parsed = urllib.parse.urlsplit(url)

>>> print(parsed)

SplitResult(scheme='http', netloc='user:pwd@host.com:80',             path='/root;para1/subpath;para2', 

            query='arg1=val1', 

            fragment='fragment')

See that, in this case, all parameters were left in place in QBUI and you can then split them yourself. 
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Consuming HTTP

You might be interacting with a third-party service based on HTTP REST APIs, or you might be fetching content from a third party or just downloading a file that your software needs as the input. It doesn't really matter. Nowadays, it's virtually impossible to write an application and ignore HTTP; you will have to face it sooner or later. People expect HTTP

support from all kind of applications. If you are writing an image viewer, they probably expect to be able to throw a URL that leads to an image to it and see it appear. 

While they have never been really user friendly and obvious, the Python standard library has always had ways to interact with HTTP, and they are available out of the box. 

How to do it... 

The steps for this recipe are as follows:

1. The VSMMJCSFRVFTU module provides the machinery required to submit an HTTP request. A light wrapper around it can solve most needs in terms of using HTTP:

JNQPSUVSMMJCSFRVFTU

JNQPSUVSMMJCQBSTF

JNQPSUKTPO

EFGIUUQ@SFRVFTUVSMRVFSZ/POFNFUIPE/POFIFBEFST\^

EBUB/POF

1FSGPSNBO)551SFRVFTUBOESFUVSOUIFBTTPDJBUFE

SFTQPOTF

QBSUTWBSTVSMMJCQBSTFVSMQBSTFVSM

JGRVFSZ

QBSUT< RVFSZ >VSMMJCQBSTFVSMFODPEFRVFSZ

VSMVSMMJCQBSTF1BSTF3FTVMUQBSUTHFUVSM

SVSMMJCSFRVFTU3FRVFTUVSMVSMNFUIPENFUIPE

IFBEFSTIFBEFST

EBUBEBUB

XJUIVSMMJCSFRVFTUVSMPQFOSBTSFTQ

NTHSFTQSFTQJOGPSFTQSFBE

JGNTHHFU@DPOUFOU@UZQF BQQMJDBUJPOKTPO 

SFTQKTPOMPBETSFTQEFDPEF VUG 

SFUVSONTHSFTQ
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2. We can use our IUUQ@SFRVFTU function to perform requests to fetch files:

>>> msg, resp = http_request('https://httpbin.org/bytes/16')

>>> print(msg.get_content_type(), resp) application/octet-stream

b'k\xe3\x05\x06=\x17\x1a9%#\xd0\xae\xd8\xdc\xf9>' 

3. We can also use it to interact with JSON-based APIs:

>>> msg, resp = http_request('https://httpbin.org/get', query={

...     'a': 'Hello', 

...     'b': 'World' 

... })

>>> print(msg.get_content_type(), resp) application/json


{'url': 'https://httpbin.org/get?a=Hello&b=World', 

 'headers': {'Accept-Encoding': 'identity', 

             'User-Agent': 'Python-urllib/3.5', 

             'Connection': 'close', 

             'Host': 'httpbin.org'}, 

 'args': {'a': 'Hello', 'b': 'World'}, 

 'origin': '127.19.102.123'}

4. Also, it can be used to submit or upload data to endpoints:

>>> msg, resp = http_request('https://httpbin.org/post', method='POST', 

...                          data='This is my posted data!'.encode('ascii'), 

...                          headers={'Content-Type':

'text/plain'})

>>> print(msg.get_content_type(), resp) application/json

{'data': 'This is my posted data!', 

 'json': None, 

 'form': {}, 

 'args': {}, 

 'files': {}, 

 'headers': {'User-Agent': 'Python-urllib/3.5', 

             'Connection': 'close', 

             'Content-Type': 'text/plain', 

             'Host': 'httpbin.org', 

             'Accept-Encoding': 'identity', 

             'Content-Length': '23'}, 

 'url': 'https://httpbin.org/post', 

 'origin': '127.19.102.123'}
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How it works... 

The IUUQ@SFRVFTU method takes care of creating a VSMMJCSFRVFTU3FRVFTU instance, sending it through the network and fetching back the response. 

A request is sent to the specified URL to which query arguments are appended. 

The first thing the function does is parse the URL, so that it can replace parts of it. This is done to be able to replace/append the query arguments with the one provided: QBSUTWBSTVSMMJCQBSTFVSMQBSTFVSM

JGRVFSZ

QBSUT< RVFSZ >VSMMJCQBSTFVSMFODPEFRVFSZ

VSMMJCQBSTFVSMFODPEF will accept a dictionary of arguments, such as\ B  C 

^, and will give you back the string with the VSMFODPEF arguments:  CB . 

The resulting query string is then placed into the parsed parts of the VSM to replace the currently existing query arguments. 

Then the VSM is built back from all the parts that now include the right query arguments: VSMVSMMJCQBSTF1BSTF3FTVMUQBSUTHFUVSM

Once the VSM with the encoded query is ready, it builds a request out of it, proxying the specified method, headers, and body of the request: SVSMMJCSFRVFTU3FRVFTUVSMVSMNFUIPENFUIPEIFBEFSTIFBEFST

EBUBEBUB

When doing a plain (&5 request, those will be the default ones, but being able to specify them allows us to perform also more advanced kinds of requests, such as 1045, or provide special headers into our requests. 

The request is then opened and the response is read back: XJUIVSMMJCSFRVFTUVSMPQFOSBTSFTQ

NTHSFTQSFTQJOGPSFTQSFBE

The response comes back as a VSMMJCSFTQPOTFBEEJOGPVSM object, with two relevant parts: the body of the response and an IUUQDMJFOU)551.FTTBHF, from which we can get all the response info, such as headers, URL, and so on. 

The body is retrieved by reading the response like a file, while the )551.FTTBHF is retrieve through the JOGP method. 

[ 254 ]

 Web Development

 Chapter 11

Through the retrieved info, we can check whether the response is a JSON response, and in this case, we decode it back to a dictionary so we can navigate the response instead of just receiving plain bytes:

JGNTHHFU@DPOUFOU@UZQF BQQMJDBUJPOKTPO 

SFTQKTPOMPBETSFTQEFDPEF VUG 

For all responses, we return the message and the body. The caller can just ignore the message if it's not needed:

SFUVSONTHSFTQ

There's more... 

Making HTTP requests can be very simple for simple cases and very complicated for more complex cases. Perfectly handling the HTTP protocol can be a long and complex job, especially since the protocol specifications themselves are not always clear in enforcing how things should work and a lot comes from experience of how real existing web servers and clients work. 

For this reason, if you have needs that go further than just fetching simple endpoints, you might want to rely on a third-party library for performing HTTP requests, such as the requests library that is available for nearly all Python environments. 

Submitting forms to HTTP

Sometimes you have to interact with HTML forms or upload files. This usually requires handling the NVMUJQBSUGPSNEBUB encoding. 

Forms can mix files and text data, and there can be multiple different fields within a form. 

Thus, it requires a way to express multiple fields in the same request and some of those fields can be binary files. 

That's why encoding data in multipart can get tricky, but it's possible to roll out a basic recipe using only standard library tools that will work in most cases. 
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How to do it... 

Here are the steps for this recipe:

1. NVMUJQBSU itself requires tracking all the fields and files we want to encode and then performing the encoding itself. 

2. We will rely on JP#ZUFT*0 to store all the resulting bytes: JNQPSUJP

JNQPSUNJNFUZQFT

JNQPSUVVJE

DMBTT.VMUJ1BSU'PSN

EFG@@JOJU@@TFMG

TFMGGJFMET\^

TFMGGJMFT<> 

EFG@@TFUJUFN@@TFMGOBNFWBMVF

TFMGGJFMET<OBNF>WBMVF

EFGBEE@GJMFTFMGGJFMEGJMFOBNFEBUBNJNFUZQF/POF

JGNJNFUZQFJT/POF

NJNFUZQFNJNFUZQFTHVFTT@UZQFGJMFOBNF<>PS

BQQMJDBUJPOPDUFUTUSFBN 

TFMGGJMFTBQQFOEGJFMEGJMFOBNFNJNFUZQFEBUB

EFG@HFOFSBUF@CZUFTTFMGCPVOEBSZ

CVGGFSJP#ZUFT*0

GPSGJFMEWBMVFJOTFMGGJFMETJUFNT

CVGGFSXSJUFC  CPVOEBSZC =S=O 

CVGGFSXSJUF $POUFOU%JTQPTJUJPOGPSNEBUB 

OBNF\^=S=O GPSNBUGJFMEFODPEF VUG 

CVGGFSXSJUFC =S=O 

CVGGFSXSJUFWBMVFFODPEF VUG 

CVGGFSXSJUFC =S=O 

GPSGJFMEGJMFOBNFG@DPOUFOU@UZQFCPEZJOTFMGGJMFT

CVGGFSXSJUFC  CPVOEBSZC =S=O 

CVGGFSXSJUF $POUFOU%JTQPTJUJPOGJMF 

OBNF\^GJMFOBNF\^=S=O GPSNBU

GJFMEGJMFOBNF

FODPEF VUG 

CVGGFSXSJUF $POUFOU5ZQF\^=S=O GPSNBU

G@DPOUFOU@UZQF

FODPEF VUG 

CVGGFSXSJUFC =S=O 

CVGGFSXSJUFCPEZ
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CVGGFSXSJUFC =S=O 

CVGGFSXSJUFC  CPVOEBSZC =S=O 

SFUVSOCVGGFSHFUWBMVF

EFGFODPEFTFMG

CPVOEBSZVVJEVVJEIFYFODPEF BTDJJ 

XIJMFCPVOEBSZJO

TFMG@HFOFSBUF@CZUFTCPVOEBSZC /0#06/%"3: 

CPVOEBSZVVJEVVJEIFYFODPEF BTDJJ 

DPOUFOU@UZQF NVMUJQBSUGPSNEBUBCPVOEBSZ\^ GPSNBU

CPVOEBSZEFDPEF BTDJJ 



SFUVSODPOUFOU@UZQFTFMG@HFOFSBUF@CZUFTCPVOEBSZ

3. We can then provide and encode our GPSN data:

>>> form = MultiPartForm()

>>> form['name'] = 'value' 

>>> form.add_file('file1', 'somefile.txt', b'Some Content', 

'text/plain')

>>> content_type, form_body = form.encode()

>>> print(content_type, '\n\n', form_body.decode('ascii')) multipart/form-data; boundary=6c5109dfa19a450695013d4eecac2b0b

--6c5109dfa19a450695013d4eecac2b0b

Content-Disposition: form-data; name="name" 

value

--6c5109dfa19a450695013d4eecac2b0b

Content-Disposition: file; name="file1"; filename="somefile.txt" 

Content-Type: text/plain

Some Content

--6c5109dfa19a450695013d4eecac2b0b--

4. Using this with our IUUQ@SFRVFTU method from previous recipe, we can submit any GPSN through HTTP:

>>> _, resp = http_request('https://httpbin.org/post', method='POST', 

                           data=form_body, 

                           headers={'Content-Type': content_type})

>>> print(resp)

{'headers': {

    'Accept-Encoding': 'identity', 

    'Content-Type': 'multipart/form-data; 

boundary=6c5109dfa19a450695013d4eecac2b0b', 
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    'User-Agent': 'Python-urllib/3.5', 

    'Content-Length': '272', 

    'Connection': 'close', 

    'Host': 'httpbin.org' 

 }, 

 'json': None, 

 'url': 'https://httpbin.org/post', 

 'data': '', 

 'args': {}, 

 'form': {'name': 'value'}, 

 'origin': '127.69.102.121', 

 'files': {'file1': 'Some Content'}}

As you can see, IUUQCJO properly received our GJMF and and our OBNF field and processed both. 

How it works... 

NVMUJQBSU is practically based on encoding multiple requests within a single body. Each part is separated by a boundary and within the boundary lies the data of that part. 

Each part can provide both data and metadata, such as the content type of the provided data. 

This way the receiver can know whether the contained data is binary, text, or whatever. For example, the part specifying the value for the TVSOBNF field of a GPSN would look like this: $POUFOU%JTQPTJUJPOGPSNEBUBOBNFTVSOBNF

.Z4VSOBNF

And the part providing data for an uploaded file would look like this: $POUFOU%JTQPTJUJPOGJMFOBNFGJMFGJMFOBNFTPNFGJMFUYU

$POUFOU5ZQFUFYUQMBJO

4PNF$POUFOU

Our .VMUJ1BSU'PSN allows us to store aside both plain GPSN fields by setting them with dictionary syntax:

EFG@@TFUJUFN@@TFMGOBNFWBMVF

TFMGGJFMET<OBNF>WBMVF

[ 258 ]

 Web Development

 Chapter 11

We can call it on a command line, as follows:

>>> form['name'] = 'value' 

And to provide files by adding them with the BEE@GJMF method: EFGBEE@GJMFTFMGGJFMEGJMFOBNFEBUBNJNFUZQF/POF

JGNJNFUZQFJT/POF

NJNFUZQFNJNFUZQFTHVFTT@UZQFGJMFOBNF<>PS

BQQMJDBUJPOPDUFUTUSFBN 

TFMGGJMFTBQQFOEGJFMEGJMFOBNFNJNFUZQFEBUB

We can call this method on a command line, as follows:

>>> form.add_file('file1', 'somefile.txt', b'Some Content', 'text/plain') Those just record the wanted fields and files in a dictionary and a list that are only used later on when @HFOFSBUF@CZUFT is called to actually generate the full multipart content. 

All the hard work is done by @HFOFSBUF@CZUFT that goes through all those fields and files and creates a part for each one of them:

GPSGJFMEWBMVFJOTFMGGJFMETJUFNT

CVGGFSXSJUFC  CPVOEBSZC =S=O 

CVGGFSXSJUF $POUFOU%JTQPTJUJPOGPSNEBUB 

OBNF\^=S=O GPSNBUGJFMEFODPEF VUG 

CVGGFSXSJUFC =S=O 

CVGGFSXSJUFWBMVFFODPEF VUG 

CVGGFSXSJUFC =S=O 

As the boundary must separate every part, it's very important to verify that the boundary is not contained within the data itself, or the receiver might wrongly consider a part ended when it encounters it. 

That's why our .VMUJ1BSU'PSN class generates a CPVOEBSZ, checks whether it's contained within the multipart response, and if it is, it generates a new one, until it can find a CPVOEBSZ that is not contained within the data:

CPVOEBSZVVJEVVJEIFYFODPEF BTDJJ 

XIJMFCPVOEBSZJOTFMG@HFOFSBUF@CZUFTCPVOEBSZC /0#06/%"3: CPVOEBSZVVJEVVJEIFYFODPEF BTDJJ 
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Once we have found a valid CPVOEBSZ, we can use it to generate the multipart content and return it to the caller with the content type that must be used (as the content type provides a hint to the receiver about which CPVOEBSZ to check): DPOUFOU@UZQF NVMUJQBSUGPSNEBUBCPVOEBSZ\^ GPSNBU

CPVOEBSZEFDPEF BTDJJ 



SFUVSODPOUFOU@UZQFTFMG@HFOFSBUF@CZUFTCPVOEBSZ

There's more... 

Multipart encoding is not an easy subject; for example, encoding of names within the multipart body is not an easy topic. 

Over the years, it was changed and discussed multiple times about what's the proper encoding for the name of fields and name of files within the multipart content. 

Historically, it's safe to only rely on plain ASCII names in those fields, so if you want to make sure the server you are submitting data to is able to properly receive your data, you might want to stick to simple filenames and fields that don't involve Unicode characters. 

Over the years, multiple other ways to encode those fields and filenames were suggested. 

UTF-8 is one of the officially supported fallback for HTML5. The suggested recipe relies on UTF-8 to encode filenames and fields, so that it's backward compatible with cases where plain ASCII names are used but it's still possible to rely on Unicode characters when the server supports them. 

Building HTML

Whenever you are building a web page, an email, or a report, you are probably going to rely on replacing placeholders in an HTML template with actual values that you need to show to your users. 

We already saw in $IBQUFS,  Text Management, how a minimal, simple template engine can be implemented, but it wasn't specific to HTML in any way. 

When working with HTML, it's particularly important to pay attention to escaping the values provided by users, as that might lead to broken pages or even XSS attacks. 

You clearly don't want your users to get mad at you just because you registered yourself on your website with the surname TDSJQU BMFSU :PVBSFIBDLFE TDSJQU . 
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For this reason, the Python standard library provides escaping tools that can be used to properly prepare content for insertion into HTML. 

How to do it... 

Combining the TUSJOH'PSNBUUFS and DHJ modules, it is possible to create a formatter that takes care of escaping for us:

JNQPSUTUSJOH

JNQPSUDHJ

DMBTT)5.-'PSNBUUFSTUSJOH'PSNBUUFS

EFGHFU@GJFMETFMGGJFME@OBNFBSHTLXBSHT

WBMLFZTVQFSHFU@GJFMEGJFME@OBNFBSHTLXBSHT

JGIBTBUUSWBM @@IUNM@@ 

WBMWBM@@IUNM@@

FMJGJTJOTUBODFWBMTUS

WBMDHJFTDBQFWBM

SFUVSOWBMLFZ

DMBTT.BSLVQ

EFG@@JOJU@@TFMGW

TFMGWW

EFG@@TUS@@TFMG

SFUVSOTFMGW

EFG@@IUNM@@TFMG

SFUVSOTUSTFMG

Then we can use the )5.-'PSNBUUFS and the .BSLVQ classes while also retaining the ability to inject raw IUNM when needed:

>>> html = HTMLFormatter().format('Hello {name}, you are {title}',                                   name='<strong>Name</strong>',                                   title=Markup('<em>a developer</em>'))

>>> print(html)

Hello &lt;strong&gt;Name&lt;/strong&gt;, you are <em>a developer</em> We can also easily combine this recipe with the one regarding text template engines to implement a minimalistic HTML template engine with escaping. 
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How it works... 

Whenever the )5.-'PSNBUUFS has to replace a value in the format string, it will check whether the retrieved value has a @@IUNM@@ method: JGIBTBUUSWBM @@IUNM@@ 

WBMWBM@@IUNM@@

If that method exists, it's expected to return the HTML representation of the value. And that's expected to be a perfectly valid and escaped HTML. 

Otherwise, the value is expected to be a string that needs escaping: FMJGJTJOTUBODFWBMTUS

WBMDHJFTDBQFWBM

This makes it so that any value we provide to the )5.-'PSNBUUFS gets escaped by default:

>>> html = HTMLFormatter().format('Hello {name}',                                   name='<strong>Name</strong>')

>>> print(html)

Hello &lt;strong&gt;Name&lt;/strong&gt; If we want to avoid escaping, we can rely on the .BSLVQ object, which can wrap out a string to make it pass as is without any escaping:

>>> html = HTMLFormatter().format('Hello {name}',                                   name=Markup('<strong>Name</strong>'))

>>> print(html)

Hello <strong>Name</strong> 

This works because our .BSLVQ object implements an @@IUNM@@ method that returns the string as is. As our )5.-'PSNBUUFS ignores any value that has an @@IUNM@@ method, our string will get through without any form of escaping. 

While .BSLVQ permits us to disable escaping on demand, when we know that we actually want HTML in there, we can apply the HTML method to any other object. Any object that needs to be represented in a web page can provide an @@IUNM@@ method and will automatically get converted to HTML according to it. 

For example, you can add @@IUNM@@ to your 6TFS class and any time you want to put your user in a web page, you just need to provide the 6TFS instance itself. 
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Serving HTTP

Interacting through HTTP is one of the most frequent means of communication between distributed applications or even totally separated software and it's also the foundation of all existing web applications and web-based tools. 

While Python has tens of great web frameworks that can satisfy most different needs, the standard library itself has all the foundations that you might need to implement a basic web application. 

How to do it... 

Python has a convenient protocol named WSGI to implement HTTP-based applications. 

While for more advanced needs, a web framework might be required; for very simple needs, the XTHJSFG implementation built into Python itself can meet our needs: JNQPSUSF

JNQPSUJOTQFDU

GSPNXTHJSFGIFBEFSTJNQPSU)FBEFST

GSPNXTHJSFGTJNQMF@TFSWFSJNQPSUNBLF@TFSWFS

GSPNXTHJSFGVUJMJNQPSUSFRVFTU@VSJ

GSPNVSMMJCQBSTFJNQPSUQBSTF@RT

DMBTT84(*"QQMJDBUJPO

EFG@@JOJU@@TFMG

TFMGSPVUFT<> 

EFGSPVUFTFMGQBUI

EFG@SPVUF@EFDPSBUPSG

TFMGSPVUFTBQQFOESFDPNQJMFQBUIG

SFUVSOG

SFUVSO@SPVUF@EFDPSBUPS

EFGTFSWFTFMG

IUUQENBLF@TFSWFS  TFMG

QSJOU4FSWJOHPOQPSU

IUUQETFSWF@GPSFWFS

EFG@OPU@GPVOETFMGFOWJSPOSFTQ

SFTQTUBUVT /PU'PVOE 

SFUVSOCI /PU'PVOEI 

EFG@@DBMM@@TFMGFOWJSPOTUBSU@SFTQPOTF

SFRVFTU3FRVFTUFOWJSPO
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SPVUFE@BDUJPOTFMG@OPU@GPVOE

GPSSFHFYBDUJPOJOTFMGSPVUFT

NBUDISFHFYGVMMNBUDISFRVFTUQBUI

JGNBUDI

SPVUFE@BDUJPOBDUJPO

SFRVFTUVSMBSHTNBUDIHSPVQEJDU

CSFBL

SFTQ3FTQPOTF

JGJOTQFDUJTDMBTTSPVUFE@BDUJPO

SPVUFE@BDUJPOSPVUFE@BDUJPO

CPEZSPVUFE@BDUJPOSFRVFTUSFTQ

SFTQTFOETUBSU@SFTQPOTF

SFUVSO<CPEZ> 

DMBTT3FTQPOTF

EFG@@JOJU@@TFMG

TFMGTUBUVT 0, 

TFMGIFBEFST)FBEFST< 

$POUFOU5ZQF  UFYUIUNMDIBSTFUVUG 

> 

EFGTFOETFMGTUBSU@SFTQPOTF

TUBSU@SFTQPOTFTFMGTUBUVTTFMGIFBEFSTJUFNT

DMBTT3FRVFTU

EFG@@JOJU@@TFMGFOWJSPO

TFMGFOWJSPOFOWJSPO

TFMGVSMBSHT\^

!QSPQFSUZ

EFGQBUITFMG

SFUVSOTFMGFOWJSPO< 1"5)@*/'0 > 

!QSPQFSUZ

EFGRVFSZTFMG

SFUVSOQBSTF@RTTFMGFOWJSPO< 26&3:@453*/( > Then we can create a 84(*"QQMJDBUJPO and register any number of routes with it: BQQ84(*"QQMJDBUJPO

!BQQSPVUF  

EFGJOEFYSFRVFTUSFTQ
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SFUVSOC )FMMP8PSMEBISFGMJOL $MJDLIFSFB  

!BQQSPVUF MJOL 

EFGMJOLSFRVFTUSFTQ

SFUVSOC :PVDMJDLFEUIFMJOL 

C 5SZBISFGBSHTBC 4PNFBSHVNFOUTB  

!BQQSPVUF BSHT 

EFGBSHTSFRVFTUSFTQ

SFUVSOC :PVQSPWJEFECCS  

C 5SZBISFGOBNF)FMMP8PSME 63-"SHVNFOUTB  

SFQSSFRVFTURVFSZFODPEF VUG 

!BQQSPVUF OBNF1GJSTU@OBNF ==X 

EFGOBNFSFRVFTUSFTQ

SFUVSOC :PVSOBNFC 

SFRVFTUVSMBSHT< GJSTU@OBNF >FODPEF VUG 

Once we are ready, we just need to serve the application: BQQTFSWF

If everything worked properly, by pointing your browser to IUUQMPDBMIPTU, you should see an Hello World text and a link leading you to further pages providing query arguments, URL arguments, and being served on various URLs. 

How it works... 

The 84(*"QQMJDBUJPO creates a WSGI server that is in charge of serving the web application itself (TFMG):

EFGTFSWFTFMG

IUUQENBLF@TFSWFS  TFMG

QSJOU4FSWJOHPOQPSU

IUUQETFSWF@GPSFWFS

On every request, 84(*"QQMJDBUJPO@@DBMM@@ is called by the server to retrieve a response for that request. 

[ 265 ]

 Web Development

 Chapter 11

84(*"QQMJDBUJPO@@DBMM@@ scans through all the registered routes (each route can be registered with BQQSPVUFQBUI, where QBUI is a regular expression). When a regular expression matches the current URL path, the registered function is called to produce a response of that route:

EFG@@DBMM@@TFMGFOWJSPOTUBSU@SFTQPOTF

SFRVFTU3FRVFTUFOWJSPO

SPVUFE@BDUJPOTFMG@OPU@GPVOE

GPSSFHFYBDUJPOJOTFMGSPVUFT

NBUDISFHFYGVMMNBUDISFRVFTUQBUI

JGNBUDI

SPVUFE@BDUJPOBDUJPO

SFRVFTUVSMBSHTNBUDIHSPVQEJDU

CSFBL

Once a function matching the path is found, that function is called to get a response body and then the resulting body is returned to the server: SFTQ3FTQPOTF

CPEZSPVUFE@BDUJPOSFRVFTUSFTQ

SFTQTFOETUBSU@SFTQPOTF

SFUVSO<CPEZ> 

Right before returning the body, 3FTQPOTFTFOE is called to send the response HTTP

headers and status through the TUBSU@SFTQPOTF callable. 

The 3FTQPOTF and 3FRVFTU objects are instead used to keep around the environment of the current request (and any additional argument parsed from the URL), the headers, and status of the response. This is so that the actions called to handle the request can receive them and inspect the request or add/remove headers from the response before it's sent. 

There's more... 

While basic HTTP-based applications can be served using the provided implementation of 84(*"QQMJDBUJPO, there is a lot that is missing or incomplete for a full featured application. 

[ 266 ]

 Web Development

 Chapter 11

Parts such as caching, sessions, authentication, authorization, managing database connections, transactions, and administration are usually required when more complex web applications are involved, and they are easily provided for you by most Python web frameworks. 

Implementing a complete web framework is out of the scope of this book and you should probably try to avoid reinventing the wheel when there are many great web frameworks available in the Python environment. 

Python has a wide range of web frameworks covering everything from full-stack frameworks for rapid development, such as Django; API-oriented micro frameworks, such as Flask; to flexible solutions, such as Pyramid and TurboGears, where the required pieces can be enabled, disabled, or replaced on demand, ranging from full-stack solutions to microframeworks. 

Serving static files

Sometimes when working on JavaScript-based applications or static websites, it's necessary to be able to serve the content of a directory directly from disk. 

The Python standard library has a ready-made HTTP server that handles requests, mapping them to files in a directory, so we can quickly roll our own HTTP server to write websites without the need to install any other tool. 

How to do it... 

The IUUQTFSWFS module provides most of what is needed to implement an HTTP server in charge of serving content of a directory:

JNQPSUPTQBUI

JNQPSUTPDLFUTFSWFS

GSPNIUUQTFSWFSJNQPSU4JNQMF)5513FRVFTU)BOEMFS)5514FSWFS

EFGTFSWF@EJSFDUPSZQBUIQPSU

DMBTT$POGJHVSFE)BOEMFS)551%JSFDUPSZ3FRVFTU)BOEMFS

4&37&%@%*3&$503:QBUI

IUUQE5ISFBEJOH)5514FSWFSQPSU$POGJHVSFE)BOEMFS

QSJOUTFSWJOHPOQPSUQPSU

USZ

IUUQETFSWF@GPSFWFS

FYDFQU,FZCPBSE*OUFSSVQU

IUUQETFSWFS@DMPTF
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DMBTT5ISFBEJOH)5514FSWFSTPDLFUTFSWFS5ISFBEJOH.JY*O)5514FSWFS

QBTT

DMBTT)551%JSFDUPSZ3FRVFTU)BOEMFS4JNQMF)5513FRVFTU)BOEMFS

4&37&%@%*3&$503:  

EFGUSBOTMBUF@QBUITFMGQBUI

QBUITVQFSUSBOTMBUF@QBUIQBUI

SFMQBUIPTQBUISFMQBUIQBUI

SFUVSOPTQBUIKPJOTFMG4&37&%@%*3&$503:SFMQBUI Then TFSWF@EJSFDUPSZ can be started against any path, to serve the content of that path on IUUQMPDBMIPTU:

TFSWF@EJSFDUPSZ UNQ 

Pointing your browser to IUUQMPDBMIPTU should list the content of the UNQ

directory and allow you to navigate it and see content of any file. 

How it works... 

5ISFBEJOH)5514FSWFS joins )5514FSWFS with 5ISFBEJOH.JYJO, which allows you to serve more than a single request at a time. 

This is especially important when serving static websites because browsers frequently keep connections open longer than needed, and when serving a single request at a time, you might be unable to fetch your CSS or JavaScript files until the browser closes the previous connection. 

For each request, the )5514FSWFS forwards it for processing to a specified handler. The 4JNQMF)5513FRVFTU)BOEMFS is able to serve the requests, mapping them to local files on disk, but on most Python versions, it is only able to serve them from the current directory. 

To be able to serve requests from any directory, we provided a custom USBOTMBUF@QBUI method, which replaces the path resulting from the standard implementation that is relative to the 4&37&%@%*3&$503: class variable. 

TFSWF@EJSFDUPSZ then puts everything together and joins )5514FSWFS with the customized request handler to create a server able to handle requests for the provided path. 
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There's more... 

A lot has changed in more recent Python versions regarding the IUUQTFSWFS module. The newest version, Python 3.7, already provides the 5ISFBEJOH)5514FSWFS class out of the box and it's now possible to configure a specific directory to be served by 4JNQMF)5513FRVFTU)BOEMFS, thus removing the need to customize the USBOTMBUF@QBUI method to serve a specific directory. 

Errors in web applications

Usually, when a Python WSGI web application crashes, you get a traceback in the Terminal and an empty path in your browser. 

That doesn't make it very easy to debug what's going on and unless you explicitly check your Terminal, it might be easy to miss that your page is not showing up because it actually crashed. 

Luckily, the Python standard library provides some basic debugging tools for web applications that make it possible to report crashes into the browser so you can see them and fix them without having to jump away from your browser. 

How to do it... 

The DHJUC module provides tools to format an exception and its traceback as HTML, so we can leverage it to implement a WSGI middleware that can wrap any web application to provide better error reporting in the browser:

JNQPSUDHJUC

JNQPSUTZT

DMBTT&SSPS.JEEMFXBSF

8SBQB84(*BQQMJDBUJPOUPEJTQMBZFSSPSTJOUIFCSPXTFS

EFG@@JOJU@@TFMGBQQ

TFMGBQQBQQ

EFG@@DBMM@@TFMGFOWJSPOTUBSU@SFTQPOTF

BQQ@JUFS/POF

USZ

BQQ@JUFSTFMGBQQFOWJSPOTUBSU@SFTQPOTF

GPSJUFNJOBQQ@JUFS

ZJFMEJUFN

FYDFQU
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USZ

TUBSU@SFTQPOTF */5&3/"-4&37&3&3303 < $POUFOU5ZQF  UFYUIUNMDIBSTFUVUG 

99441SPUFDUJPO   

> 

FYDFQU&YDFQUJPO

5IFSFIBTCFFOPVUQVUCVUBOFSSPSPDDVSSFEMBUFSPO

*OUIBUTJUVBUJPOXFDBOEPOPUIJOHGBODZBOZNPSF

CFUUFSMPHTPNFUIJOHJOUPUIFFSSPSMPHBOEGBMMCBDL

FOWJSPO< XTHJFSSPST >XSJUF

%FCVHHJOHNJEEMFXBSFDBVHIUFYDFQUJPOJOTUSFBNFE 

SFTQPOTFBGUFSSFTQPOTFIFBEFSTXFSFBMSFBEZTFOU=O 



FMTF

ZJFMEDHJUCIUNMTZTFYD@JOGPFODPEF VUG 

GJOBMMZ

JGIBTBUUSBQQ@JUFS DMPTF 

BQQ@JUFSDMPTF

&SSPS.JEEMFXBSF can be used to wrap any WSGI application, so that in case of errors, it will display the error into the web browser. 

We can, for example, grab back our 84(*"QQMJDBUJPO from the previous recipe, add a route that will cause a crash, and serve the wrapped application to see how errors are reported into the web browser:

GSPNXFC@JNQPSU84(*"QQMJDBUJPO

GSPNXTHJSFGTJNQMF@TFSWFSJNQPSUNBLF@TFSWFS

BQQ84(*"QQMJDBUJPO

!BQQSPVUF DSBTI 

EFGDSBTISFRSFTQ

SBJTF3VOUJNF&SSPS 5IJTJTBDSBTI 

BQQ&SSPS.JEEMFXBSFBQQ

IUUQENBLF@TFSWFS  BQQ

QSJOU4FSWJOHPOQPSU

IUUQETFSWF@GPSFWFS

Once you point your browser to IUUQMPDBMIPTUDSBTI, you should see a nicely formatted traceback of the triggered exception. 
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How it works... 

&SSPS.JEEMFXBSF receives the original application and replaces it in the request handling. 

All HTTP requests will be received by &SSPS.JEEMFXBSF, which will then proxy them to the application, returning the resulting response provided by the application. 

If an exception arises while the application response was being consumed, it will stop the standard flow, and instead of consuming the response of the application any further, it will format the exception and send it back as the response to the browser. 

This is done because &SSPS.JEEMFXBSF@@DBMM@@ in fact calls the wrapped application and iterates over any provided result:

EFG@@DBMM@@TFMGFOWJSPOTUBSU@SFTQPOTF

BQQ@JUFS/POF

USZ

BQQ@JUFSTFMGBQQFOWJSPOTUBSU@SFTQPOTF

GPSJUFNJOBQQ@JUFS

ZJFMEJUFN



This approach works with both applications that return a normal response and applications that return a generator as the response. 

If an error arises when calling the application or while consuming the response, the error is trapped and a new TUBSU@SFTQPOTF is attempted to notify the server error to the browser: FYDFQU

USZ

TUBSU@SFTQPOTF */5&3/"-4&37&3&3303 < $POUFOU5ZQF  UFYUIUNMDIBSTFUVUG 

99441SPUFDUJPO   

> 

If TUBSU@SFTQPOTF fails, it means that the wrapped application already called TUBSU@SFTQPOTF and thus it's not possible to change the response status code or headers anymore. 

In this case, as we can't provide the nicely formatted response anymore, we just fall back to providing an error on the Terminal:

FYDFQU&YDFQUJPO

5IFSFIBTCFFOPVUQVUCVUBOFSSPSPDDVSSFEMBUFSPO

*OUIBUTJUVBUJPOXFDBOEPOPUIJOHGBODZBOZNPSF

CFUUFSMPHTPNFUIJOHJOUPUIFFSSPSMPHBOEGBMMCBDL
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FOWJSPO< XTHJFSSPST >XSJUF

%FCVHHJOHNJEEMFXBSFDBVHIUFYDFQUJPOJOTUSFBNFE 

SFTQPOTFBGUFSSFTQPOTFIFBEFSTXFSFBMSFBEZTFOU=O 



If TUBSU@SFTQPOTF succeeded, instead, we stop returning the content of the application response and, instead, we return the error and traceback, nicely formatted by DHJUC: FMTF

ZJFMEDHJUCIUNMTZTFYD@JOGPFODPEF VUG 

In both cases, then, if it provided a DMPTF method, we close the application response. This way, if it was a file or any source that needs to be closed, we avoid leaking it: GJOBMMZ

JGIBTBUUSBQQ@JUFS DMPTF 

BQQ@JUFSDMPTF

There's more... 

More complete solutions for error reporting in web applications in Python are available out of the standard library. If you have further needs or want to get the errors notified by email or through cloud error reporting solutions, such as Sentry, you might want to provide an error reporting WSGI library. 

The 8FSL[FVH debugger from Flask, the 8FC&SSPS library from the Pylons project, and the

#BDLMBTI library from the TurboGears project are probably the most common solutions for this purpose. 

You might also want to check whether your web framework provides some advanced error reporting configuration, as many of them provide it out of the box, relying on those libraries or other tools. 

Handling forms and files

When submitting forms and uploading files, they are usually sent with the NVMUJQBSUGPSNEBUB encoding. 

We already saw how to create data encoded in NVMUJQBSUGPSNEBUB, and submit it to an endpoint, but how can we handle incoming data in such a format? 
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How to do it... 

The DHJ'JFME4UPSBHF class in the standard library already provides all the machinery required to parse multipart data and send it back to you in a way that is easy to handle. 

We will create a simple web application (based on 84(*"QQMJDBUJPO) to show how DHJ'JFME4UPSBHF can be used to parse the uploaded file and show it back to the user: JNQPSUDHJ

GSPNXFC@JNQPSU84(*"QQMJDBUJPO

JNQPSUCBTF

BQQ84(*"QQMJDBUJPO

!BQQSPVUF  

EFGJOEFYSFRSFTQ

SFUVSO

C GPSNBDUJPOVQMPBENFUIPEQPTUFODUZQFNVMUJQBSUGPSN

EBUB  

C JOQVUUZQFGJMFOBNFVQMPBEFEGJMF  

C JOQVUUZQFTVCNJUWBMVF6QMPBE  

C GPSN  



!BQQSPVUF VQMPBE 

EFGVQMPBESFRSFTQ

GPSNDHJ'JFME4UPSBHFGQSFRFOWJSPO< XTHJJOQVU > FOWJSPOSFRFOWJSPO

JG VQMPBEFEGJMF OPUJOGPSN

SFUVSOC /PUIJOHVQMPBEFE 

VQMPBEFEGJMFGPSN< VQMPBEFEGJMF > 

JGVQMPBEFEGJMFUZQFTUBSUTXJUI JNBHF 

6TFSVQMPBEFEBOJNBHFTIPXJU

SFUVSOC JNHTSDEBUBCCBTFC  

VQMPBEFEGJMFUZQFFODPEF BTDJJ 

CBTFCFODPEFVQMPBEFEGJMFGJMFSFBE



FMJGVQMPBEFEGJMFUZQFTUBSUTXJUI UFYU 

SFUVSOVQMPBEFEGJMFGJMFSFBE

FMTF

SFUVSOC :PVVQMPBEFEC VQMPBEFEGJMFGJMFOBNFFODPEF VUG 

BQQTFSWF
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How it works... 

The application exposes two web pages. One is on the root of the website (through the JOEFY function) that only shows a simple form with an upload field. 

The other, the VQMPBE function, instead receives the uploaded file and shows it back if it's an image or a text file. In all other cases, it will just show the name of the uploaded file. 

All that is required to handle the upload in multipart format is to create a DHJ'JFME4UPSBHF out of it:

GPSNDHJ'JFME4UPSBHFGQSFRFOWJSPO< XTHJJOQVU > FOWJSPOSFRFOWJSPO

The whole body of the 1045 request is always available in the FOWJSPO request with the XTHJJOQVU key. 

This provides a file-like object that can be read to consume the posted data. Make sure you save aside the 'JFME4UPSBHF after it has been created if you need to use it multiple times, because once the data is consumed from XTHJJOQVU, it becomes inaccessible. 

DHJ'JFME4UPSBHF provides a dictionary-like interface, so we can check whether a file was uploaded just by checking whether the VQMPBEFEGJMF entry exists: JG VQMPBEFEGJMF OPUJOGPSN

SFUVSOC /PUIJOHVQMPBEFE 

That's because in our form, we provided VQMPBEFEGJMF as the name of the field: C JOQVUUZQFGJMFOBNFVQMPBEFEGJMF  

That specific field will be accessible with GPSN< VQMPBEFEGJMF >. 

As it's a file, it will return an object that provides the UZQF, GJMFOBNF, and GJMF attributes through which we can check the MIME type of uploaded file to see whether it's an image: JGVQMPBEFEGJMFUZQFTUBSUTXJUI JNBHF 

And if it's an image, we can read its content to encode it in CBTF so that it can be displayed by the JNH tag:

CBTFCFODPEFVQMPBEFEGJMFGJMFSFBE
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The GJMFOBNF attribute is instead only used if the uploaded file is of an unrecognized format, so that we can at least print back the name of the uploaded file: SFUVSOC :PVVQMPBEFEC VQMPBEFEGJMFGJMFOBNFFODPEF VUG 

REST API

REST with JSON has become the de facto standard in cross-application communication technologies for web-based applications. 

It's a very effective protocol, and the fact that the definition can be understood by everyone made it popular pretty quickly. 

Also, a rapid REST implementation can be rolled out pretty quickly compared to other more complex communication protocols. 

As the Python standard library provides the foundations we needed to build WSGI-based applications, it's not hard to extend our existing recipe to support REST-based dispatch of requests. 

How to do it... 

We are going to use 84(*"QQMJDBUJPO from our previous recipe, but instead of registering a function for a root, we are going to register a particular class able to dispatch based on the request method. 

1. All the REST classes we want to implement must inherit from a single 3FTU$POUSPMMFS implementation:

DMBTT3FTU$POUSPMMFS

EFG@@DBMM@@TFMGSFRSFTQ

NFUIPESFRFOWJSPO< 3&26&45@.&5)0% > BDUJPOHFUBUUSTFMGNFUIPETFMG@OPU@GPVOE

SFUVSOBDUJPOSFRSFTQ

EFG@OPU@GPVOETFMGFOWJSPOSFTQ

SFTQTUBUVT /PU'PVOE 

SFUVSOC \^ 1SPWJEFBOFNQUZ+40/EPDVNFOU
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2. Then we can subclass 3FTU$POUSPMMFS to implement all the specific (&5, 1045, 

%&-&5&, and 165 methods and register the resources on a specific route: JNQPSUKTPO

GSPNXFC@JNQPSU84(*"QQMJDBUJPO

BQQ84(*"QQMJDBUJPO

!BQQSPVUF SFTPVSDFT1JE ==X 

DMBTT3FTPVSDFT3FTU$POUSPMMFS3FTU$POUSPMMFS

3&4063$&4\^

EFG(&5TFMGSFRSFTQ

SFTPVSDF@JESFRVSMBSHT< JE > 

JGOPUSFTPVSDF@JE

8IPMFDBUBMPHSFRVFTUFE

SFUVSOKTPOEVNQTTFMG3&4063$&4FODPEF VUG 

JGSFTPVSDF@JEOPUJOTFMG3&4063$&4

SFUVSOTFMG@OPU@GPVOESFRSFTQ

SFUVSO

KTPOEVNQTTFMG3&4063$&4<SFTPVSDF@JE>FODPEF VUG 

EFG1045TFMGSFRSFTQ

DPOUFOU@MFOHUIJOUSFRFOWJSPO< $0/5&/5@-&/(5) > EBUB

SFRFOWJSPO< XTHJJOQVU >SFBEDPOUFOU@MFOHUIEFDPEF VUG 

SFTPVSDFKTPOMPBETEBUB

SFTPVSDF< JE >TUSMFOTFMG3&4063$&4

TFMG3&4063$&4<SFTPVSDF< JE >>SFTPVSDF

SFUVSOKTPOEVNQTSFTPVSDFFODPEF VUG 

EFG%&-&5&TFMGSFRSFTQ

SFTPVSDF@JESFRVSMBSHT< JE > 

JGOPUSFTPVSDF@JE

SFUVSOTFMG@OPU@GPVOESFRSFTQ

TFMG3&4063$&4QPQSFTPVSDF@JE/POF

SFRTUBUVT /P$POUFOU 

SFUVSOC  

This already provides basic functionalities that allow us to add, remove and list resources from an in-memory catalog. 
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3. To test this, we can start a server in a background thread and use the IUUQ@SFRVFTU function from our previous recipe:

JNQPSUUISFBEJOH

UISFBEJOH5ISFBEUBSHFUBQQTFSWFEBFNPO5SVFTUBSU

GSPNXFC@JNQPSUIUUQ@SFRVFTU

4. We can then create a new resource:

>>> _, resp = http_request('http://localhost:8000/resources', method='POST', 

                           data=json.dumps({'name': 'Mario', 

                                            'surname':

'Mario'}).encode('utf-8'))

>>> print('NEW RESOURCE: ', resp)

NEW RESOURCE:  b'{"surname": "Mario", "id": "1", "name": "Mario"}' 

5. Here we list them all:

>>> _, resp = http_request('http://localhost:8000/resources')

>>> print('ALL RESOURCES: ', resp)

ALL RESOURCES:  b'{"1": {"surname": "Mario", "id": "1", "name":

"Mario"}} 

6. Add a second one:

>>> http_request('http://localhost:8000/resources', method='POST',                  data=json.dumps({'name': 'Luigi', 

                                  'surname':

'Mario'}).encode('utf-8'))

7. Next, we see that now both resources are listed:

>>> _, resp = http_request('http://localhost:8000/resources')

>>> print('ALL RESOURCES: ', resp)

ALL RESOURCES:  b'{"1": {"surname": "Mario", "id": "1", "name":

"Mario"}, 

                   "2": {"surname": "Mario", "id": "2", "name":

"Luigi"}}' 

8. Then we can ask for a specific resource out of the catalog:

>>> _, resp = http_request('http://localhost:8000/resources/1')

>>> print('RESOURCES #1: ', resp)

RESOURCES #1:  b'{"surname": "Mario", "id": "1", "name": "Mario"}' 
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9. We can also delete a specific resource:

>>> http_request('http://localhost:8000/resources/2', method='DELETE')

10. Then see that it was actually deleted:

>>> _, resp = http_request('http://localhost:8000/resources')

>>> print('ALL RESOURCES', resp)

ALL RESOURCES b'{"1": {"surname": "Mario", "id": "1", "name":

"Mario"}}' 

This should allow us to provide a REST interface for most simple cases relying on what is already available in the Python standard library itself. 

How it works... 

Most of the magic is done by 3FTU$POUSPMMFS@@DBMM@@: DMBTT3FTU$POUSPMMFS

EFG@@DBMM@@TFMGSFRSFTQ

NFUIPESFRFOWJSPO< 3&26&45@.&5)0% > BDUJPOHFUBUUSTFMGNFUIPETFMG@OPU@GPVOE

SFUVSOBDUJPOSFRSFTQ

Whenever a subclass of 3FTU$POUSPMMFS is called, it will look at the HTTP request method and look for an instance method named like the HTTP method. 

If there is one, the method is called and the response provided by the method itself returned. If there is none, then TFMG@OPU@GPVOE is called, which will just respond a 404

error. 

This relies on the 84(*"QQMJDBUJPO@@DBMM@@ support for classes instead of functions. 

When 84(*"QQMJDBUJPO@@DBMM@@ finds an object associated to a route through BQQSPVUF that is a class, it will always create an instance of it, and then it will call the instance:

JGJOTQFDUJTDMBTTSPVUFE@BDUJPO

SPVUFE@BDUJPOSPVUFE@BDUJPO

CPEZSPVUFE@BDUJPOSFRVFTUSFTQ
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If SPVUFE@BDUJPO is a 3FTU$POUSPMMFS subclass, what will happen is that SPVUFE@BDUJPOSPVUFE@BDUJPO will replace the class with an instance of it, and then SPVUFE@BDUJPOSFRVFTUSFTQ will call the

3FTU$POUSPMMFS@@DBMM@@ method to actually serve the request. 

The 3FTU$POUSPMMFS@@DBMM@@ method can then forward the request to the right instance method based on the HTTP method. 

Note that as REST resources are identified by providing the resource identifier in the URL, the route assigned to 3FTU$POUSPMMFS must have an JE argument and an optional :

!BQQSPVUF SFTPVSDFT1JE ==X 

Otherwise you won't be able to distinguish between a request for the whole (&5 resources catalog, SFTPVSDFT, and a request for a specific (&5 resource, SFTPVSDFT. 

The lack of an JE argument is exactly the way our (&5 method decided when to return the content for the whole catalog or not:

EFG(&5TFMGSFRSFTQ

SFTPVSDF@JESFRVSMBSHT< JE > 

JGOPUSFTPVSDF@JE

8IPMFDBUBMPHSFRVFTUFE

SFUVSOKTPOEVNQTTFMG3&4063$&4FODPEF VUG 

For methods that receive the data in the request body, such as 1045, 165, and 1"5$), you will have to read the request body from SFRFOWJSPO< XTHJJOQVU >. 

In this case, it's important to provide exactly how many bytes to read, as the connection might never be closed, and the read might otherwise block forever. 

The $POUFOU-FOHUI header can be used to know the length of the input: EFG1045TFMGSFRSFTQ

DPOUFOU@MFOHUIJOUSFRFOWJSPO< $0/5&/5@-&/(5) > EBUBSFRFOWJSPO< XTHJJOQVU >SFBEDPOUFOU@MFOHUIEFDPEF VUG 

Handling cookies

Cookies are frequently used in web applications to store data in browsers. The most frequent use case is user identification. 

We are going to implement a very simple and insecure identification system based on cookies to show how to use them. 
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How to do it... 

The IUUQDPPLJFT4JNQMF$PPLJF class provides all the facilities required to parse and generate cookies. 

1. We can rely on it to create a web application endpoint that will set a cookie: GSPNXFC@JNQPSU84(*"QQMJDBUJPO

BQQ84(*"QQMJDBUJPO

JNQPSUUJNF

GSPNIUUQDPPLJFTJNQPSU4JNQMF$PPLJF

!BQQSPVUF JEFOUJUZ 

EFGJEFOUJUZSFRSFTQ

JEFOUJUZJOUUJNFUJNF

DPPLJF4JNQMF$PPLJF

DPPLJF< JEFOUJUZ > 64&3\^ GPSNBUJEFOUJUZ

GPSTFU@DPPLJFJODPPLJFWBMVFT

SFTQIFBEFSTBEE@IFBEFS 4FU$PPLJF 

TFU@DPPLJF0VUQVU4USJOH

SFUVSOC (PCBDLUPBISFG JOEFYB UPDIFDLZPVS

JEFOUJUZ 

2. We can use it to create one that will parse the cookie and tell us who the current user is:

!BQQSPVUF  

EFGJOEFYSFRSFTQ

JG )551@$00,*& JOSFRFOWJSPO

DPPLJFT4JNQMF$PPLJFSFRFOWJSPO< )551@$00,*& > JG JEFOUJUZ JODPPLJFT

SFUVSOC 8FMDPNFCBDLC 

DPPLJFT< JEFOUJUZ >WBMVFFODPEF VUG 

SFUVSOC 7JTJUBISFGJEFOUJUZ JEFOUJUZB UPHFUBO

JEFOUJUZ 

3. Once you start the application you can point your browser to IUUQMPDBMIPTU and you should see the web application complaining that you are lacking an identity:

BQQTFSWF
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Once you click on the suggested link, you should get one and, going back to the index page, it should recognize you through the cookie. 

How it works... 

The 4JNQMF$PPLJF class represents a cookie, as a set of one or more values. 

Each value can be set into the cookie as if it was a dictionary: DPPLJF4JNQMF$PPLJF

DPPLJF< JEFOUJUZ > 64&3\^ GPSNBUJEFOUJUZ

If the cookie NPSTFM has to accept more options, those can be set with dictionary syntax too:

DPPLJF< JEFOUJUZ >< 1BUI > 

Each cookie can contain multiple values and each one of them should be set with a 4FU

$PPLJF HTTP header. 

Iterating over the cookie will retrieve all the key/value pairs that constitute the cookie, and then calling 0VUQVU4USJOH on them will return the cookie value encoded as expected by the 4FU$PPLJF header, with all the additional attributes: GPSTFU@DPPLJFJODPPLJFWBMVFT

SFTQIFBEFSTBEE@IFBEFS 4FU$PPLJF TFU@DPPLJF0VUQVU4USJOH

Practically, once the cookie is set, calling 0VUQVU4USJOH will send you back the string you need to send to the browser:

>>> cookie = SimpleCookie()

>>> cookie['somevalue'] = 42

>>> cookie['somevalue']['Path'] = '/' 

>>> cookie['somevalue'].OutputString()

'somevalue=42; Path=/' 

Reading back a cookie is as simple as building it from the FOWJSPO< )551@$00,*& > value if it's available:

DPPLJFT4JNQMF$PPLJFSFRFOWJSPO< )551@$00,*& > 
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Once the cookie has parsed, the values stored within it can be accessed with dictionary syntax:

DPPLJFT< JEFOUJUZ > 

There's more... 

When working with cookies, one particular condition you should pay attention to is their life cycle. 

Cookies can have an &YQJSFT attribute, which will state on which date they should die (the browser will discard them), and actually, that's the way you delete a cookie. Setting a cookie again with an &YQJSFT date in the past will delete it. 

But cookies can also have a .BY"HF attribute, which states how long they should stick around or can be created as session cookies that will disappear when the browser window is closed. 

So, if you face problems with your cookies randomly disappearing or not being loaded back correctly, always check those properties as the cookie might just have been deleted by the browser. 
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Multimedia

In this chapter, we will cover following recipes:

Determining the type of a filebhow to guess the type of a file Detecting an image typebinspecting an image to understand what type of image it is

Detecting an image sizebinspecting an image to retrieve its size Playing audio/video/imagesbplaying audio, video, or showing images on desktop systems

Introduction

Multimedia applications, such as videos, sounds, and games usually need to rely on very specific libraries to manage the formats used to store the data and the hardware needed to play their content. 

Due to the variety of formats for data storage, the continuous improvements in the field of video and audio storage that lead to new formats, and the heavy integration with native operating system functions and specific hardware programming languages, multimedia-related features are rarely integrated in the standard library. 

Having to maintain support for all the image formats that exist, when a new one is created every few months, requires a full-time effort that a dedicated library can tackle far better than the team maintaining the programming language itself. 

 Multimedia
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For this reason, Python has relatively few multimedia-related functions, but some core ones are available and they can be very helpful in applications where multimedia is not the main focus, but maybe they need to handle multimedia files to properly work; for example, a web application that might need to check that the user-uploaded file is in a valid format supported by browsers. 

Determining the type of a file

When we receive a file from our users, it's frequently necessary to detect its type. Doing so through the filename without the need to actually read the data can be achieved through the NJNFUZQFT module. 

How to do it... 

For this recipe, the following steps are to be performed: 1. While the NJNFUZQFT module is not bullet proof, as it relies on the name of the file to detect the expected type, it's frequently enough to handle most common cases. 

2. Users will usually assign proper names to their files for their own benefit (especially Windows users, where the extension is vital for the proper working of the file), guessing the type with NJNFUZQFTHVFTT@UZQF is often enough: JNQPSUNJNFUZQFT

EFGHVFTT@GJMF@UZQFGJMFOBNF

JGOPUHFUBUUSHVFTT@GJMF@UZQF JOJUJBMJTFE 'BMTF

NJNFUZQFTJOJU

HVFTT@GJMF@UZQFJOJUJBMJTFE5SVF

GJMF@UZQFFODPEJOHNJNFUZQFTHVFTT@UZQFGJMFOBNF

SFUVSOGJMF@UZQF

3. We can call HVFTT@GJMF@UZQF against any file to get back its type:

>>> print(guess_file_type('~/Pictures/5565_1680x1050.jpg'))

'image/jpeg' 

>>> print(guess_file_type('~/Pictures/5565_1680x1050.jpeg'))

'image/jpeg' 

>>> print(guess_file_type('~/Pictures/avatar.png'))

'image/png' 
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4. If the type it's unknown, /POF will be returned:

>>> print(guess_file_type('/tmp/unable_to_guess.blob')) None

5. Also, note that the file itself doesn't have to really exist. All you care about is it's filename:

>>> print(guess_file_type('/this/does/not/exists.txt'))

'text/plain' 

How it works... 

The NJNFUZQFT module keeps a list of MIME types associated to each file extension. 

When a filename is provided, only the extension is analyzed. 

If the extension is in a list of known MIME types, the associated type is returned. Otherwise

/POF is returned. 

Calling NJNFUZQFTJOJU also loads any MIME type registered in your system configuration, usually from FUDNJNFUZQFT on Linux systems and from the registry on Windows systems. 

This allows us to cover far more extensions that might not be known by Python itself and to also easily support custom extensions if your system is configured to support them. 

Detecting image types

When you know you are working with image files, it's frequently necessary to verify their type to ensure they are in a format your software is able to handle. 

One possible use case is to ensure they are images in a format that a browser might be able to show back when they are uploaded to a website. 

The type of a multimedia file can usually be detected by inspecting the file header, the initial part of a file that stores details about the content of the file. 

The header usually contains details about the kind of file, the size of the contained image, the number of bits per color, and so on. All these details are required to reproduce the content stored within the file itself. 
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By inspecting the header, it's possible to confirm the format of the stored data. This requires supporting the specific header format and the Python standard library has support for most common image formats. 

How to do it... 

The JNHIES module can help us understand what kind of image file we are facing: JNQPSUJNHIES

EFGEFUFDU@JNBHF@GPSNBUGJMFOBNF

SFUVSOJNHIESXIBUGJMFOBNF

This allows us to detect the format of any image on disk or of a stream of bytes provided:

>>> print(detect_image_format('~/Pictures/avatar.jpg'))

'jpeg' 

>>> with open('~/Pictures/avatar.png', 'rb') as f:

...     print(detect_image_format(f))

'png' 

How it works... 

When the provided filename is a string containing the path of a file, JNHIESXIBU is called directly on it. 

This just returns the type of the file or /POF if it's not supported. 

If, instead, a file-like object is provided (a file itself or a JP#ZUFT*0, for example) then it will peak the first 32 bytes of it and detect the header based on those. 

Given that most image types have a header with a size in the order of little more than 10

bytes, reading 32 bytes ensures that we should have more than enough to detect any image. 

After reading the bytes, it will go back to the beginning of the file, so that any subsequent call is still able to read the file (otherwise, the first 32 bytes would be consumed and lost forever). 
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There's more... 

The Python standard library also provides a TOEIES module that behaves much like JNHIES for audio files. 

The formats recognized by TOEIES are usually very basic formats and thus it's usually mostly helpful when XBWF or BJGG files are involved. 

Detecting image sizes

If we know what kind of image we are facing, detecting the resolution is usually a matter of reading it from the image header. 

For most image types, this is relatively simple, and as we can use JNHIES to guess the right image type, we can then read the right part of the header, according to the detected type, to extract the size portion. 

How to do it... 

Once JNHIES detects the image type, we can read the content of the header with the TUSVDU module:

JNQPSUJNHIES

JNQPSUTUSVDU

JNQPSUPT

GSPNQBUIMJCJNQPSU1BUI

DMBTT*NBHF3FBEFS

!DMBTTNFUIPE

EFGHFU@TJ[FDMTG

SFRVJSFT@DMPTF'BMTF

JGJTJOTUBODFGTUSHFUBUUSPT 1BUI-JLF TUS

GPQFOG SC 

SFRVJSFT@DMPTF5SVF

FMJGJTJOTUBODFG1BUI

GGFYQBOEVTFSPQFO SC 

SFRVJSFT@DMPTF5SVF

USZ

JNBHF@UZQFJNHIESXIBUG

JGJNBHF@UZQFOPUJO KQFH  QOH  HJG 
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SBJTF7BMVF&SSPS 6OTVQQPSUFEJNBHFGPSNBU 

GTFFL

TJ[F@SFBEFSHFUBUUSDMT @TJ[F@\^ GPSNBUJNBHF@UZQF

SFUVSOTJ[F@SFBEFSG

GJOBMMZ

JGSFRVJSFT@DMPTFGDMPTF

!DMBTTNFUIPE

EFG@TJ[F@HJGDMTG

GSFBE4LJQUIF.BHJDL/VNCFST

XITUSVDUVOQBDL )) GSFBE

SFUVSOXI

!DMBTTNFUIPE

EFG@TJ[F@QOHDMTG

GSFBE4LJQ.BHJD/VNCFS

DMFODUZQFTUSVDUVOQBDL  *T GSFBE

JGDUZQFC *)%3 

SBJTF7BMVF&SSPS 6OTVQQPSUFE1/(GPSNBU 

XITUSVDUVOQBDL  ** GSFBE

SFUVSOXI

!DMBTTNFUIPE

EFG@TJ[F@KQFHDMTG

TUBSU@PG@JNBHFGSFBE

JGTUBSU@PG@JNBHFC =YGG=YE 

SBJTF7BMVF&SSPS 6OTVQQPSUFE+1&(GPSNBU 

XIJMF5SVF

NBSLFSTFHNFOU@TJ[FTUSVDUVOQBDL  T) GSFBE

JGNBSLFS<>YGG

SBJTF7BMVF&SSPS 6OTVQQPSUFE+1&(GPSNBU 

EBUBGSFBETFHNFOU@TJ[F

JGOPUYDNBSLFS<>YDG

DPOUJOVF

@IXTUSVDUVOQBDL  D)) EBUB<> 

CSFBL

SFUVSOXI

Then we can use the *NBHF3FBEFSHFU@TJ[F class method to detect the size of any supported image:

>>> print(ImageReader.get_size('~/Pictures/avatar.png')) (300, 300)

>>> print(ImageReader.get_size('~/Pictures/avatar.jpg')) (300, 300)
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How it works... 

There are four core parts of the *NBHF3FBEFS class that work together to provide support for reading image sizes. 

The first, the *NBHF3FBEFSHFU@TJ[F method itself, is in charge of opening the image file and detecting the image type. 

The first part is all related to opening the file in case it's provided as a path in a string, as a 1BUI object, or if it's already a file object:

SFRVJSFT@DMPTF'BMTF

JGJTJOTUBODFGTUSHFUBUUSPT 1BUI-JLF TUS

GPQFOG SC 

SFRVJSFT@DMPTF5SVF

FMJGJTJOTUBODFG1BUI

GGFYQBOEVTFSPQFO SC 

SFRVJSFT@DMPTF5SVF

If it's a string or a pathlike object (PT1BUI-JLF is only supported on Python 3.6+), the file is opened and the SFRVJSFT@DMPTF variable is set to 5SVF, so that once we are finished, we will close the file. 

If it's a 1BUI object and we are on a Python version that doesn't support PT1BUI-JLF, then the file is opened through the path itself. 

If, instead, the provided object was already an open file, we do nothing and SFRVJSFT@DMPTF remains 'BMTF, so that we don't close the provided file. 

Once the file is opened, it gets passed to JNHIESXIBU to guess the file type, and if it's not one of the supported types, it gets rejected:

JNBHF@UZQFJNHIESXIBUG

JGJNBHF@UZQFOPUJO KQFH  QOH  HJG 

SBJTF7BMVF&SSPS 6OTVQQPSUFEJNBHFGPSNBU 

Finally, we head back to the beginning of the file, so we can read the header and we call the relevant DMT@TJ[F@QOHDMT@TJ[F@KQFH or DMT@TJ[F@HJG method: GTFFL

TJ[F@SFBEFSHFUBUUSDMT @TJ[F@\^ GPSNBUJNBHF@UZQF

SFUVSOTJ[F@SFBEFSG

Each method is specialized in understanding the size of a specific file format, from the easiest one (GIF) to the most complex one (JPEG). 
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For the GIF itself, all we have to do is skip the magic number (which only JNHIESXIBU

cared about; we already know it's a GIF) and read the subsequent four bytes as unsigned shorts (16 bits number) in a little-endian byte ordering:

!DMBTTNFUIPE

EFG@TJ[F@HJGDMTG

GSFBE4LJQUIF.BHJDL/VNCFST

XITUSVDUVOQBDL )) GSFBE

SFUVSOXI

QOH is nearly as complex. We skip the magic number and read the subsequent bytes as an VOTJHOFEJOU (32 bits number) in a big-endian order, followed by a four-bytes string:

!DMBTTNFUIPE

EFG@TJ[F@QOHDMTG

GSFBE4LJQ.BHJD/VNCFS

DMFODUZQFTUSVDUVOQBDL  *T GSFBE

That gives us back the size of the image header followed by the image section name, which must be *)%3, to confirm we are reading an image header: JGDUZQFC *)%3 

SBJTF7BMVF&SSPS 6OTVQQPSUFE1/(GPSNBU 

Once we know we are within the image header, we can just read the first two VOTJHOFE

JOU numbers (still in big-endian) to extract the width and height of the image: XITUSVDUVOQBDL  ** GSFBE

SFUVSOXI

The last method is the most complex one, as JPEG has a far more complex structure than GIF or PNG. The JPEG header is composed of multiple sections. Each section is identified by YGG followed by an identifier of the section and by the section length. 

At the beginning, we just read the first two bytes and confirm that we face the start of image (SOI) section:

!DMBTTNFUIPE

EFG@TJ[F@KQFHDMTG

TUBSU@PG@JNBHFGSFBE

JGTUBSU@PG@JNBHFC =YGG=YE 

SBJTF7BMVF&SSPS 6OTVQQPSUFE+1&(GPSNBU 

Then we look for a section that declares the JPEG as a baseline DCT, progressive DCT, or lossless frame. 
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That is done by reading the first two bytes of each section and its size: XIJMF5SVF

NBSLFSTFHNFOU@TJ[FTUSVDUVOQBDL  T) GSFBE

As we know that each section starts with YGG, if we face a section that starts with a different byte, it means that the image is invalid: JGNBSLFS<>YGG

SBJTF7BMVF&SSPS 6OTVQQPSUFE+1&(GPSNBU 

If the section is valid, we can read its content. We know the size because it was specified as a two bytes unsigned short in a big-endian notation right after the two bytes marker: EBUBGSFBETFHNFOU@TJ[F

Now, before being able to read the width and height from the data we just read, we need to check that the section that we are looking at is actually a start of frame one, for baseline, progressive, or lossless. This means it must be one of the sections from YD to YDG. 

Otherwise, we just skip this section and move to the next one: JGOPUYDNBSLFS<>YDG

DPOUJOVF

Once we find one of the valid sections (depending on the kind of encoding the image has), we can read the size by looking at the first five bytes. 

The first byte is the sample precision. We really don't care about it so we can ignore it. Then the remaining four bytes are the height and the width of the image as two unsigned shorts in a big-endian notation:

@IXTUSVDUVOQBDL  D)) EBUB<> 

Playing audio/video/images

The Python standard library provides no utilities to open images, and has limited support for playing audio files. 

While it's possible to somehow play audio files in some formats by combining the XBWF and PTTBVEJPEFW or XJOTPVOE modules, the OSS audio system has long been deprecated on Linux systems and neither of those is available on Mac systems. 
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For images, it would be possible to show an image using the ULJOUFS module, but we would be constrained to very simple image formats as decoding the images would be on our own. 

But there is one little trick we can use to actually display most image files and play most audio files. 

On most systems, trying to open a file with the default web browser will by the way play the file, and we can rely on this trick and the XFCCSPXTFS module to play most file types through Python. 

How to do it... 

The steps for this recipe are as follows:

1. Given a path that points to a supported file, we can build a GJMFVSM out of it and then use the XFCCSPXTFS module to open it:

JNQPSUQBUIMJC

JNQPSUXFCCSPXTFS

EFGQMBZGJMFGQBUI

GQBUIQBUIMJC1BUIGQBUIFYQBOEVTFSSFTPMWF

XFCCSPXTFSPQFO GJMF\^ GPSNBUGQBUI

2. Opening an image should display it:

>>> playfile('~/Pictures/avatar.jpg')

3. Also, opening an audio file should play it:

>>> playfile('~/Music/FLY_ME_TO_THE_MOON.mp3') So, we can use this method on most systems to show the content of a file to the user. 

How it works... 

The XFCCSPXTFSPQFO function does actually start the browser on Linux systems, but on macOS and Windows systems it does a fairly different job. 

On Windows and macOS systems, it will ask the system to open the specified path with the most suitable application. 
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If the path is an HTTP URL, the most suitable application is, of course, XFCCSPXTFS, but if the path is a local GJMF URL, the system will look for a software able to handle that file type and will open the file with that software. 

That is achieved by using an PTTUBSUGJMF on Windows systems and by running a small Apple script snippet through the PTBTDSJQU command on a macOS. 

This allows us to open image and audio files, and as most image and audio file formats are also supported by browsers, it will also work on Linux systems. 
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Graphical User Interfaces

In this chapter, we will cover the following recipes: Alertsbshowing alert dialogs on graphical systems

Dialog boxesbhow to ask simple questions with a dialog box ProgressBar dialogbhow to provide a graphical progress dialog Listsbhow to implement a scrollable list of elements to pick from Menusbhow to create menus in a GUI application to allow multiple actions Introduction

Python comes with a feature that is rarely shipped with a programming language: a built-in graphical user interface (GUI) library. 

Python ships with a working version of the 5L widgets toolkit, which can be controlled through the ULJOUFS module provided by the standard library. 

The 5L toolkit actually is used through a simple language called 5DM. All 5L widgets can be controlled through the 5DM commands. 

Most of these commands are very simple, and take the following form: DMBTTOBNFXJEHFUJEPQUJPOT

For example, something such as the following would lead to a button (identified as NZCVUUPO) with a red DMJDLIFSF text:

CVUUPONZCVUUPOGHSFEUFYUDMJDLIFSF
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As those commands are usually relatively simple, Python ships with a built-in 5DM

interpreter and uses it to drive the 5L widgets. 

Nowadays, nearly everyone, even the more hardcore computer users, are used to relying on GUIs for many of their tasks, especially for simple applications that require basic interactions, such as picking a choice, confirming an entry, or showing some progress. The usage of a GUI can therefore be pretty convenient. 

With graphical applications, the user frequently has no need to go through the help page of the application, read the documentation, and get through the options provided by the application to learn their specific syntax. GUIs have been providing a consistent interaction language for decades and are a good way to keep the entry barrier to your software low, if used properly. 

As Python ships with what you need to create powerful console applications and also good GUIs, the next time you need to create a new tool it might be a good idea to stop thinking for a moment about what your users will find more convenient and head to ULJOUFS if your choice is for a graphical application. 

While ULJOUFS can be limited compared to powerful toolkits, such as Qt or GTK, it surely is a fully platform-independent solution that is good enough for most applications. 

Alerts

The most simple type of GUI is the alert. Just print something to inform the user of a result or event in a graphical box:
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How to do it... 

Alerts in ULJOUFS are managed by the NFTTBHFCPY object and we can create one simply by asking NFTTBHFCPY to show one for us:

GSPNULJOUFSJNQPSUNFTTBHFCPY

EFGBMFSUUJUMFNFTTBHFLJOE JOGP IJEFNBJO5SVF

JGLJOEOPUJO FSSPS  XBSOJOH  JOGP 

SBJTF7BMVF&SSPS 6OTVQQPSUFEBMFSULJOE 

TIPX@NFUIPEHFUBUUSNFTTBHFCPY TIPX\^ GPSNBULJOE

TIPX@NFUIPEUJUMFNFTTBHF

Once we have our BMFSU helper in place, we can initialize a 5L interpreter and show as many alerts as we want:

GSPNULJOUFSJNQPSU5L

5LXJUIESBX

BMFSU )FMMP  )FMMP8PSME 

BMFSU )FMMP"HBJO  )FMMP8PSME LJOE XBSOJOH 

If everything worked as expected, we should see a pop-up dialog and, once dismissed, a new one should come up with )FMMP"HBJO. 

How it works... 

The BMFSU function itself is just a thin wrapper over what ULJOUFSNFTTBHFCPY provides. 

There are three types of message boxes we can show: FSSPS, XBSOJOH, and JOGP. If an unsupported kind of dialog box is requested, we just reject it: JGLJOEOPUJO FSSPS  XBSOJOH  JOGP 

SBJTF7BMVF&SSPS 6OTVQQPSUFEBMFSULJOE 

Each kind of dialog box is shown by relying on a different method of the NFTTBHFCPY. The information boxes are shown using NFTTBHFCPYTIPXJOGP, while errors are shown using NFTTBHFCPYTIPXFSSPS, and so on. 

So, we grab the relevant method of NFTTBHFCPY:

TIPX@NFUIPEHFUBUUSNFTTBHFCPY TIPX\^ GPSNBULJOE
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Then, we call it to display our box:

TIPX@NFUIPEUJUMFNFTTBHF

The BMFSU function is very simple, but there is one more thing that we need to keep in mind. 

The ULJOUFS library works by interacting with 5L through its own interpreter and environment, and this has to be created and started. 

If we don't start one ourselves, ULJOUFS will start one for us as soon as it needs to send some commands. But, this leads to an empty main window always being created. 

So, if you use BMFSU as it is, you will get your alert, but you will also get empty windows in the corner of your screen. 

To avoid this, we need to initialize the 5L environment ourselves and disable the main window, as we don't have any use for it:

GSPNULJOUFSJNQPSU5L

5LXJUIESBX

Then we can show as many alerts as we want, without the risk of leaking empty unwanted windows around the screen. 

Dialog boxes

Dialog boxes are the most simple and common interaction a user interface can provide. 

Asking for one simple input, such as a number, text, or yes/no, handles many needs of interaction with a user in simple applications. 

ULJOUFS comes with dialogs for most cases, but it might be hard to spot them all if you don't already know the library. As a pointer, all dialog boxes provided by ULJOUFS share a very similar signature, so it's easy to make a EJBMPH function that allows us to show them all:
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The dialog box will look as shown:

The window to open a file appears as shown in the following screenshot:
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How to do it... 

We can create a EJBMPH function to hide the minor differences between dialog types and call the appropriate dialog depending on the kind of request: GSPNULJOUFSJNQPSUNFTTBHFCPY

GSPNULJOUFSJNQPSUTJNQMFEJBMPH

GSPNULJOUFSJNQPSUGJMFEJBMPH

EFGEJBMPHBTLUJUMFNFTTBHF/POFLXBSHT

GPSXJEHFUJONFTTBHFCPYTJNQMFEJBMPHGJMFEJBMPH

TIPXHFUBUUSXJEHFU BTL\^ GPSNBUBTL/POF

JGTIPX

CSFBL

FMTF

SBJTF7BMVF&SSPS 6OTVQQPSUFEUZQFPGEJBMPH\^ GPSNBUBTL

PQUJPOTEJDULXBSHTUJUMFUJUMF

GPSBSHSFQMBDFNFOUJOEJBMPH@BSHTNBQHFUXJEHFU\^JUFNT

PQUJPOT<SFQMBDFNFOU>MPDBMT<BSH> 

SFUVSOTIPXPQUJPOT

EJBMPH@BSHTNBQ\

NFTTBHFCPY\ NFTTBHF  NFTTBHF ^

TJNQMFEJBMPH\ NFTTBHF  QSPNQU ^

^

We can then test our EJBMPH method to show all the possible dialog types, and show back the user choice:

>>> from tkinter import Tk

>>> Tk().withdraw()

>>> for ask in ('okcancel', 'retrycancel', 'yesno', 'yesnocancel', 

...             'string', 'integer', 'float', 'directory', 'openfilename'):

...     choice = dialog(ask, 'This is title', 'What?')

...     print('{}: {}'.format(ask, choice))

okcancel: True

retrycancel: False

yesno: True

yesnocancel: None

string: Hello World

integer: 5

float: 1.3

directory: /Users/amol/Documents

openfilename: /Users/amol/Documents/FileZilla_3.27.1_macosx-x86.app.tar.bz2
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How it works... 

The kinds of dialog provided by ULJOUFS are divided between the NFTTBHFCPY, TJNQMFEJBMPH, and GJMFEJBMPH modules (you might consider DPMPSDIPPTFS too, but it's rarely needed). 

So, depending on the kind of dialog that the user wants, we need to pick the right module and call the function required to show it:

GSPNULJOUFSJNQPSUNFTTBHFCPY

GSPNULJOUFSJNQPSUTJNQMFEJBMPH

GSPNULJOUFSJNQPSUGJMFEJBMPH

EFGEJBMPHBTLUJUMFNFTTBHF/POFLXBSHT

GPSXJEHFUJONFTTBHFCPYTJNQMFEJBMPHGJMFEJBMPH

TIPXHFUBUUSXJEHFU BTL\^ GPSNBUBTL/POF

JGTIPX

CSFBL

FMTF

SBJTF7BMVF&SSPS 6OTVQQPSUFEUZQFPGEJBMPH\^ GPSNBUBTL

If none of the modules expose a function to show the requested kind of dialog (all the functions are named BTL), the loop will finish without ever breaking and thus will enter the FMTF clause, raising an exception to notify the caller that the requested type is unavailable. 

If the loop instead exited with CSFBL, the XJEHFU variable will point to the module that is able to show the requested dialog and the TIPX variable will lead to the function actually being able to show it. 

Once we have the right function in place, we need to account for the minor differences between the various dialog functions. 

The major one is related to NFTTBHFCPY dialogs that have a NFTTBHF argument, while the TJNQMFEJBMPH dialog has a prompt argument to show the message for the user. The GJMFEJBMPH doesn't require any message at all. 

This is done by creating a basic dictionary of options with the custom-provided options and the UJUMF option, as it is always available in all kinds of dialog: PQUJPOTEJDULXBSHTUJUMFUJUMF
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Then the NFTTBHF option is replaced with the right name (or skipped) by looking up in the EJBMPH@BSHTNBQ dictionary the mapping from the name of the EJBMPH argument to the expected one. 

For example, in the case of TJNQMFEJBMPH, the \ NFTTBHF  QSPNQU ^ mapping is used. The NFTTBHF variable is looked up in function local variables (MPDBMT<BSH>) and it's then assigned to the options dictionary with the QSPNQU name as specified by SFQMBDFNFOU. Then, the function assigned to TIPX is finally called to display the dialog: GPSBSHSFQMBDFNFOUJOEJBMPH@BSHTNBQHFUXJEHFU\^JUFNT

PQUJPOT<SFQMBDFNFOU>MPDBMT<BSH> 

SFUVSOTIPXPQUJPOT

EJBMPH@BSHTNBQ\

NFTTBHFCPY\ NFTTBHF  NFTTBHF ^

TJNQMFEJBMPH\ NFTTBHF  QSPNQU ^

^

ProgressBar dialog

When doing a long-running operation, the most frequent way to inform a user of progress is through a progress bar. 

While running an operation in a thread, we can update a progress bar to show that the operation is moving forward and give the user a hint about the time it might take to complete the work:

How to do it... 

The TJNQMFEJBMPH4JNQMF%JBMPH widget is used to create simple dialogs with some text and buttons. We are going to leverage it to display a progress bar instead of the buttons: JNQPSUULJOUFS

GSPNULJOUFSJNQPSUTJNQMFEJBMPH

GSPNULJOUFSJNQPSUUUL
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GSPNRVFVFJNQPSU2VFVF

DMBTT1SPHSFTT%JBMPHTJNQMFEJBMPH4JNQMF%JBMPH

EFG@@JOJU@@TFMGNBTUFSUFYU  UJUMF/POFDMBTT@/POF

TVQFS@@JOJU@@NBTUFSNBTUFSUFYUUFYUUJUMFUJUMF

DMBTT@DMBTT@

TFMGEFGBVMU/POF

TFMGDBODFM/POF

TFMG@CBSUUL1SPHSFTTCBSTFMGSPPUPSJFOUIPSJ[POUBM

MFOHUINPEFEFUFSNJOBUF

TFMG@CBSQBDLFYQBOE5SVFGJMMULJOUFS9TJEFULJOUFS#0550. 

TFMGSPPUBUUSJCVUFTUPQNPTU5SVF

TFMG@RVFVF2VFVF

TFMGSPPUBGUFSTFMG@VQEBUF

EFGTFU@QSPHSFTTTFMGWBMVF

TFMG@RVFVFQVUWBMVF

EFG@VQEBUFTFMG

XIJMFTFMG@RVFVFRTJ[F

USZ

TFMG@CBS< WBMVF >TFMG@RVFVFHFU

FYDFQU2VFVF&NQUZ

QBTT

TFMGSPPUBGUFSTFMG@VQEBUF

Then 1SPHSFTT%JBMPH can be created and we can use a background thread to let the operation progress (like a download), and then update the progress bar whenever our operation moves forward:

JG@@OBNF@@ @@NBJO@@ 

SPPUULJOUFS5L

SPPUXJUIESBX

1SFQBSFUIFQSPHSFTTEJBMPH

Q1SPHSFTT%JBMPHNBTUFSSPPUUFYU %PXOMPBEJOH4PNFUIJOH 

UJUMF %PXOMPBE 

4JNVMBUFBEPXOMPBESVOOJOHGPSTFDPOETJOCBDLHSPVOE

JNQPSUUISFBEJOH

EFG@EP@QSPHSFTT

JNQPSUUJNF

GPSJJOSBOHF

UJNFTMFFQ

QTFU@QSPHSFTTJ

QEPOF
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UUISFBEJOH5ISFBEUBSHFU@EP@QSPHSFTT

UTUBSU

%JTQMBZUIFEJBMPHBOEXBJUGPSUIFEPXOMPBEUPGJOJTI

QHP

QSJOU %PXOMPBE$PNQMFUFE 

How it works... 

Our dialog itself is mostly based on the TJNQMFEJBMPH4JNQMF%JBMPH widget. We create it and then set TFMGEFGBVMU/POF to prevent the user from being able to close the dialog by pressing the 3FUVSO  key, and we also set TFMGEFGBVMU/POF to prevent the user from closing the dialog by pressing the button on the window. We want the dialog to stay open until it has been completed:

DMBTT1SPHSFTT%JBMPHTJNQMFEJBMPH4JNQMF%JBMPH

EFG@@JOJU@@TFMGNBTUFSUFYU  UJUMF/POFDMBTT@/POF

TVQFS@@JOJU@@NBTUFSNBTUFSUFYUUFYUUJUMFUJUMF

DMBTT@DMBTT@

TFMGEFGBVMU/POF

TFMGDBODFM/POF

Then we actually need the progress bar itself, which will be shown below the text message, and we also move the dialog in front, because we want the user to be aware that something is happening:

TFMG@CBSUUL1SPHSFTTCBSTFMGSPPUPSJFOUIPSJ[POUBM

MFOHUINPEFEFUFSNJOBUF

TFMG@CBSQBDLFYQBOE5SVFGJMMULJOUFS9TJEFULJOUFS#0550. 

TFMGSPPUBUUSJCVUFTUPQNPTU5SVF

In the last part, we need to schedule TFMG@VQEBUF, which will continue to loop until the dialog quits updating the progress bar if there is a new progress value available. The progress value can be provided through TFMG@RVFVF, where we will insert new progress values whenever they are provided through the TFU@QSPHSFTT method: TFMG@RVFVF2VFVF

TFMGSPPUBGUFSTFMG@VQEBUF

We need to go through 2VFVF because the dialog with the progress bar update would block the whole program. 

While the 5LJOUFSNBJOMPPQ function is running (which is called by TJNQMFEJBMPH4JNQMF%JBMPHHP), nothing else can move forward. 
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So the UI and the download must proceed in two different threads, and as we can't update the UI from a different thread, we must send the progress values from the thread that produces them to the UI thread that will consume them to update the progress bar. 

The thread performing the operation and producing the progress updates can then send those progress updates to the UI thread through the TFU@QSPHSFTT method: EFGTFU@QSPHSFTTTFMGWBMVF

TFMG@RVFVFQVUWBMVF

On the other side, the UI thread will be calling the TFMG@VQEBUF method continuously (every 200 ms), to check if there is an update request in TFMG@RVFVF, and then applying it: EFG@VQEBUFTFMG

XIJMFTFMG@RVFVFRTJ[F

USZ

TFMG@CBS< WBMVF >TFMG@RVFVFHFU

FYDFQU2VFVF&NQUZ

QBTT

TFMGSPPUBGUFSTFMG@VQEBUF

At the end of the update, the method will reschedule itself: TFMGSPPUBGUFSTFMG@VQEBUF

This way, we will go on forever checking if there is an update for the progress bar every 200 ms until TFMGSPPUNBJOMPPQ is quit. 

To use 1SPHSFTT%JBMPH, we simulated a download taking 5 seconds. This was done by creating the dialog itself:

JG@@OBNF@@ @@NBJO@@ 

SPPUULJOUFS5L

SPPUXJUIESBX

1SFQBSFUIFQSPHSFTTEJBMPH

Q1SPHSFTT%JBMPHNBTUFSSPPUUFYU %PXOMPBEJOH4PNFUIJOH 

UJUMF %PXOMPBE 

And then we started a background thread that goes on for 5 seconds, updating the progress every half a second:

4JNVMBUFBEPXOMPBESVOOJOHGPSTFDPOETJOCBDLHSPVOE

JNQPSUUISFBEJOH

EFG@EP@QSPHSFTT

JNQPSUUJNF
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GPSJJOSBOHF

UJNFTMFFQ

QTFU@QSPHSFTTJ

QEPOF

UUISFBEJOH5ISFBEUBSHFU@EP@QSPHSFTT

UTUBSU

The update happens because the thread calls QTFU@QSPHSFTT, which will set a new progress value in the queue, signaling to the UI thread that there is a new progress value to set. 

Once the download is completed, the progress dialog will be exited through QEPOF. 

Once we have our download thread in place, we can actually display the progress dialog and wait for it to quit:

%JTQMBZUIFEJBMPHBOEXBJUGPSUIFEPXOMPBEUPGJOJTI

QHP

QSJOU %PXOMPBE$PNQMFUFE 

Lists

When more than two choices are available to the user, the best way to list them is through lists. The ULJOUFS module provides a -JTU#PY, which allows us to show a set of entries in a scrollable widget for the user to pick from. 

We can use this to implement a dialog where the user can pick one of many options and grab the chosen one:
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How to do it... 

The TJNQMFEJBMPH%JBMPH class can be used to implement simple OK/cancel dialogs, and allows us to provide any body of the dialog with custom content. 

We can use it to add a message and a list to a dialog and let the user make a selection: JNQPSUULJOUFS

GSPNULJOUFSJNQPSUTJNQMFEJBMPH

DMBTT$IPJDF%JBMPHTJNQMFEJBMPH%JBMPH

EFG@@JOJU@@TFMGQBSFOUUJUMFUFYUJUFNT

TFMGTFMFDUJPO/POF

TFMG@JUFNTJUFNT

TFMG@UFYUUFYU

TVQFS@@JOJU@@QBSFOUUJUMFUJUMF

EFGCPEZTFMGQBSFOU

TFMG@NFTTBHFULJOUFS.FTTBHFQBSFOUUFYUTFMG@UFYU

BTQFDU

TFMG@NFTTBHFQBDLFYQBOEGJMMULJOUFS#05)

TFMG@MJTUULJOUFS-JTUCPYQBSFOU

TFMG@MJTUQBDLFYQBOEGJMMULJOUFS#05)TJEFULJOUFS501

GPSJUFNJOTFMG@JUFNT

TFMG@MJTUJOTFSUULJOUFS&/%JUFN

SFUVSOTFMG@MJTU

EFGWBMJEBUFTFMG

JGOPUTFMG@MJTUDVSTFMFDUJPO

SFUVSO

SFUVSO

EFGBQQMZTFMG

TFMGTFMFDUJPOTFMG@JUFNT<TFMG@MJTUDVSTFMFDUJPO<>> Once we have $IPJDF%JBMPH, we can display it with a list of items and have the user pick one or cancel the dialog:

JG@@OBNF@@ @@NBJO@@ 

ULULJOUFS5L

ULXJUIESBX

EJBMPH$IPJDF%JBMPHUL 1JDLPOF 

UFYU 1MFBTFQJDLBDIPJDF 

JUFNT< GJSTU  TFDPOE  UIJSE > 

QSJOU 4FMFDUFE\^ GPSNBUEJBMPHTFMFDUJPO
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The $IPJDF%JBMPHTFMFDUJPO attribute will always contain the selected item, or /POF if the dialog was canceled. 

How it works... 

TJNQMFEJBMPH%JBMPH creates a dialog with 0L and $BODFM buttons by default and only provides a title. 

In our case, apart from creating the dialog itself, we also want to keep the message of the dialog and the items available for selection, so that we can show them to the user. Also, by default, we want to set that no item was selected yet. Finally, we can call TJNQMFEJBMPH%JBMPH@@JOJU@@, as once it's called, the main thread will block and we can't do anything else until the dialog is dismissed: JNQPSUULJOUFS

GSPNULJOUFSJNQPSUTJNQMFEJBMPH

DMBTT$IPJDF%JBMPHTJNQMFEJBMPH%JBMPH

EFG@@JOJU@@TFMGQBSFOUUJUMFUFYUJUFNT

TFMGTFMFDUJPO/POF

TFMG@JUFNTJUFNT

TFMG@UFYUUFYU

TVQFS@@JOJU@@QBSFOUUJUMFUJUMF

We can add any additional content by overriding the TJNQMFEJBMPH%JBMPHCPEZ

method. This method can add more widgets as children of the dialog main body and can return a specific widget that should have focus:

EFGCPEZTFMGQBSFOU

TFMG@NFTTBHFULJOUFS.FTTBHFQBSFOUUFYUTFMG@UFYUBTQFDU

TFMG@NFTTBHFQBDLFYQBOEGJMMULJOUFS#05)

TFMG@MJTUULJOUFS-JTUCPYQBSFOU

TFMG@MJTUQBDLFYQBOEGJMMULJOUFS#05)TJEFULJOUFS501

GPSJUFNJOTFMG@JUFNT

TFMG@MJTUJOTFSUULJOUFS&/%JUFN

SFUVSOTFMG@MJTU

The CPEZ method is created within TJNQMFEJBMPH%JBMPH@@JOJU@@, so it's called before blocking the main thread. 

After the content of the dialog is in place, the dialog will block waiting for a button to be clicked by the user. 
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If the DBODFM button is clicked, the dialog is dismissed automatically and the $IPJDF%JBMPHTFMFDUJPO will remain /POF. 

If 0L is clicked, instead, the $IPJDF%JBMPHWBMJEBUF method is called to check that the choice is valid. Our WBMJEBUF implementation will check if the user actually selected an entry before clicking 0L or not, and will only let the user dismiss the dialog if there was a selected item:

EFGWBMJEBUFTFMG

JGOPUTFMG@MJTUDVSTFMFDUJPO

SFUVSO

SFUVSO

If the validation passes, the $IPJDF%JBMPHBQQMZ method is called to confirm the choice and we just set in TFMGTFMFDUJPO the name of the selected item, so that it's accessible for the caller once the dialog is not visible anymore: EFGBQQMZTFMG

TFMGTFMFDUJPOTFMG@JUFNT<TFMG@MJTUDVSTFMFDUJPO<>> This makes it possible to show the dialog and read back the selected value from the TFMFDUJPO attribute once it's dismissed:

EJBMPH$IPJDF%JBMPHUL 1JDLPOF 

UFYU 1MFBTFQJDLBDIPJDF 

JUFNT< GJSTU  TFDPOE  UIJSE > 

QSJOU 4FMFDUFE\^ GPSNBUEJBMPHTFMFDUJPO

Menus

When your application allows you to perform more than one action, a menu is frequently the most common way to allow access to those actions:
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How to do it... 

The ULJOUFS.FOV class allows us to create menus, submenus, actions, and separators. So, it provides everything we might need to create basic menus in our GUI-based application: JNQPSUULJOUFS

EFGTFU@NFOVXJOEPXDIPJDFT

NFOVCBSULJOUFS.FOVSPPU

XJOEPXDPOGJHNFOVNFOVCBS

EFG@TFU@DIPJDFTNFOVDIPJDFT

GPSMBCFMDPNNBOEJODIPJDFTJUFNT

JGJTJOTUBODFDPNNBOEEJDU

4VCNFOV

TVCNFOVULJOUFS.FOVNFOV

NFOVBEE@DBTDBEFMBCFMMBCFMNFOVTVCNFOV

@TFU@DIPJDFTTVCNFOVDPNNBOE

FMJGMBCFM  BOEDPNNBOE  

4FQBSBUPS

NFOVBEE@TFQBSBUPS

FMTF

4JNQMFDIPJDF

NFOVBEE@DPNNBOEMBCFMMBCFMDPNNBOEDPNNBOE

@TFU@DIPJDFTNFOVCBSDIPJDFT

The TFU@NFOV function allows us to create whole menu hierarchies easily out of nested dictionaries of actions and submenus:

JNQPSUTZT

SPPUULJOUFS5L

GSPNDPMMFDUJPOTJNQPSU0SEFSFE%JDU

TFU@NFOVSPPU\

'JMF 0SEFSFE%JDU< 

0QFO MBNCEBQSJOU 0QFO 

4BWF MBNCEBQSJOU 4BWF 



2VJU MBNCEBTZTFYJU

> 

^

SPPUNBJOMPPQ
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If you are using Python 3.6+, you can also avoid 0SEFSFE%JDU and use a plain dictionary, as the dictionary will already be ordered. 

How it works... 

Provided a window, the TFU@NFOV function creates a .FOV object and sets it as the window menu:

EFGTFU@NFOVXJOEPXDIPJDFT

NFOVCBSULJOUFS.FOVSPPU

XJOEPXDPOGJHNFOVNFOVCBS

Then it populates the menu with the choices provided through the DIPJDFT argument. 

That is expected to be a dictionary where the key is the name of the menu entry and the value is the callable that should be called when the choice is selected, or another dictionary if the choice should lead to a submenu. Finally, it supports separators when both the label and the choice are set to . 

The menu is populated by traversing the tree of options through a recursive function that calls .FOVBEE@DPNNBOE, .FOVBEE@DBTDBEF, and .FOVBEE@TFQBSBUPS, depending on the encountered entry:

EFG@TFU@DIPJDFTNFOVDIPJDFT

GPSMBCFMDPNNBOEJODIPJDFTJUFNT

JGJTJOTUBODFDPNNBOEEJDU

4VCNFOV

TVCNFOVULJOUFS.FOVNFOV

NFOVBEE@DBTDBEFMBCFMMBCFMNFOVTVCNFOV

@TFU@DIPJDFTTVCNFOVDPNNBOE

FMJGMBCFM  BOEDPNNBOE  

4FQBSBUPS

NFOVBEE@TFQBSBUPS

FMTF

4JNQMFDIPJDF

NFOVBEE@DPNNBOEMBCFMMBCFMDPNNBOEDPNNBOE

@TFU@DIPJDFTNFOVCBSDIPJDFT
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Development Tools

In this chapter, we will cover the following recipes: Debuggingbhow to leverage the Python built-in debugger Testingbwriting test suites with the Python standard library test framework Mockingbpatching objects to simulate fake behaviors in tests Reporting errors in productionbgetting crashes reported by email Benchmarkingbhow to benchmark functions with the standard library Inspectionbinspecting the type, attributes, and methods provided by an object Code evaluationbrunning Python code within Python code Tracingbhow to trace which lines of code were executed Profilingbhow to trace bottlenecks in code

Introduction

When writing software, you need tools that make achieving your goal easier and tools that help you to manage the complexity of the code base, which can get millions of line of code and can involve other people's code that you are not experienced with. 

Even for small projects, if you are involving third-party libraries, frameworks, and tools, you are, in fact, bringing other people's code into yours and you will need a set of tools to understand what's going on when you rely on this code and to keep your own code under control and free from bugs. 

Here is where techniques such as testing, debugging, profiling, and tracing can come in handy to verify the code base, understand what's going on, spot bottlenecks, and see what was executed and when. 

The Python standard library comes with many of the tools you will need during daily development to implement most best practices and techniques in software development. 
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Debugging

While developing, you might face an unexpected behavior of your code or a crash, and you will want to dive into it, see the state of the variables, and check what's going on to understand how to handle the unexpected situation so that the software behaves properly. 

This is typically part of debugging and usually requires dedicated tools, debuggers, to make your life easier (ever found yourself throwing QSJOU statements everywhere around the code just to see value of some variable?). 

The Python standard library comes with a very powerful debugger, and while other third-party solutions exist, the internal QEC debugger is very powerful and is able to help you in nearly all situations. 

How to do it... 

If you want to stop code execution at a specific point and interactively move it forward while checking how your variables change and what flow the execution takes, you just want to set a tracing point where you want to stop, so that you will enter an interactive session in the shell where your code is running:

EFGEJWJEFYZ

QSJOU (PJOHUPEJWJEF\^\^ GPSNBUYZ

4UPQFYFDVUJPOIFSFBOEFOUFSUIFEFCVHHFS

JNQPSUQECQECTFU@USBDF

SFUVSOYZ

Now, if we call the EJWJEF function, we will enter an interactive debugger that lets us see the value of Y and Z and move forward with the execution:

>>> print(divide(3, 2))

Going to divide 3 / 2

> ../sources/devtools/devtools_01.py(4)divide()

-> return x / y

(Pdb) x

3

(Pdb) y

2

(Pdb) continue

1.5
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How it works... 

The QEC module exposes a TFU@USBDF function which, when called, stops execution and enters the interactive debugger. 

From here on, your prompt will change (to 1EC) and you can send commands to the debugger or print variable values just by writing their name. 

The QEC debugger has many commands; the most useful ones are the following: OFYU: To continue execution of code one line at a time DPOUJOVF: To continue execution of code until the next breakpoint is reached MJTU: To print the code that is currently being executed To see a complete list of commands, you can use the IFMQ command, which will list all the available commands. And you can use the IFMQ command to get help on a specific command. 

There's more... 

Since version 3.7 of Python, it is no longer required to do the odd JNQPSUQEC; QECTFU@USBDF dance. You can just write CSFBLQPJOU and you will enter QEC. 

Even better, if you have more advanced debuggers configured on your system, you will rely on those as CSFBLQPJOU uses the currently configured debugger instead of only relying on QEC. 

Testing

To ensure that your code is correct and doesn't break on future changes, writing tests is usually one of the best things you can do. 

In Python, there are a few frameworks to implement test suites that can automatically verify code reliability, implement different patterns such as behavior-driver development (BDD), or even automatically find corner cases for you. 

But simple automatic tests can be written just by relying on the standard library itself, so that you will need third-party testing frameworks only if you need specific plugins or patterns. 
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The standard library has the VOJUUFTU module, which allows us to write tests for our software, run them, and report the state of the test suite. 

How to do it... 

For this recipe, the following steps are to be performed: 1. Say we have a EJWJEF function we want to write tests for: EFGEJWJEFYZ

SFUVSOYZ

2. We need to create a file named UFTU@EJWJEFQZ (it's important that files containing tests are named UFTU@QZ or the tests won't run). Within the UFTU@EJWJEFQZ file, we can put all our tests:

GSPNEJWJEFJNQPSUEJWJEF

JNQPSUVOJUUFTU

DMBTT5FTU%JWJTJPOVOJUUFTU5FTU$BTF

EFGTFU6QTFMG

TFMGOVN

EFGUFTU@JOU@EJWJTJPOTFMG

SFTEJWJEFTFMGOVN

TFMGBTTFSU&RVBMSFT

EFGUFTU@GMPBU@EJWJTJPOTFMG

SFTEJWJEFTFMGOVN

TFMGBTTFSU&RVBMSFT

EFGUFTU@EJWJEF@[FSPTFMG

XJUITFMGBTTFSU3BJTFT;FSP%JWJTJPO&SSPSBTFSS

SFTEJWJEFTFMGOVN

TFMGBTTFSU&RVBMTUSFSSFYDFQUJPO EJWJTJPOCZ[FSP 

3. Then, given that the UFTU@EJWJEFQZ module is within the same directory, we can run our tests with QZUIPONVOJUUFTU:

$ python -m unittest

... 

------------------------------------------------------------------

Ran 3 tests in 0.000s

OK
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4. If we want to also see which tests are running, we can also provide the W option: $ python -m unittest -v

test_divide_zero (test_devtools_02.TestDivision) ... ok test_float_division (test_devtools_02.TestDivision) ... ok test_int_division (test_devtools_02.TestDivision) ... ok

-------------------------------------------------------------------

---

Ran 3 tests in 0.000s

OK

How it works... 

The VOJUUFTU module provides two major features:

The VOJUUFTU5FTU$BTF class, which provides foundations to write tests and fixtures

The VOJUUFTU5FTU-PBEFS class, which provides the foundation for finding and running multiple tests from multiple sources, in a single run; the result can then be provided to a runner to run them all and report their progress By creating a VOJUUFTU5FTU$BTF class, we can gather multiple tests under the same set of fixtures, which are provided by the class as the TFU6Q and TFU6Q$MBTT methods. The TFU6Q$MBTT method is performed once for the whole class, while the TFU6Q method is performed once for every test. Tests are all the class methods whose name starts with UFTU. 

Once the tests have been completed, the UFBS%PXO and UFBS%PXO$MBTT methods can be used to clean up the state. 

So our 5FTU%JWJTJPO class will provide a TFMGOVN attribute for each test declared within it:

DMBTT5FTU%JWJTJPOVOJUUFTU5FTU$BTF

EFGTFU6QTFMG

TFMGOVN

And then will have three tests, two of which (UFTU@JOU@EJWJTJPO and UFTU@GMPBU@EJWJTJPO) assert that the result of the division is the expected one (through TFMGBTTFSU&RVBM):

EFGUFTU@JOU@EJWJTJPOTFMG
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SFTEJWJEFTFMGOVN

TFMGBTTFSU&RVBMSFT

EFGUFTU@GMPBU@EJWJTJPOTFMG

SFTEJWJEFTFMGOVN

TFMGBTTFSU&RVBMSFT

Then, the third test (UFTU@EJWJEF@[FSP) checks that our EJWJEF function actually raises the expected exception when a  is provided as the divisor: EFGUFTU@EJWJEF@[FSPTFMG

XJUITFMGBTTFSU3BJTFT;FSP%JWJTJPO&SSPSBTFSS

SFTEJWJEFTFMGOVN

TFMGBTTFSU&RVBMTUSFSSFYDFQUJPO EJWJTJPOCZ[FSP 

And then checks that the exception message is also the expected one. 

Those tests are then saved in a file named UFTU@EJWJEFQZ, so that 5FTU-PBEFS is able to find them. 

When QZUIPONVOJUUFTU is executed, what actually happens is that 5FTU-PBEFSEJTDPWFS is called. This looks for all modules and packages named UFTU in the local directory and runs all the tests declared in those modules. 

There's more... 

The standard library VOJUUFTU module provides nearly all you need to write tests for your libraries or applications. 

But if you find you need more features, such as retrying flaky tests, reporting in more formats, and support for driving browsers, you might want to try a testing framework such as QZUFTU. Those usually provide a plugin infrastructure that permits you to expand their behavior with additional features. 

Mocking

When testing your code, you might face the need to replace the behavior of an existing function or class and to track whether a function was called or not with the proper arguments. 
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For example, say you have a function such as the following: EFGQSJOU@EJWJTJPOYZ

QSJOUYZ

To test it, we don't want to go to the screen and check the output, but we still want to know whether the printed value was the expected one. 

So a possible approach might be to replace QSJOU with something that doesn't print anything, but allows us to track the provided argument (which is the value that would be printed). 

This is exactly the meaning of mocking: replacing an object or function in the code base with one that does nothing but allows us to inspect the call. 

How it works... 

You need to perform the following steps for this recipe: 1. The VOJUUFTU package provides a NPDL module that allows us to create .PDL

objects and to QBUDI existing objects, so we can rely on it to replace the behavior of QSJOU:

GSPNVOJUUFTUJNQPSUNPDL

XJUINPDLQBUDI CVJMUJOTQSJOU BTNQSJOU

QSJOU@EJWJTJPO

NQSJOUBTTFSU@DBMMFE@XJUI

2. Once we know that the mocked QSJOU was actually called with , which is the value we expected, we can go even further and print all the arguments that it received:

mock_args, mock_kwargs = mprint.call_args

>>> print(mock_args)

(2, )

In this case, it's not very helpful as there was a single argument, but in cases where you only want to check some arguments instead of the whole call, it might be convenient to be able to access some of the arguments. 
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How it works... 

NPDLQBUDI replaces, within the context, the specified object or class with a .PDL instance. 

.PDL will do nothing when called, but will track their arguments and will allow you to check that they were called as expected. 

So with NPDLQBUDI, we replace QSJOU with .PDL and we keep a reference to .PDL as NQSJOU:

XJUINPDLQBUDI CVJMUJOTQSJOU BTNQSJOU

QSJOU@EJWJTJPO

This allows us to check that QSJOU was called with the expected arguments, through .PDL, later on:

NQSJOUBTTFSU@DBMMFE@XJUI

There's more... 

The .PDL objects are actually not constrained to doing nothing. 

By providing the TJEF@FGGFDU argument to NPDLQBUDI, you can have them raise exceptions when called. This is helpful in simulating failures in your code. 

Or you can even replace their behavior with a totally different object by providing OFX to NPDLQBUDI, which is great to inject fake objects in place of the real implementation. 

So, generally, VOJUUFTUNPDL can be used to replace the behavior of existing classes and objects with anything else, from mock objects, to fake objects, to different implementations. 

But pay attention when using them, because if the caller had a reference to the original object saved aside, NPDLQBUDI might be unable to replace the function for it, as it's still constrained to the fact that Python is a reference-based language and if you have a reference to an object, there is no easy way for third-party code to hijack that reference. 

So always make sure you apply NPDLQBUDI before using the things you are patching, to reduce the risk of references to the original object to be around. 
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Reporting errors in production

One of the most important aspects of production software is being notified in case of errors. 

As we are not the user of the software itself, we can only know that something is wrong if the software notifies us (or when it's too late and users are complaining). 

Based on the Python standard library, we can easily build a solution that notifies developers in case of a crash by email. 

How to do it... 

The MPHHJOH module has a way to report exceptions by email, so we can set up a logger and trap the exceptions to log them by email:

JNQPSUMPHHJOH

JNQPSUMPHHJOHIBOEMFST

JNQPSUGVODUPPMT

DSBTIMPHHFSMPHHJOHHFU-PHHFS @@DSBTIFT@@ 

EFGDPOGJHVSF@DSBTISFQPSUNBJMIPTUGSPNBEESUPBEESTTVCKFDU

DSFEFOUJBMTUMT'BMTF

JGDPOGJHVSF@DSBTISFQPSU@DPOGJHVSFE

SFUVSO

DSBTIMPHHFSBEE)BOEMFS

MPHHJOHIBOEMFST4.51)BOEMFS

NBJMIPTUNBJMIPTU

GSPNBEESGSPNBEES

UPBEESTUPBEEST

TVCKFDUTVCKFDU

DSFEFOUJBMTDSFEFOUJBMT

TFDVSFUVQMFJGUMTFMTF/POF





DPOGJHVSF@DSBTISFQPSU@DPOGJHVSFE5SVF

DPOGJHVSF@DSBTISFQPSU@DPOGJHVSFE'BMTF

EFGDSBTISFQPSUG

!GVODUPPMTXSBQTG

EFG@DSBTISFQPSUBSHTLXBSHT

USZ

SFUVSOGBSHTLXBSHT

FYDFQU&YDFQUJPOBTF
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DSBTIMPHHFSFYDFQUJPO

\^DSBTIFE=O GPSNBUG@@OBNF@@



SBJTF

SFUVSO@DSBTISFQPSU

Once the two functions are in place, we can configure MPHHJOH and then decorate our main code base entry point so that all exceptions in our code base are reported by email:

!DSBTISFQPSU

EFGNBJO



DPOGJHVSF@DSBTISFQPSU

ZPVSTNUQIPTUDPN 

OPSFQMZ!ZPVSTNUQIPTUDPN 

DSBTIFT@SFDFJWFS!BOPUIFSTNUQIPTUDPN 

"VUPNBUJD$SBTI3FQPSUGSPN5FTU"QQ 

TNUQTFSWFS@VTFSOBNF  TNUQTFSWFS@QBTTXPSE 

UMT5SVF



NBJO

How it works... 

The MPHHJOH module is able to send messages to any handler attached to logger, and has a feature to explicitly log crashes by logging an exception and its traceback through FYDFQUJPO. 

So the root of our solution to send exceptions by email is to wrap the main function of our code base with a decorator that traps all exceptions and invokes the logger: EFGDSBTISFQPSUG

!GVODUPPMTXSBQTG

EFG@DSBTISFQPSUBSHTLXBSHT

USZ

SFUVSOGBSHTLXBSHT

FYDFQU&YDFQUJPOBTF

DSBTIMPHHFSFYDFQUJPO

\^DSBTIFE=O GPSNBUG@@OBNF@@



SBJTF

SFUVSO@DSBTISFQPSU
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The DSBTIMPHHFSFYDFQUJPO method will build a message that contains our custom text (which reports the name of the decorated function) plus the traceback for the crash, and will send it to the associated handler. 

Through the DPOGJHVSF@DSBTISFQPSU method, we provided a custom handler for DSBTIMPHHFS. A handler then sends the messages by email: EFGDPOGJHVSF@DSBTISFQPSUNBJMIPTUGSPNBEESUPBEESTTVCKFDU

DSFEFOUJBMTUMT'BMTF

JGDPOGJHVSF@DSBTISFQPSU@DPOGJHVSFE

SFUVSO

DSBTIMPHHFSBEE)BOEMFS

MPHHJOHIBOEMFST4.51)BOEMFS

NBJMIPTUNBJMIPTU

GSPNBEESGSPNBEES

UPBEESTUPBEEST

TVCKFDUTVCKFDU

DSFEFOUJBMTDSFEFOUJBMT

TFDVSFUVQMFJGUMTFMTF/POF





DPOGJHVSF@DSBTISFQPSU@DPOGJHVSFE5SVF

DPOGJHVSF@DSBTISFQPSU@DPOGJHVSFE'BMTF

The additional @DPOGJHVSFE flag is used as a guard to prevent the handler from being added twice. 

Then we just have to invoke DPOGJHVSF@DSBTISFQPSU to provide the credentials for the email service:

DPOGJHVSF@DSBTISFQPSU

ZPVSTNUQIPTUDPN 

OPSFQMZ!ZPVSTNUQIPTUDPN 

DSBTIFT@SFDFJWFS!BOPUIFSTNUQIPTUDPN 

"VUPNBUJD$SBTI3FQPSUGSPN5FTU"QQ 

TNUQTFSWFS@VTFSOBNF  TNUQTFSWFS@QBTTXPSE 

UMT5SVF



And all exceptions in the function will be logged in DSBTIMPHHFS and thus sent by email through the associated handler. 
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Benchmarking

When writing software, it's frequently important to ensure that some performance constraints are guaranteed. The standard library has most of the tools needed to ensure the timing and resource consumption of the functions we write. 

Say we have two functions and we want to know which one is faster: EFGGVODUJPO

M<> 

GPSJJOSBOHF

MBQQFOEJ

SFUVSOM

EFGGVODUJPO

SFUVSO<JGPSJJOSBOHF> 

How to do it... 

The UJNFJU module provides a bunch of utilities to time a function or whole script:

>>> import timeit

>>> print(

...     timeit.timeit(function1)

... )

10.132873182068579

>>> print(

...     timeit.timeit(function2)

... )

5.13165780401323

From the reported timing, we know that GVODUJPO is twice as fast as GVODUJPO. 

There's more... 

Normally, such a function would run in a few milliseconds, but the reported timings are in the order of seconds. 
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That's because, by default, UJNFJUUJNFJU will run the benchmarked code 1 million times to provide a result where any temporary change in speed of the execution won't impact the final result much. 

Inspection

Being a powerful dynamic language, Python allows us to change its runtime behavior based on the state of objects it's working with. 

Inspecting the state of objects is the foundation of every dynamic language, and the standard library JOTQFDU module has most of the features needed for such a case. 

How to do it... 

For this recipe, the following steps are to be performed: 1. Based on the JOTQFDU module, we can quickly create a helper function that will tell us major object properties and type for most objects: JNQPSUJOTQFDU

EFGJOTQFDU@PCKFDUP

JGJOTQFDUJTGVODUJPOPPSJOTQFDUJTNFUIPEP

QSJOU '6/$5*0/BSHVNFOUT JOTQFDUTJHOBUVSFP

FMJGJOTQFDUJTDMBTTP

QSJOU $-"44NFUIPET 

JOTQFDUHFUNFNCFSTPJOTQFDUJTGVODUJPO

FMTF

QSJOU 0#+&$5\^\^ GPSNBU

P@@DMBTT@@

<OWGPSOWJOJOTQFDUHFUNFNCFSTP

JGOPUOTUBSUTXJUI @@ > 



2. Then, if we apply it to any object, we will get the details about its type, attributes, methods, and, if it's a function, its arguments. We can even make a custom type: DMBTT.Z$MBTT

EFG@@JOJU@@TFMG

TFMGWBMVF

EFGTVN@UP@WBMVFTFMGPUIFS

SFUVSOTFMGWBMVFPUIFS
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3. We inspect its methods:

>>> inspect_object(MyClass.sum_to_value) FUNCTION, arguments: (self, other)

An instance of that type:

>>> o = MyClass()

>>> inspect_object(o)

OBJECT (<class '__main__.MyClass'>): [

    ('sum_to_value', <bound method MyClass.sum_to_value of ...>),     ('value', 5)

]

Or the class itself:

>>> inspect_object(MyClass)

CLASS, methods: [

    ('__init__', <function MyClass.__init__ at 0x107bd0400>),     ('sum_to_value', <function MyClass.sum_to_value at 0x107bd0488>)

]

How it works... 

JOTQFDU@PCKFDU relies on JOTQFDUJTGVODUJPO, JOTQFDUJTNFUIPE, and JOTQFDUJTDMBTT to decide the kind of argument that was provided. 

Once it's clear that the object provided fits into one of those types, it provides the more reasonable information for that kind of object. 

For functions and methods, it looks at the signature of the function: JGJOTQFDUJTGVODUJPOPPSJOTQFDUJTNFUIPEP

QSJOU '6/$5*0/BSHVNFOUT JOTQFDUTJHOBUVSFP

The JOTQFDUTJHOBUVSF function returns a 4JHOBUVSF object that contains all the details about arguments accepted by the given method. 

When printed, those arguments are listed on screen, which is what we expected:

'6/$5*0/BSHVNFOUTTFMGPUIFS
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In case of a class, we are mostly interested in the methods that the class exposes. So we are going to use JOTQFDUHFUNFNCFST to grab all attributes of the class, and then JOTQFDUJTGVODUJPO to filter those only for functions: FMJGJOTQFDUJTDMBTTP

QSJOU $-"44NFUIPET JOTQFDUHFUNFNCFSTPJOTQFDUJTGVODUJPO

The second argument of JOTQFDUHFUNFNCFST can be any predicate that will be used to filter the members. 

In the case of objects, we want to show the attributes and methods of the object. 

Objects usually have tens of methods that are provided by default in Python to support the standard operators and behaviors. Those are the so-called magic methods, which we usually don't care about. So we have to only list the public methods and attributes: FMTF

QSJOU 0#+&$5\^\^ GPSNBU

P@@DMBTT@@

<OWGPSOWJOJOTQFDUHFUNFNCFSTP

JGOPUOTUBSUTXJUI @@ > 



As we know, JOTQFDUHFUNFNCFST accepts a predicate to filter which members to return. 

But the predicate can only act on the member itself; it has no way to know its name. So we have to filter the result of JOTQFDUHFUNFNCFST ourselves with a list comprehension that removes any attribute whose name starts with a EVOEFS@@. 

The results are the public attributes and methods of the provided object: 0#+&$5DMBTT @@NBJO@@.Z$MBTT  < 

TVN@UP@WBMVF CPVOENFUIPE.Z$MBTTTVN@UP@WBMVFPG 

WBMVF 

> 

We also printed the @@DMBTT@@ of the object itself to provide a hint about what kind of object we are looking at. 

There's more... 

The JOTQFDU module has tens of functions that can be used to dive deep into Python objects. 
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It can be a really powerful tool when investigating third-party code or when implementing heavily dynamic code that has to cope with objects of unknown shape and type. 

Code evaluation

Python is an interpreted language, and the interpreter features are exposed in the standard library too. 

This means that we can evaluate expressions and statements coming from files or text sources and have them run as Python code within Python code itself. 

It's also possible to evaluate code in a fairly safe way that allows us to create objects from expressions but prevents the execution of any function. 

How to do it... 

The steps for this recipe are as follows:

1. The FWBM, FYFD, and BTU functions and modules provide most of the machinery needed for execution of code from strings:

JNQPSUBTU

EFGSVO@QZUIPODPEFNPEF FWBMTBGF 

JGNPEF FWBMTBGF 

SFUVSOBTUMJUFSBM@FWBMDPEF

FMJGNPEF FWBM 

SFUVSOFWBMDPNQJMFDPEF  NPEF FWBM 

FMJGNPEF FYFD 

SFUVSOFYFDDPNQJMFDPEF  NPEF FYFD 

FMTF

SBJTF7BMVF&SSPS 6OTVQQPSUFEFYFDVUJPONPEFM

\^ GPSNBUNPEF

2. The SVO@QZUIPO function in FWBMTBGF mode allows us to run basic Python expressions in a safe way. This means that we can create Python objects from their literal representation:

>>> print(run_python('[1, 2, 3]'))

[1, 2, 3]
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3. We can't run functions or perform more advanced commands such as indexing:

>>> print(run_python('[1, 2, 3][0]'))

[ ... ]

malformed node or string: <_ast.Subscript object at 0x10ee57ba8> 4. If we want to run those, we need to FWBM in a non-safe manner:

>>> print(run_python('[1, 2, 3][0]', 'eval')) 1

5. This is discouraged, because it allows execution of malicious code in the current interpreter session. But even if it allows more widespread execution, it still doesn't allow more complex statements such as definition of functions:

>>> print(run_python(''' 

... def x():

...     print("printing hello")

... x()

... ''', 'eval'))

[ ... ]

invalid syntax (, line 2)

6. To allow full Python support, we need to use the FYFD mode, which will allow execution of all Python code, but won't give us back the result of the expression anymore (as the provided code might not be an expression at all):

>>> print(run_python(''' 

... def x():

...     print("printing hello")

... x()

... ''', 'exec'))

printing hello

None

Tracing code

The USBDF module provides a powerful and easy tool to trace which lines of code were executed during a run. 

Tracing can be used both to ensure testing coverage and to see the behavior of our software or third-party function. 
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How to do it... 

You need to perform the following steps for this recipe: 1. We can implement a function that traces the execution of a provided function and returns the modules that were executed and the lines for each module: JNQPSUUSBDF

JNQPSUDPMMFDUJPOT

EFGSFQPSU@USBDJOHGVODBSHTLXBSHT

PVUQVUTDPMMFDUJPOTEFGBVMUEJDUMJTU

USBDJOHUSBDF5SBDFUSBDF'BMTF

USBDJOHSVOGVODGVODBSHTLXBSHT

USBDFEDPMMFDUJPOTEFGBVMUEJDUTFU

GPSGJMFOBNFMJOFJOUSBDJOHSFTVMUTDPVOUT

USBDFE<GJMFOBNF>BEEMJOF

GPSGJMFOBNFUSBDFEMJOFTJOUSBDFEJUFNT

XJUIPQFOGJMFOBNFBTG

GPSJEYGJMFMJOFJOFOVNFSBUFGTUBSU

PVUQVUT<GJMFOBNF>BQQFOE

JEYJEYJOUSBDFEMJOFTGJMFMJOF



SFUVSOPVUQVUT

2. Then, once we have the tracing, we need to actually print it so that it's human-readable. To do that, we are going to read the source code for each traced module and print it with a  marker that is going to signal whether a line was executed or not:

EFGQSJOU@USBDFE@FYFDVUJPOUSBDJOHT

GPSGJMFOBNFUSBDJOHJOUSBDJOHTJUFNT

QSJOUGJMFOBNF

GPSJEYFYFDVUFEDPOUFOUJOUSBDJOH

QSJOU \E^\^\^ GPSNBUJEY

JGFYFDVUFEFMTF  

DPOUFOU

FOE  

QSJOU

3. Given any function, we can see which lines of code are being executed in various conditions:

EFGGVODUJPOTIPVME@QSJOU'BMTF

[ 328 ]

 Development Tools

 Chapter 14

B

C

JGTIPVME@QSJOU

QSJOU 6TVBMMZEPFTOPUFYFDVUF 

SFUVSOBC

4. First, we can print the tracing for the function with TIPVME@QSJOU'BMTF:

>>> print_traced_execution(

...     report_tracing(function)

... )

devtools_08.py

0001   def function(should_print=False):

0002+      a = 1

0003+      b = 2

0004+      if should_print:

0005           print('Usually does not execute!') 0006+      return a + b

5. Then we can check what happens with TIPVME@QSJOU5SVF:

>>> print_traced_execution(

...     report_tracing(function, True)

... )

Usually does not execute! 

devtools_08.py

0001   def function(should_print=False):

0002+      a = 1

0003+      b = 2

0004+      if should_print:

0005+          print('Usually does not execute!') 0006+      return a + b

You can see that line  is now marked with the  sign as it was executed. 

How it works... 

The SFQPSU@USBDJOH function is the one actually in charge of tracing the execution of another function. 

First of all, as the execution is per module, it creates EFGBVMUEJDU, where the tracing can be stored. The key will be the module, and the value will be a list containing information for each line of that module:

EFGSFQPSU@USBDJOHGVODBSHTLXBSHT

PVUQVUTDPMMFDUJPOTEFGBVMUEJDUMJTU
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Then, it creates the actual tracing machinery. The USBDF'BMTF option is especially important to avoid the tracing being printed on screen. Right now, we want to save it aside, not print it:

USBDJOHUSBDF5SBDFUSBDF'BMTF

Once the tracer is available, we can use it to run the provided function with any given argument:

USBDJOHSVOGVODGVODBSHTLXBSHT

The result of the tracing is saved into the tracer itself, so we can access it with USBDJOHSFTVMUT. What we are interested in is whether a line of code was executed at least once, so we are going to look for the counts, and add each line of code that was executed to the set of executed lines of code for the given module: USBDFEDPMMFDUJPOTEFGBVMUEJDUTFU

GPSGJMFOBNFMJOFJOUSBDJOHSFTVMUTDPVOUT

USBDFE<GJMFOBNF>BEEMJOF

The resultant USBDFE dictionary contains all the lines of code that were actually executed for a given module. It doesn't, by the way, contain any detail about those that were not executed. 

So far, we only have the line number, and no other detail about the executed lines of code. 

We, of course, also want the line of code itself, and we want to have all lines of code, not just the executed ones, so we can print back the source code with no gaps. 

That's why SFQPSU@USBDJOH then opens the source code for each executed module and reads its content. For each line, it checks whether it's in the set of the executed ones for that module and stores aside a tuple containing the line number, a Boolean value that states whether it was executed or not, and the line content itself: GPSGJMFOBNFUSBDFEMJOFTJOUSBDFEJUFNT

XJUIPQFOGJMFOBNFBTG

GPSJEYGJMFMJOFJOFOVNFSBUFGTUBSU

PVUQVUT<GJMFOBNF>BQQFOEJEYJEYJOUSBDFEMJOFTGJMFMJOF

Finally, the resultant dictionary contains all modules that were executed, with their source code, annotated with details about the line number and whether it was executed or not: SFUVSOPVUQVUT

QSJOU@USBDFE@FYFDVUJPO is then far easier: its only purpose is to take the data we gathered and print it on screen, so that a human being can see the source code and what was executed. 
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The function iterates on every traced module and prints the GJMFOBNF module: EFGQSJOU@USBDFE@FYFDVUJPOUSBDJOHT

GPSGJMFOBNFUSBDJOHJOUSBDJOHTJUFNT

QSJOUGJMFOBNF

Then, for each module, it iterates over the tracing details and prints the line number (as a four-digit number, so that code is indented properly for any line number up to 9999), a sign if the line was executed, and the line content itself: GPSJEYFYFDVUFEDPOUFOUJOUSBDJOH

QSJOU \E^\^\^ GPSNBUJEY

JGFYFDVUFEFMTF  

DPOUFOU

FOE  

QSJOU

There's more... 

Using tracing, you can easily check whether the code you wrote was executed or not by your tests. You just have to limit the tracing to the modules you wrote and you are interested in. 

There are third-party modules that specialize in coverage reporting of tests; the most widespread one is probably the DPWFSBHF module twhich has support for the most common testing frameworks, such as QZUFTU and OPTF. 

Profiling

When you need to speed up your code or understand where a bottleneck is, profiling is one of the most effective techniques. 

The Python standard library provides a built-in profiler that traces the execution and timing for each function and allows you to spot the functions that are more expensive or that run too many times, consuming most of the execution time. 
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How to do it... 

For this recipe, the following steps are to be performed: 1. We can take any function we want to profile (which can even be the main entry point of the program):

JNQPSUUJNF

EFGTMPXGVODHPTMPX'BMTF

M<> 

GPSJJOSBOHF

MBQQFOEJ

JGHPTMPX

UJNFTMFFQ

SFUVSOM

2. We can profile it using the D1SPGJMF module:

GSPND1SPGJMFJNQPSU1SPGJMF

QSPGJMFS1SPGJMF

QSPGJMFSSVODBMMTMPXGVOD5SVF

QSPGJMFSQSJOU@TUBUT

3. That will print the timing for the function and the slowest functions called by the profiled one:

202 function calls in 1.183 seconds

Ordered by: standard name

ncalls  tottime  percall  cumtime  percall

filename:lineno(function)

    1    0.002    0.002    1.183    1.183

devtools_09.py:3(slowfunc)

  100    1.181    0.012    1.181    0.012 {built-in method time.sleep}

  100    0.000    0.000    0.000    0.000 {method 'append' of

'list' objects}

How it works... 

The D1SPGJMF1SPGJMF object is able to run any function with provided arguments and gather execution statistics with a minor overload. 
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The SVODBMM function is the one that actually runs the function providing the passed arguments (in this case, 5SVF is provided as the first function argument, which means HPTMPX5SVF):

QSPGJMFS1SPGJMF

QSPGJMFSSVODBMMTMPXGVOD5SVF

Once the profiling data is gathered, we can print it on screen to provide details about what was executed:

QSPGJMFSQSJOU@TUBUT

The printed output includes the list of functions executed during the call, the total time it took for each of those functions, the time each function took on each call, and the total number of calls:

ncalls  tottime  percall  cumtime  percall filename:lineno(function)     1    0.002    0.002    1.183    1.183 devtools_09.py:3(slowfunc)   100    1.181    0.012    1.181    0.012 {built-in method time.sleep}

  ... 

We can see that the major bottleneck of TMPXGVOD was the UJNFTMFFQ call: it took out of the total  time it took to run whole TMPXGVOD. 

We can try to call TMPXGVOD with HPTMPX'BMTF and see how the timing changes: QSPGJMFSSVODBMMTMPXGVOD'BMTF

QSPGJMFSQSJOU@TUBUT

And, in this case, we see that the whole function runs in  instead of  and there is no more reference to UJNFTMFFQ:

102 function calls in 0.000 seconds

Ordered by: standard name

ncalls  tottime  percall  cumtime  percall filename:lineno(function)     1    0.000    0.000    0.000    0.000 devtools_09.py:3(slowfunc)   100    0.000    0.000    0.000    0.000 {method 'append' of 'list' 

objects}
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